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## INTRODUCTION

USING THE COMMODORE 64 IN THE HOME offers 20 exciting, original, and easy-to-use programs which can be entered into the Commodore 64 computer directly through the keyboard, without any extra disk or cassette equipment.

These programs cover the whole range of home uses for the Commodore 64: there are programs for financial management, such as checkbook balancers, family budget managers, and loan calculators. There are nutrition planning programs, data management programs which (with storage media) will let you throw away all of your index cards and file cabinets, and educational programs which will catapult your family to the top of their class. There's even an astrology program to entertain friends with, and help you see the future.

And there are games! Ten unique, captivating, amazing games which make use of the astonishing graphics and sound capabilities of the Commodore 64 computer. You can create your own ecological simulation, supervising a whole animal world where only the hardy survive. You can defend a kingdom, travel the outer reaches of space, track down a deadly arsonist, create alien forms of life, and pilot your own plane with a real flight simulator. There are magic mazes to thread your way through, and a program which will teach you more about the sound synthesizing capabilities of the Commodore 64 than you ever thought possible.

And, USING THE COMMODORE 64 IN THE HOME is a highly effective learning-by-using user's guide. Each of the 20 programs is complete with a simple, but extensive, discussion of the programming techniques which went into making up the program. Most BASIC commands are used. By the time you have reviewed and run each program you will be familiar with them. Major concepts are explained, and interesting twists which make especial use of the Commodore 64's unique design are described. All the means are there so that you can modify or elaborate upon the listings to make your own original games.

USING THE COMMODORE 64 IN THE HOME is a long step towards fulfilling for you the promise offered by the new, exciting world of home computing.

## COMMODORE 64 IN THE STUDY

## 1. Nutrition Pack

The importance of good nutrition is generally recognized. This program aids in calculating the calories, proteins and fats in your daily diet. A list of fifty foods is provided from which you can select your daily menu. At the end of your menu selection, a summary of the total number of calories, the total grams of protein and the total grams of fats are displayed.

The program illustrates the use of data arrays, subroutines and display formatting.

An important technique demonstrated in this program is the utilization of arrays. Four arrays are used to contain the nutritional information for each food list. Once a food is chosen, the calorie, protein, and fat contents are stored as individual values. When the user has finished selecting his menu, the total number of calories, grams of protein, and grams of fat are computed and displayed. The array presented consists of fifty different foods which are listed in data statements. The list of foods may be changed to include personal favorites.

## TIPS AND TECHNIQUES

- Line 10 clears the screen and prints the heading at a tab of 15 spaces.
- Line 20: The dimension statement sets aside room for four arrays, each consisting of fifty pieces of data. Array variable $\mathrm{F} \$(\mathrm{~N})$ is used for storing the name of the food; notice the $\$$ symbol denoting that it is a string variable containing alpha characters. Array variable $\mathrm{C}(\mathrm{N})$ contains information about the caloric content of the respective food. Array variable $\mathrm{P}(\mathrm{N})$ contains information about the protein content, and array variable $\mathrm{T}(\mathrm{N})$ contains the fat content.
- Lines 30-50: This FOR-NEXT loop reads the elements contained in the data statements in lines 500-990 into the four arrays.
- Line 60 sets up values for a loop, which will display array elements 1 to 20.
- Line 70 executes the display subroutine beginning at line 300. (To be explained.)
- Line 80 sets up parameters to display elements 21 through 40.
- Line 100 sets up parameters to display elements 41 through 50.
- Line 105: This loop is designed to print 12 blank lines and so begin the display midscreen.
- Lines 120-150 display the total number of calories, grams of protein, and fat in the selection.
- Lines 300-380 make up the subroutine that displays a portion of the food array, formats the information into columns, and prompts the user for a food selection.
- Line 300 prints textual column headlines.
- Line 310 sets up a loop which displays an index number N ; the food names $\mathrm{F} \$(\mathrm{~N})$; the caloric content $\mathrm{C}(\mathrm{N})$; the protein content in grams, $\mathrm{P}(\mathrm{N})$; and the fat content in grams, $\mathrm{T}(\mathrm{N})$. The array elements to be displayed are determined by the values of $A$ and $B$, obtained in lines 60 , 80,100 . A and B define the beginning and outer limits of the array.
- Line 320 prints the individual element. Notice the way in which the data is arranged in columns. The TAB statement sets up the columns. The index used in the TAB starts counting from the left side of the screen, so TAB (5) is 5 spaces from the left screen edge.
- Line 350 prompts the user to select the number of the food desired. If no selection is desired a zero is entered, in which case the program leaves the subroutine and returns to the line following the call. (Line 80, 100, or 120.) If the value of N is not equal to zero, line 360 is executed next.
- Line 360: This line includes three totalizing counters. Counter Cor calorie content, counter $P$ for protein content, and counter $T$ for fat content. The expression $\mathrm{C}=\mathrm{C}+\mathrm{C}(\mathrm{N})$ means the new value of C equals the old value of C plus the value of $\mathrm{C}(\mathrm{N})$, the calories for the food chosen.
- Line 370 prompts the user, and if more foods are desired the program branches to line 300 and displays the same block of data. If no more selections are desired then line 380 is executed.
- Line 380: This line is the exit point for the subroutine. Every subroutine must have a return point. The return points in this program are lines 80 , 100 , and 120.
- Lines 500-990 are the data statements which consist of the food name and three numbers representing the calorie, protein, and fat content. Notice that a precise format must be followed. Each item in the data
statement must be separated from the next by a comma. You may substitute your own food preferences and their calorie, protein, and fat contents by replacing the ones provided. If you wish to include more than fifty foods, you need to change the DIM statement in line 20, and the value of B in line 100 . Also change the limit of Q in line 105 to display more lines.


## VARIABLES USED:

A: Beginning value of element display value.
B: Outer value of element display value.
$\mathrm{C}(\mathrm{N})$ : Calorie array element.
$\mathrm{F} \$(\mathrm{~N})$ : Food string array element.
I\$: Selection reply.
N : Array element index.
$\mathrm{P}(\mathrm{N})$ : Protein array element.
Q: Counter for screen display position.
$\mathrm{T}(\mathrm{N})$ : Fat array element.

## PROGRAM LISTING



```
20 DIM F要(50), E(50),F(50),T(50)
OO FOF PN=1 TG EG
```



```
50 NENT N
60 F=1:E=20
70 GOSLIB 300
80 F=21:F=40
90 GOSILE 300
109 A=41: E=50
10员FOR Q=1 TO 12:FRIHT:HEMT Q
110 BIGIJE 300
12g FPIHT CHFE&(147)"TOUSE FODD EHEFG'T FHUN HIITEIEHTS"
130 FRIVT"TOTFL CFLDRIESm"; E
1401 PRINT"TOTFL FROTEIH(GERHS)m";F
150 FRIHT"TOTFL FFHT(GRAMMO="; T
106 EHI
800 FRIHT" FOND GAL FRO FAT"
310 FDR H=F TO E
```



```
330 WEMT H
346 FRINT
```



```
360 C=C+C(W):F=F+F(d):T}=T+T(|
```



```
380 RETIJRN
500 IARTA FFPLE-FFW,E0,0.1
510 DATA EACIIN-2 SLICES,5BS.4.S
520 DFTTA EFH.FFHA.100.1.0
```

```
5 3 0 ~ D A T F ~ E E F H E - R E E I ~ 1 ~ C U F , 2 3 0 . 1 5 . 1 ~
540 DAT'A EEEF-HFMEIURGER 3 DZ.205,20,17
550 DATH FEEF-SIFLOIN 3 02.330,20.27
SEO DFTA REEF STEN 1 CUF,220.16.11
5PG DATA EREFIDRTVE 1 SLICE,G日.2.G
500 DATA EREFI-WHITE , PG.2.1
590 IATA B|ITTER:-1 TEPF,109,0,12
600 IATH CAKE-SFONGE SLICE,1G5,5.4
G10 DATA EFHTALDINFE-1,2, EO, 2.0
G20 DATF EARROT-1 FAW,SQ, 1,0
630 DATF CATGUFP 1 TRSF,15,0,0
640 DIFTA CHEESE-SNISS 1 OZ,10S.E.E
650 IIFTA CHIEKEH-FROIL 3 OZ.115.20.3
660 DATA CORH-1 EAR,7日,2.1
6TG DATA CORHA FLAKEE 1 CUF,95,2,G
GGO DFTA CRACKERS-4 EALTINES.5G1.1.1
6OG DATF DOUIGHHIJT 1 FLAIN.190.1.5
```



```
T1E DATF EGIMOMELET, ES,G.T
T20 DATA FFAFHKFINRTER,17G,7,15
TOG DATA FRUIT COCKTAIL-CUIP,195,1.E
74G DATF GRFFEEFOUIT-1,2 FRW,45,1:0
7EO IFTFA ICE OFEFM-1 CUF,270,5:14
PG0 DRTFA MFICFRONI-1 CUF,155,5,1
TTG DATA MFRTGREINE-1 TESF,10G.0.12
TEO DATA MAYOHNAISE-1 TEGF,1G日,0,11
TGO DATA MILK-EKIM 1 DUF,OE,G.G
000 DATA DATMEAL-1 CUF:130,5.2
810 DATA GIL-SALAI 1 TESF.120.0.14
820 DATF DRFHNE-1 MEIIDM, ES,1,0
```



```
840 DATA OTGTERS RAM -1 CUF.160.20.4
850 DATA FFHHAKE WHEAT-1,60.2.2
860 DATF FEANUITEIITTER-1 TESF,95,4,6
GPG DATA FIE-AFFLE 4 IH WEIME, 345.3.15
800 DATA FIZZA-CHEESE SLISE,145,6,4
ESG DATA FOTFTDEE-EFKEEI 1,145.4.6
90B DATF FOTFTO DHIFS-10.115.1.6
g10 DATF RICE-NHITE 1 CLIF,2ES,4,0
920 IATA SALAD DRESS-FREHUH.65,G.G
```



```
94G IATA GARIINEE-3 O2.175.20.9
GEO IIATA EFFIHETTI-1 CUF,155,5.1
9EG IATAF SUGAR-1. TEAEPORM, 15, 0.0
9TG DATF TOMATO JUICE-1 CUF,4E, 2.0
```



```
990 IATA YOGURT-LDFAT PLFINA, 145,12.4
```


## 2. Family Budget Comptroller

If you are having difficulty determining where your family income is going and would like to better monitor family expenditures, this program will provide you with an opportunity to analyze your expenses. The program has provisions for 15 predefined expense categories. You enter your allocation into each category. You also enter your total income for the period. The program will then return your final balance. It will also display your total expenses and warn you if your balance is in the red.

This program illustrates the use of subscripted variables, and display formatting of tabular data. You are also introduced to the LEN, length, and STR\$, string, functions.

## TIPS AND TECHNIQUES

- Line 10 clears the screen and presents the program title.
- Line 20: This line sets up room for two arrays. Array N will hold fifteen elements. They are the amounts spent in each category. Array $\mathrm{N} \$$ is also composed of fifteen elements. They are the fifteen categories. Since they contain alphabetic information the string symbol, $\$$, is used.
- Line 30 prompts the user for the total income.
- Lines 40-180 contain 15 categories of expenses. You may change the categories if you wish.
- Line 200 prompts the user to enter expenses.
- Lines 210-250 set up a FOR-NEXT loop, which prints the expense headings, and prompts the user to input the amounts budgeted. Notice the use of the subscripted variable $\mathrm{N}(\mathrm{C})$, which holds the amount of the item $\mathrm{N} \$(\mathrm{C})$.
- Lines 260-280: This FOR-NEXT loop sums the expenses using variable T. After all 15 categories have been summed the total of the expenses is obtained.
- Line 290: This line solves for the balance B.
- Line 300 clears the screen.
- Line 310 prints the total income which was assigned to variable I in line 30.
- Lines 330-360 set up a FOR-NEXT loop which displays a summary of the expenses.
- Line 350 formats the display of the screen. At column 10 on the screen the category name is displayed, the cursor moves to the right side of the screen to display the amounts. The variable X is the amount budgeted for a particular item. In order to align all the numbers in a column, the following technique is used: you convert the number X into a string variable using the STR \$ function. You can now determine how many characters that numerical answer consists of. This helps determine in which column to print the number so that the display aligns and looks neat. The string function LEN determines how many digits are in the answer. By subtracting 38 from this number you tab the cursor the resultant number of spaces and print the value of X . This process is repeated 15 times for each category.
- Line 370 prints the sum of the expenses.
- Line 380 prints the final balance.
- Line 390: If the balance equals zero or is less than zero, you are advised to start saving.


## VARIABLES USED:

B: Amount of balance.
C: Index in a FOR-NEXT loop.
I: Total income.
J: Index in a FOR-Next loop.
N : Subscripted variable storing the amounts.
N\$: Subscripted variables storing category names.
T: Sum of expenses.
X : Used for TAB position.

## PROGRAM LISTING

```
    10 FFIHT EHE:& 1.4>%, "FFMIL'T EMIMET FHFNL'GIS"
    20 DIN HC15%,Wक<15%
    SU FFIHT:IHFUTT"TOTFL IHEDHESFEE WEEK,OR FEE:MOHTH":必:I
```



```
    50 H年G)="FEHT,MOETGFGE:"
    EQ HFOSO="MEIICFL:"
    70 +孛(4)="IHEDFRHNE:"
    80 惊宁)="TFMES:"
```





```
120 涞CO)="ELEETFICIT'%"
130 情(10)="TELEFHOTNE:"
140 峰(11)="LLEITHIHG:"
150 惊く12)="FLLDWFHNES:"
168 W*:1S%="MAIHTEHFHNECHOME\:"
170 HFC14%="EHTEFTTFIHNEFUT:"
180 +&<15%="GTHEFS:"
190 FFIMT
2gQ FFIHT"EHTEF EMFEHEES FOF: THE FGLLOWIHE ITEMS:"
210 FOR E=1 TO 15
220 FFEIHT
2g@ FFIHT H悟(D)
240 IHPIIT "FMOUHT=क";HCE%
25E WENT [
200 FOR E=1 TO 15
279 T=T+HCC)
280 +HENT 口
2g E=I-T
SEG FEIHT EHFS(14P)
310 FEIHT"TOTFL IHOOHE=":I
320 FRIHT : FF:IHT"E%FEHSES="
36 FOFT T=1 TO 15
340 *=人4(T)
```



```
SG0 HENT J
3TG PFIIHT:PRIHT"TGTFL EWFENSES=$":T
SEO FFEIHT"EALFHICE=事";B
390 IF E4=@ THEH FRIHT"START SFWIHN!"
```


## 3. Shakespeare!

This program gives you an opportunity to review your knowledge of the parts of speech while creating amusing rhymes. After you have typed in the parts of speech requested by the program, a somewhat familiar rhyme is generated. There are five different rhyme modules, any one of which will be randomly selected by the program. This program introduces random numbers and string variables.

You may wish to review these definitions:
Noun: a word denoting a person, place or thing.
Verb: a word denoting action.
Adjective: a word describing a noun.

## TIPS AND TECHNIQUES

- Lines 20-40: These lines display the opening prompt describing the program.
- Line 50 generates a random number between 1 and 5 . Since the random function RND generates a value between 0 and 1 , you multiply it by 5 , take the integer part of the answer with the INT function, and add 1 to the final answer. This technique assures you of generating a random number between the lower limit of 1 and some upper limit. In this case the upper limit is 5 .
- Line 60: This line, depending on the value of N (the random number), picks the rhyme to be displayed. If $\mathrm{N}=1$ the program branches to line 100 ; if $\mathrm{N}=2$ the program branches to line 200 ; and if $\mathrm{N}=5$ the program branches to line 500 .
- Lines $100-150$ prompt the user for the parts of speech. Notice that since you are entering non-numerical information, each input is accepted as a string variable.
- Line 160 sends the program to line 600 . In lines $600-630$ the composed rhyme is generated. It is built from the string variables that were entered earlier.
- Lines 200-260 request the parts of speech required for the second rhyme.
- Line 270 starts the generation of the second rhyme by branching to line 650.
- Lines 300-370 request the parts of speech for the third rhyme.
- Line 380 starts the generation of the third rhyme by branching to line 700.
- Lines 400-450 request the parts of speech for the fourth rhyme.
- Line 460 starts the generation of the fourth rhyme by branching to line 760.
- Lines 500-560 request the parts of speech for the fifth rhyme.
- Line 570 starts the generation of the fifth rhyme by branching to line 810.
- Lines 600-630: These lines display the first rhyme.
- Line 640 sends the program to a routine beginning at line 900 .
- Line 900 asks if the user wishes to run the program again.
- Line 910: If the reply is yes, the program branches to line 50 which generates a new random number.
- Lines 650-680: These lines display the second rhyme.
- Lines 700-740: These lines display the third rhyme.
- Lines 760-790: These lines display the fourth rhyme.
- Lines 810-840: These lines display the fifth rhyme.


## VARIABLES USED:

Each variable is a string variable storing user input.

## PROGRAM LISTING




```
SG FRIHT"DEFR: "Faz" WE FREE GOIHST TD BEHEFATE "
4G FRIHT"FOETR'T EUIT I WILL PEEI YOIUR HELP-GO IGIUE ME:":FFIHT
```





```
110 IHFIIT"H トNO|N":なも
120 IHFIIT"A FOOIM"; I$
```



```
14g I&FIIT"G F|D|&";F车
150 IHFIT"A FPEFPISITIDH";口多
160 IOTO E00
200 IHFIIT"F PURME":H*
210 INFUIT"FHN ADIECTIWE": I年
```



```
200 Ir|F!IT"A r|O||N":ド$
24g IFNFIT"AG EOLOR":L索
```




```
2? GOTO E50
300 IHFUTT"F F|JNEEF":口毒
310 IHFOIT "FHN FDTECTIVE"; F'事
```



```
300 IHFUIT"A UEFE":FE$
340 IHFIIT"F HOINH":S金
350 IHFIIT"FLIFEFL RHOI|P";T
360 INFIIT"F NOI|H"; Il年
3TG IPAPIIT"FHN FIITELTIVE";砗
3日G IOTG 70Q
40日 IFNFITT"FH, FIIJECTIVE"; W束
```



```
420 IPNFIIT"FHN AIIJECTIVE";'T'类
```



```
449 INFIIT"A NOU|H";FAF条
4 5 0 ~ I N F I I T " A ~ N H O U N " ; F E * *
4E日 FIOTO 7EQ
50% IWFIIT"A EOTS NFMME":AC事
510 IHFIIT"A SIFELS NAME":AII车
500 IP|PIIT"A NOIIN":FEE事
500 IHFIJT"A EOHUTAIPGER HARME":FFF:
540 IHFIJT"A LI则II"; F|`车
550 INFIIT"FA FUI|N|"; FH表
5E0 IHFIIT"F GEEE"; FI$
STG [OTO E1G
```



```
610 FFINT"EFITINIG HER "I车" FNND "E&"."
```



```
630 PRIHTT"FHHD FRITHHTEHEI MISS "E车" FHWFF'T'."
640 MOTO 306
```



```
660 FFEIHT"ITS "K来" WFE "L車" FGE SH||M."
ETQ FRIHT"RHND E'VE'TMHEFE THFT "H&" WEHT"
```



```
GGO BOTO G0G
```



```
F10 FRIHT"THE'T FLL FEFH FFTER THE FFIRMER'S "客","
```

```
200 FFIHT"&HI CUIT DFF THEIR "T事" WITH F CARwIHI; "U事"."
30日 FRIHT"DID 'TOU E,'EF SEE E|IEH F GIGHT IH 'r||R LIFE"
```



```
750 BOTO E06
```



```
TTG FRINT"EFTIING HIS "r'&" FIE."
TE日 FEIHT"HE STILKK IH HIS "Z事" FHII FILLEED D|IT A "FR家
PGQ FFEIHT"FHII SHII!.WHFT A EMDOD "FE&" AM I!"
80日 GOTO G00
```



```
BCQ FFIHT"TO SET F "FFF事" DF "H历车"."
```





```
G1@ IF F.T#="'T"' THEHS GOTD 50
GEG FRIHT"HF','E F HISE DF'r""
```


## 4. Commodore Checkbook Keeper

The woes of checkbook balancing have long plagued many of us. If you find you are often faced with this frustrating problem, consider turning to this program for help. A summary of your checkbook transactions totaling all deposits, all outstanding checks and all checks made is presented. A final balance is displayed and the user is warned if the balance dips below zero. The program is user friendly; all user inputs are prompted. In fact, this program is self-contained and no other calculating devices are required. The program is written with simple statements at each line, instead of multiple statements per line, thus facilitating analysis of program development.

The program illustrates the following programming techniques: branching, menu displays, summation with variables, subroutines, and the use of inequalities.

## TIPS AND TECHNIQUES

- Line 10 clears the screen and displays the program title.
- Line 20: The PRINT statement alone prints a blank line on the display. This is done to create a more readable and visually pleasing display.
- Lines $30-40$ instruct the user on selecting one of the options available.
- Lines 60-140 display the five options that are available to the user.
- Line 160 prompts the user to enter the option number.
- Line 170: This line checks to see if the user's reply is in the range of 1 to 5. This line reads as follows: If the value of N is greater than 5 or if the value of N is less than 1 , then print the following message "ENTER CORRECT NUMBER." If either of the conditions is met the program returns to line 160 . If neither condition is met the program advances to line 180.
- Line 180: If the input is a number between 1 and 5 the program reaches this line, which sends the program to one of five different routines depending on the number entered. If $\mathrm{N}=1$ the program branches to line 300 ; if $\mathrm{N}=2$ it branches to line 350 and if $\mathrm{N}=5$ it branches to line 500 .
- Line 300: This is the module which accepts data regarding deposits. The program immediately branches to a subroutine at line 700 which will be considered shortly.
- Line 310 prompts the user to enter data regarding deposits.
- Line 320: The amounts of the deposits are summed to variable S. As each new deposit is entered into variable $D$, it is added to $S$. In this manner a summation of variable $D$ is performed. This simulates calculator addition.
- Line 330 sends the program back to line 300 , which then sends the program to a subroutine at line 700 . Let's examine what the subroutine at line 700 does.

The subroutine consists of line 700 to 770 .

- Line 700 tells the user how to enter new data.
- Line 710 tells the user how to see the menu again.
- Line 740 accepts the user's choice as variable $\mathbf{Z \$}$, which is a string variable since the answer consists of letters.
- Line 750: If the user chooses to enter more data, the program returns from the subroutine; the return point is the line following the GOSUB instruction.
- Line 760: If the user chooses to see the menu, the screen is cleared.
- Line 770: The program branches back to line 20.

Let us review the routine at line 300 . If we want to enter more data for "DEPOSITS'' for example, the subroutine at line 700 sends the program back to line 310 . At line 330 if we want to continue entering data, the program again goes to line 300 .

- Lines 350-380 follow a format similar to the above in summing the checks made.
- Lines 400-430 sum the outstanding checks.
- Lines 450-480 sum the service charges.
- Lines 500-620 print the summation for each category.
- Line 630 calculates the balance. It is computed by adding the balance to the deposits and subtracting the value of the checks written and the amount of outstanding checks in addition to subtracting the total service charge.
- Line 660 prints the balance.
- Line 670 alerts the user if the balance is less than zero.
- Line 680 ends the program. This line is necessary to prevent the program from running into the subroutine starting at line 700, in which case the computer would display an error message.


## VARIABLES USED:

B: Balance in the checking account.
C: Value of check.
D: Amount of deposits.
E: Total amount for service charges.
G: Amount of outstanding checks.
N : Option choice.
R: Total value of outstanding checks.
S: Total amount deposited.
T: Total value of checks written.
V : Amount of service charge.
Z\$: User response to question.

## PROGRAM LISTING

```
10 FRIHT CHE&S147%,"EHECKEODK MFHAFCOER"
EG FRINT
30 PRIHT"SELEDT 'TOURE OFTIOH E't'T'FIHG'"
40 FRINT"THE CORRESPOHDING NDMEEF"
50} PrEIHT
6 6 ~ P R I H T " 1 : ~ D E F I S I T S ~ M A D E " ~
PG FRINT
GG FRINT"2: CHECKS MAIE"
90 FFIINT
100 FFIHT"3: DIITSTFHIIHFG EHECKS"
110 FREIHT
12G FFIHT"4: SER'VICE [HAFGES"
1:OQ FFRIHT
140 FRIHT"5: EHII FROIGREM-SEE TOTFIL SIMMAR'T"
15G FFIHT
```




```
180 DH W SOTO 300, 350,400.450,500
```

```
300 60SUE P80
310 IFFUT"IEFOSITS=":I
326 5=5+1
320 50T0 300
350 50Gl_E T00
BGO IHFUIT"CHELKS MADE":E
370 T=T+L
360 IOTO 350
400 [0511E 700
410 IHFUT"OUTSTFHIIHSG EHEEKS":G
420 F==F+K
430 50TD 400
450 FOGUE POQ
4EG IFFIIT"SEFYICE CHARIGES":\vartheta
476 E=E+'%
480 D0T0 450
500 FFINT CHE事(147)
5101 IHPUIT"EFLFHNEE FT STFRT=":E
```



```
504 FEINTT
540 FEIHT"STAFTIHEG EFLFHIDE=车":E
550 FRIHT
500 FRIHT"TOTFLL NEFOSITSm家":S
5Pg PRINT
SB0 FRIHT"TOTFL DF FLL CHECKG MADE=&";T
5 9 6 ~ F F I H M T ~
EGE FRIHT"TOTFIL DF DIITSTFHNIHG CHECKG=车":R
610 F'FINT
G20 FRIHT"TOTFL SERUIEE CHAFGES=年";E
6% B=B+G-T+R-E
64G FRIHT
65% FFIHT
560 FEIHT"EFLFHNEm*":B
GTG IF ECG THEH FRIHT"'TOU FRE IH THE REI-START SF'vIHG!"
6BG EHD
PGg FRIHT
T1g FEIHT"T'r'FE "E` TG EHTER WEW IAATF"
720 FEIHAT
7OG FEIHTT"T'T'FE "O` TO SEE MEH| FGGIIH"
735 FRIHT
740 INFIIT"'OI|R OFTIONCE DFE O'":Z悉
P@01 IF Z束="E" THEHN FETINFH
TEO FRIHT CHFF{147%
ア70 EOTG 2G
```


## 5. The Fortune Teller

What is your sign?
Here is a program you can have fun with at your next party. You select a number from the display menu corresponding to your birthdate. Your astrological sign and personality characteristics are displayed. The program is easy to use. All input is prompted and the results are fun to interpret.

This program introduces two dimensional arrays, READ-DATA statements, and nested FOR-NEXT loops.

## TIPS AND TECHNIQUES

The program utilizes two arrays. One array stores the signs of the zodiac and the other array stores six dominant characteristics for each sign. Different traits are given for males and females. Once the number corresponding to your birthdate is selected, all retrieved data is indexed to that number. Array M $\$$ is a two dimensional array. It stores 6 male characteristics for each sign of the zodiac, and 6 female characteristics for each sign of the zodiac. In total this array holds $24 \times 6=144$ pieces of information. We shall see how the correct data is retrieved.

- Line 10 sets up the M and K arrays. Since they store alphabetic data the string symbol $\$$ is used with the array name.
- Lines 20-130 display the months and corresponding number.
- Line 170 checks to see if the number entered is greater than 12 . If it is you are reminded that you can only select the numbers 1-12.
- Line 200 prompts the user to indicate his sex.
- Line 210 sends the program to subroutines reading the male characteristics into an array and then displaying the information.
- Line 220 sends the program to subroutines reading the female characteristics into an array and then displaying the information.
- Line 240: Another error trapping routine. If your reply to line 200 is neither an M or an F the program returns to line 200.
- Lines 300-450: This subroutine reads the signs of the zodiac into array K\$.
- Lines 300-320: This FOR-NEXT loop reads the 12 astrological signs and stores this information in array $\mathrm{K} \$$.
- Lines $330-440$ are the data statements containing the 12 signs of the zodiac.
- Line 450 ends the subroutine.
- Lines 500-540: This nested FOR-NEXT loop reads into an array the 24 categories with 6 characteristics in each category. These are the male and female attributes for each sign.
- Line 520: Notice the subscripts for array M\$. They are variable I which goes from 1 to 6 . We first read the $\mathrm{I}=1$ value for the values of $\mathrm{J}=1$ to 6 . This means that we first read all elements in line 550 . Next $\mathrm{I}=2$ and again we read 6 elements. These would be in line 560, and so forth.
- Lines 530-540: Notice the order of the next element to be read. After 6 elements are read into the array the next I element is read.
- Lines 550-890 are data statements with the information for the attribute array. Notice that the attributes are separated by commas.
- Line 900: The return statement ends the subroutine and returns the program to line 210 or 220 .
- Line 910: Using the value of N (from line 160 ) your sign is printed from array $\mathrm{K} \$(\mathrm{~N})$.
- Lines 920-940 print the traits attributed to the birthdate indicated for males. These are from the data elements in lines 500-670.
- Line 950 ends the program after 6 male attributes have been displayed.
- Lines $960-980$ print the traits attributed to the birthdate indicated for females. The data statements in lines 750-780 provide this information. Notice in line 980 that the first subscript in the $\mathrm{M} \$$ matrix is $\mathrm{N}+12$, which corresponds to elements 13 to 24 in the data matrix.
- Line 1000 ends the program after six female attributes have been printed.


## VARIABLES USED：

$\mathrm{A} \$$ ：User reponse indicating sex．
I：Index for position in attribution matrix．
$\mathrm{J}: \quad$ Index for attribute．
K：Sign array index．
K\＄：Sign array．
M\＄：A two dimensional array．
N ：Birth date index．

## －PROGRAM LISTING



```
15 FRIHT CHE&G147%,"SIGHE OF THE ZOLIFI":PFIHT
2G FRIHT"1 : 21 MFFCH TI 1G AFRIL"
20 FRIHT"2 : 20 FFFIL TO 20 MA'T"
40 FRIHT'3 : 21 MF'r' TO בO TIHE"
50 FRIHT"4 : 21. J|F|E T\ 22 INL'T"
60 FFIHT"5 : 23 IHL'T TOI 22 FHEiLST"
```



```
80 FFIHT"T : OG EEFTEMLEF TO 2` DETOEEF"
Gg FRIHT"E : 玉G OCTDEER TO こ1 HOMEMEER"
100 FRIWT"G : 2% HOWEMEEF TO 21 IECEMSEF"
110 FFIHT"10: 2O IEEEMBER TO 1G TAFHFRR'T"
120 FFIHT"11: 20 TFH||AF:'T TQ 1S FEEFUFF'T'"
130 FFIHT"12: 19 FEERUFF'T TO 20 MFFCH"
148 FFIHT:FFIHT"EHTEF THE FHMEEE EORFEGFOHIIHG TG"
15@ FRIHT"TMUFE EIFTH DATE &1-1こり"
159 IHFIIT "#=":N
```



```
1BG FEIHT:FFIHT"OETHIH SIGHE DF THE ZODIFL: FOR:"
19G FFEIHT"F MFLE.DE F FEMFLE"
Z00 IHFUT"T'rFE: M QF F ": Fs:
```




```
249 FRINT"WDU HUST RE OHE OF THE FEOME":GOTO ZGQ
SQU FOF K=1 TO 12
30 FEGH K゙FCK%
Q0 HENT K
SQ DATF FEIES- THE EFM
340 INTH THUNUS-THE EILL
SE DIFTA GEMIHI-THE TWIHE
BE DHTF GHNEEF-THE CEFE
OT IGTH LEO-THE LIOH
SOQ DAGF GIFGO-THE YIFGIF
OQ IATF LIPFF-THE SCFLES
4GQ DATH SROFFIO-THE SOOFEIOH
&1E DHTA SHUITTAEIUS-THE FFCHEF
4O IATA EFFEIDOFH-THE SOHT
490 IAFTA GGUAFIUS-THE WATEF GAFEIER
44G DHTA FISCES-THE FISH
450 EETIIFH
50 FOE I=1 T0 24
E1G FOR T=1 TG 6
```



```
5S MEKT I
F401 NEMT I
55G DATA FAITHFUL, IDEALIETIO, FOSEESINE, TEFMOUG, NEMAHIING, SEMTIMEHTAL
EGQ IATA STROHG, COHEITEFATE, WFHTS SEGURIT't, LONES HOME LOTAL, FOMAHTIE
```



```
5%5 IATG TALKEE!
```




```
G1E DGTA LDTML, DECENT, INTEMWHETRATIVE, FOGSESINE, STEIDT, PEECISE
```




```
ES dATA SECEETIVE
E4G DATA DFTIMIGTIC,IDEALISTIE,INTELLIEEAT.HOT JEFLOUG,HOHEST
E45 DATM OFEH MIMLED
```






```
PEG IHTA IHIEFEHIEGT,OFTIMISTIE, IIEALISTIC, SEHTIMEHTFL, LOTAL
75S IATA F EAREEE WOMAN
```




```
TEQ DATA MOTHEEL'T, FEOTEGTIVE, IMFGIMATIVE, EEHEITIVE,MOOD'
FES INTA GODI AT EAVING
PGO DATH FOPILFF,gOOD LOOKING.LIKES FIHE CLOTHES.IHTELLIGEHT
gQg DHTA GODI SEHEE OF HIMWR, INIEPENIEHT
```



```
g20 DATA IHTELLEETUAL,NITT't', IHFFMIHG, EEHTIMEHTAL, FFFEECTIDHATE
ES LITA WOFK FLOHE
8SG DATA FOSSESSI'UE.LO'AL.FFFEETIOHFTE, LOOKS FOR A ETEOHE FARTHEF
B4g IATF FILPHE WITH TEFLDUS',NEEFS F CLEFH HGME
```





```
gTE DATA WILL HOT EE TIED IODUH
geg mata work wher, Maferem
EOQ DFTH WITT'T',FPETT'T',FEMIMINE, EEGEETIVE, DEDEFTIWE, DREFH'T'
90日 FETIFEH
910 FEIHT CHEक(147):FRINT KG(H%,"CMELE TEAITS"": FEIHT
geg FOR I=1 TOE
936 FRIHT HP(H,I):PRIHT
940 HENT I
950 EHII
```



```
9TG FOE I=1 TO E
980 FFINT Mक(H+12.I):FRINT
900 MEKT I
1090 EHH
```


## 6. Money Manager

In dealing with today's turbulent economic picture, it is important to take advantage of all possible aids and advice. Money Manager can help you by providing you with the means of analyzing possible investments. It will help you with such matters as calculating the future value of an investment given the present value, calculating the length of time to invest and the length of time it will take for an investment to double.

This program consists of four options. Each option can serve as a separate module. The options are:

Option 1: Find the future value of an investment. for example, given $\$ 4000.00$ invested at $8 \%$ compounded annually for 10 years, this option will calculate the future value.

Option 2: Calculates the amount you must invest today in order to accrue a certain amount by a future date. For example it will calculate the amount to be invested today at $9 \%$ compounded annually in order to accrue $\$ 10,000$ in 10 years.

Option 3: Calculates the amount of interest paid during the investment period and will find what the compound interest is on $\$ 10,000$ for 2 years if interest is $8 \%$ and compounded annually.

Option 4: Solves for the time required for an investment. For ex-ample-how long does it take $\$ 5000.00$ to double if it is invested at $10 \%$ annual interest compounded annually? One caution should be observed when dealing with financial calculations. The time periods and interest rates should be in consistent time units. The above examples are all for annual compounding of interest. However, if you wish, say, to compound quarterly at an $8 \%$ annual interest rate then the interest, or I, would be $8 / 4$ for each quarter.

The program is self-prompting and each module can stand alone. The program illustrates the use of subroutines where repeated text is displayed.

## TIPS AND TECHNIQUES

- Line 10 clears the screen.
- Lines 30-120 display the options available.
- Line 150 prompts the user to select the desired option.
- Line 160 checks to see if the user made an incorrect choice. If the number selected is greater than 4 , the user is reminded to select a number from 1 to 4 . Line 150 prompts the user again.
- Line 170: When a number in the range of 1 to 4 is selected, a branch to the corresponding module takes place. If module \#1 is chosen $\mathrm{A}=1$ and the program branches to line 300 . If module \#4 is chosen $\mathrm{A}=4$ and the program branches to line 600 .
- Line 190 asks the user if more calculations are desired.
- Line 200: If the answer is a Y for yes, the program returns to line 10 , and the menu is displayed again.
- Line 210: If the response is an N, the program ends. Notice the END statement. It is essential here so that the program will not execute subsequent lines which are subroutines.
- Lines 300-380 comprise the first module.
- Line 310 displays the title.
- Line 320 branches to a subroutine at line 800 .
- Line 800 accepts the value for P and returns the program to line 330 .
- Line 330 sends the program to a subroutine at line 820 .
- Line 820 accepts the value for I and converts the value of I into a percentage and then returns the program to line 340 .
- Line 340 sends the program to another subroutine at line 830 .
- Line 830 accepts the value for N and returns the program to line 350 .
- Line 350 solves the equation for the future value.
- Line 360 calls for a subroutine beginning at line 900 to round the answer to two decimal places.
- Lines 900-930 contains a subroutine to round the answer to two places. This is essential in order to display the cents part of the calculated value to two places.
- Line 370 displays the answer rounded to two decimal places.
- Line 380 branches back to line 180 .
- Lines 400-480 comprise the second option.
- Lines 500-580 perform the calculations for the third option.
- Lines $600-690$ perform the calculations for the fourth option.

Notice that all the modules follow the same format. By studying the first module you should by able to trace the remaining modules.

## VARIABLES USED:

A: The selection choice, also the integer part of the answer.
$\mathrm{A} \$$ : Used to ask the user if more options are desired.
C: The fractional part of the answer rounded to two places.
D: Totals the integer and the decimal part of the calculations.
F: Future value.
I: Interest value.
K: Dummy variable. Used to pass values.
N : Investment time value.
P: Present value.
Q: Counter for display.
T: Total interest value.

## PROGRAM LISTING

```
10 FRINT [HF手(147):FRINT
20 : FRINT TAE<15`"MOHE\ MRKER":FRINT
30 FRINT"OPTIOHA #1"
40 FRIHT"FIHID THE FUTURE "FLIJE DF FH& IH&',ESMEHT"
5 0 ~ F R I N d T
60 FRIHT"OFTIDN #E""
PG FRIHT"FIND THE FMOUNHT TD INQEST HOW"
6 0 ~ P R I N T ~
90 FRINT"OFTION #S"
100 FRIHT"FIHN THE TOTAL IHTEREST PAID"
110 PRILdT
120 FRIHT"OPTIOHN #4"
130 FRIHT"FIND THE TIME DINRATIOH DF FH& IHN'EGTHENT"
14E FRIHT:PRIHT
150 IHFUT"SELECT TOUNP DFTIDH (1-4;"; F
160 IF FD4 THEN FRINT"EHTER DFTIDH #(1-4)":GOTG 15G
170 OHF F 50T0 300,400,500,600
180 FOR D=1 TO 4:FRINT:HENT D
```



```
206 IF F尔m"r" THEFH gOTO 10
210 EFUN
309 FRINT EHF:車(147':FRIHT
3 1 0 ~ F R I H T " F I H D ~ F I T I J R E ~ ' V H L I J E " : P R I H T ~
320 [0SIJF E0G
3%0 505UB 520
349 GDEIJE 830
350 F=w(%)
B60 K=wF:GOSUB S09:F=D
3T0 FRIHT:FRIVT"FIITIJRE ',FLIUE=咅";F
300 GOTG 180
400 FRINT CHR事く147`:FRIHT
410 FRIHT"FIHD FRESEHT Y'HLIEE":FRIHT'
420 GOSUE 310
430 9ח8108:82g
440 [jG\JE BSb
```



```
450 K=F:5GG0JE 300:F=I
470 FRIMT:FRIHT"FRESENT WHLIJE=车";F
480 5iNTO 18G
500 PRINT EHF%(147):FRINT
510 FRIHT"FIHIN TOTHL IHTEREST":FRIHT
520 [0SUB 800
500 [051JB 820
540 IIGUE S30
5,50}T=F=%(< (1+I) t+t-1
560 K=T:GOS|E S00:T=T
STO FRIHT:FRIHT"INTEFEST PFII=音":T
5E0 501TG 1E0
600 FRIHT CHR家(147):FFIHT
G10 FRIHT"FIHI TIME IMFAGTIOH DF FHN IH&ESTMENT":FRTHT
620 [OGUN 806
60 [06|B 81G
640 GOGUE E20
50 N=LOGCF,F%,LOIG1+I)
```



```
670 K=N: 510%|E 900:N=I 
609 FRINT"TIME=":H
600 50TO 180
```





```
830 FRIHTT:IHAFUT"IH&NIT TIME="; &A: EETINEH
GG6 F=I杖くK`:E=K-F
919 「=INTCE*100+.5%/100
926 I=F+C
9 9 0 ~ R E T I F R H
```


## 7. Your Math Teacher

Are you or any members of your family having difficulty with arithmetic? This program helps you practice and improve your arithmetic skills. You may elect to practice addition, subtraction, multiplication, or division, or concentrate on a specific multiplication table. In order to accomodate different ability levels the user can select the highest integer desired and the number of questions to be presented. If the questions are answered correctly the program offers positive reinforcement. If the answer is incorrect, the correct answer is shown. At the end of the quiz the number of problems correctly answered is displayed.

The program consists of five modules and a number of subroutines. Each option can serve as an independent module. The random number function is used to generate the digits for each problem. The INT integer function is also introduced.

The instructions for running the program can easily be followed since all options are menu driven and use prompts.

## TIPS AND TECHNIQUES

- Lines $20-60$ present the study options that are available.
- Line 70 prompts the user to enter the option desired.
- Line 80: This line checks to see if a number greater than 5 is selected. If so, the user is reminded to select only values from 1 to 5 ; the program jumps back to line 70 to once again offer options 1 through 5. This technique is used to trap for an inappropriate response.
- Line 90: This line causes the program to branch to the selected module. If $\mathrm{N}=1$ then the program goes to line 200; if $\mathrm{N}=2$ the program goes to line 300 ; and if $\mathrm{N}=5$ the program goes to line 800 . The first four modules have a similar structure-to be examined briefly.
- Lines 200-280 comprise the addition problem generator.
- Line 200 clears the screen and clears all variables so each time a new module is chosen the counters are reset to 0 .
- Line 210 sends the program to a subroutine beginning at line 700 in which the user is prompted for the highest number desired.
- In line 710 the user is asked for the number of problems desired. The RETURN instruction ends the subroutine and brings the program back to line 220.
- Line 220 sends the program to another subroutine beginning at line 720 . The subroutine at line 720 generates two random numbers, X and Y . The built in $\mathrm{RND}(\mathrm{X})$ function generates a random number in the range of $0-1$. In the expression for generating $X$, the resultant number gets multiplied by the upper limit H . The integer value of the results is obtained by using the INT function. And finally, 1 is added to the result to insure that a number between 1 and the chosen upper limit is obtained. A similar approach is used to obtain a value for $Y$.
- Line 230 prints an addition expression using the values of $X$ and $Y$.
- Line 240: This line prompts the user for the answer. The answer is assigned to variable $A$. The actual computed answer is assigned to variable Z .
- Line 250 looks for a match between A and Z . If they match, the reponse entered is correct. The correct answer counter, $C$ is incremented; the problem counter, P is incremented. The program then branches to line 270.
- Line 260: If the answer is incorrect the screen displays the correct answer and the problem counter is incremented.
- Line 270 decides if the desired number of questions has been asked. (Remember the variable R , from line 710 ?) Variable R is matched against the problem counter $P$. If they match it means that all questions have been asked, and the number of correct answers is displayed. The program then branches to another subroutine at line 740 . This subroutine asks the user if more questions are desired. If the answer is yes, the screen displays the program options again. If the answer is no, the program ends by executing the END statement at line 270.
- Line 280: If all the questions have not been answered, the program branches back to line 220 and generates the next question.
- Line 330 generates the subtraction equation.
- Lines 400-480 generate the multiplication problems, again following the same logic used in the first module.
- Lines 500-610: These lines generate the division problems. A difficulty faced when dealing with division questions is if the numerator and the denominator are not integer values, the answer may consist of a fractional part with many digits. In order to insure whole number quotients, the program deals with this possibility in line 550.
- Lines 550-570 break the solution into a quotient part Q , and into a remainder part D.
- Line 550: Variable Z is the integer part of the quotient $\mathrm{X} / \mathrm{Z}$. Variable M is the remainder part.
- Line 580: Only if the integer part and the remainder part are correct, is the answer considered correct.
- Lines 800-860 generate the multiplication table.
- Line 820 starts a loop where factors of the table start at 1 through 10 .
- Line $830: \mathrm{D}$ is the result of the multiplication.
- Line 860 branches to subroutine 740 .


## VARIABLES USED:

A: Your answer.
C: Correct answer counter.
D: Remainder of division module.
H: Highest number desired in study module.
M: Multiplier value.
N : Study option number.
P: Problem counter.
Q: Quotient in division module.
R: Number of problems to study.
X : First variable in generated problem.
Y: Second variable in generated problem.
Z: Integer value in division module, also actual computed answer.

## PROGRAM LISTING

```
10 FRIHT CHF:乐147%,"METH TEFDHEE"
20 FRIHT"@FTIDN& # FIMIITIOH"
30 FRIHT"OFTIOH #2 SUBTFFUTIOH"
4E FFIHT"DFTIDHA #S rN|LIFLICHTIE|N"
E6 FFIHT"OFTTM四 #4 IIWISIIN"
G0 FRIINT"OFTIDH* #5 M|JLTFLIIGFTIOH TAELES"
7G PFIHT:FRIHT:INFUT"FIEK 'TOU&E STUI'T DFTIOH #":H
```



```
90 D, +4 50TO 200, 300.400.500, 500
206 FFIHT CHF曺C147%,"FINITIOM FFFHCTICE":CLR
2IE GOSUE TEO
220 GOEUS 720
23@ FFIHT:FRIHT **:"+":'t':"=":FFIINT
240 IF|OUT"'rOUF' FHGLUEF'm"; F:Z='א+'т'
250 IF FmZ THEH FEIHT"COEEECT":C=C+1:F=F+1: EOTG 270
2GG FFIHT"DFOHGOTHE EOFRECT FHENERa":Z:F=F+1.
```



```
2g0 GOTG 200
```



```
310 GOGUE 700
320 GOGUE 720
300 PFIHT:PRIHTM;"-":';":"?":FFIHT
340 IfFU|T"r'U|F FH&NER=":A:Z=%-%
35% IF F=2 THEH FFIHT"COFEEGT":C=C+1:F=F+1:GOTD 3PG
3 6 0 ~ F R I H T " W F O H N - T H E ~ E O F F E E T ~ F H E N E E = " : Z : F = F + 1 .
3TG IF F=F THEH&FEIHT"TGUS GOT "E;" OUIT DF ";R:gOEUIE TAE:EHI
300 50TO 320
```



```
410 DOGUE P00
420 GOSUE: PEg
4.00 FFIHT :FRIHT %;"疌";'T';"=?":FFIHT
```



```
450 IF F=Z THEN FFIHT"COFEEOT":O=C+1:F=F+1:FOTO 4TG
4ES FRIHT"WROHNOTHE DORFEGT HNENEF=":Z:F=F+1.
```



```
490 BOTO 420
```



```
510 GISl|F P60
52g GOSUE Peg
525 IF '~'T' THEN FIOTO 52Q
```





```
560 FRIINT:IHFUT"OUOTIEFHT=":O
57Q FFIHT:IHFOUT"FEMFIHLIEF=":I
560 IF S=2 AHII I=M THEH FFIHT"COREEOT":C=C+1:F=F+1:GOTG GOE
590 PRIWT"WROHNG-THE DUMTIENT=":Z:FEIHT"FEHFINJEE=":M:F=F+"
```



```
61g IOTO 520
70G IHFUT"HIGHEST HUNEEF:TG STLI'T'=":H
```




```
7 3 0 ~ F E E T I F F H
```



```
7SQ IF FA:="'r" THEN GOTG 10
TEO FRINT:FRIHTTHF',E F MISE IF'T'"
P7G EETIMEtt
```

```
B00 FRINT EHF& 147, "FOLTIFLICHTIOH THELES":CLR
B10 IHFPIT"MULTIFLIER TO ETUT''":M
Q2g FOE T=1 TG 1G
634 I=T*M
840 FFIMT T:" * "H:" =":I:FEIHT
ESG HENT T
860 [0SIIE 740
```


## 8. Loan Payment Primer

Occasionally you may find it necessary to borrow money. "Paying Loans'" can help you analyze and calculate the factors involved in obtaining a bank loan. You will be able to calculate the most economical way to borrow money. Questions facing you might be: Can I move out of the city and buy a house in the suburbs at these high interest rates? Can I buy a new car? If so what will my monthly payment be?

This program offers three options with these features: Option \#1 Computes the payment to be made on a loan. For example, you just bought a new car. What will the monthly payments be if you wish to pay off a loan of $\$ 8000$ in 36 months? The interest rate is $13 \%$ annually.

Option \#2: Computes the principal on a loan. For example you are willing to pay only $\$ 100$ per month for 36 months for a used car. The annual interest rate is $13 \%$. What is the principal that you must borrow?

Option \#3: Computes the number of pay periods. For example: How many monthly payments of $\$ 150$ will have to be made to pay off a loan of $\$ 4000$ at the annual interest rate of $15 \%$.

All options use prompts and are easy to follow.
One caution must be observed. When performing financial calculations all the parameters must be in the same time units. If you are trying to find the monthly payments on a loan made at an annual interest rate of $18 \%$, "I' must be represented as the monthly interest rate or as $18 \% / 12$ or $1.5 \%$.

This program illustrates the use of subroutines for text prompts used in many parts of the program. The program also introduces a routine for rounding off numbers to two decimal places.

## TIPS AND TECHNIQUES

- Line 10 clears the screen.
- Lines 30-100 display the 3 available options.
- Line 120 prompts the user to select an option number.
- Line 130 checks if the user entered an option number that is illegal. If the number is greater than 3, the program branches back to line 120 .
- Line 140 is a computed GOTO instruction. If the user selects option \#1, then $\mathrm{W}=1$ and the program branches to line 200. If $\mathrm{W}=2$ it branches to line 300 and if $\mathrm{W}=3$ the program branches to line 400 .
- Line 150: This FOR-NEXT loop displays four blank lines on the screen. It is used to format the display more attractively.
- Line 160 asks the user if any more calculations are desired.
- Line 170: If the number is a " Y " for "YES", the program branches to line 10 and displays the available options again.
- Line 180: If the answer is "NO" the program ends at this line. It is important to include the "END" statement here, since the following lines of code include subroutines which would start executing without having been instructed to do so.
- Lines 200-280 compute the solution to option \#1.
- Line 240 sends the program to a subroutine beginning at line 630 . This line, which calculates the interest as a percentage, multiplies your input by .01 .
- Line 250 sends the program to a subroutine at line 640 which performs the calculations involved in computing the principal.
- Line 270 performs the calculations in rounding off the answer. This is done by a call to a subroutine at line 900 .
- Lines 300-380 perform the calculations required for option \#2.
- Lines 400-480 perform the calculations required for option \# 3 .
- Lines 600-640 make up a short subroutine which prompts the user to input data parameters and performs the required calculations.
- Lines 900-930 comprise a subroutine which rounds off the calculations to two decimal places.
- Line 900: Variable A separates the integer part of the number. Variable $B$ is the fractional part of the calculation.
- Line 910 rounds off the fractional part to two places. This is used to represent the cents part of the answer.
－Line 920 arrives at the final answer by adding the integer part and the rounded off fractional part．


## VARIABLES USED：

A\＄User＇s reply．
D：Final calculated answer．
I：Interest value．
D：Dummy variable to hold answers
M：Payment value．
N ：Number of pay periods．
Q：Equation value．
R：Principal value．
W：Option number．
Z：Blank line index．

## PROGRAM LISTING

```
10 FRIHT CHR乐(147):FRIHT
20 FRIHT TAEC15)"FF'TIHG LOFHE":PRINTT
30 FRINT "OFTIOH 1"
40 FRIHT"COHFIUTE FH'TNEHT TG BE MFIE"
5 0 ~ P R I N T ,
E0 FRIHT"OFTIDIH こ"
```



```
B0 FRINT
90 FRIHT"OFTIOH 3"
100 FRINT"COHFUTE +NMMEF: OF FH'T FERIOLG"
110 FRIHT: FRIHT
120 IHFUT"SELEGT 'TOUS OFTIOH &1-3%";W
130 IF WDO THEH FFIHT"EHTER DFTIOH #C1-B"":OOTG 120
140 DN W EGTO 200, 300,406
150 FOR Z=1 TO 4:FFIHT:NENT Z
```



```
170 IF F$:="'r" THEN GOTS 10
180 EHI
290 PRIHT CHF秀(147):FRIHT
210 FRIHT"EOMFUTE THE FH'TMEHT TG EE MATIE":FRIHT
290 [0%1JE 600
230 [05UE 695
240 C105NE 6%0
250 [0G|B E49
260 H=R$!
```




```
290 50TO 150
300 PRIHT EHF车(1.47):FRJ.WT
3 1 0 ~ F R I H T " G O H F I J T E ~ F R I H I I F F L ~ D H A ~ A ~ L O F H " : F R I H T \
Gき\mp@code{GOUNE G10}0
3%01051B 620
340 50GUE 6%0
```
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```
3世0 EOEUE 640:0=1,0
360 R=㸪䒜?
3T0 K=F: 50GUB G00:E=J
3EQ FRIHT:FRINT"FFINEIFFL=事";F
350 EOTIG 150
40% FFINT CHR&G147%:FFINT
410 FRINT"EOHPITE THE NUMGER DF FH't FERIOIS":FRIHT
420 [0S11R 600
430 GOSUE 610
440 D08UE 6%0
```





```
4Bg FRIHT"UNITS GFE EOHSISTEHT WITH IHTEREST RHTE TIME UHITS'"
400 50TO 156
GOQ IHFUT"FRIHLIFFL=F":R:RETIIEM
```



```
EZG IHFUT"# DF FH'T PERIDISm":H|FETIF&H
```



```
640 2=IM(1-<1+I)T-H\rangle:RETIFPH
g00 F=IN|T(K):E=K-H
```



```
90 I=F+5
GG FETIUEH
```


## 9. Studying State Capitals

Can you identify the capital of Washington? How about that of North Dakota? No? Well, this program will help you study and review the capitals of each of the fifty states.

The program consists of two modules. In part one you have the opportunity to study the capitals. The name of the state is briefly displayed on the screen along with its capital. The screen then clears and a new state and capital are displayed. All fifty states are covered in this manner. If you feel that the display is on for too long or too short a period of time, the Tips and Techniques part of this chapter will show you how to alter the length of time for each display. After you have studied the capitals and are confident of your knowledge, you are ready for option number two which is the test mode. In the test mode a state is displayed, and you must provide the name of its capital. If your response is incorrect, you will be informed and the correct answer will be indicated. If your response is correct, it will be duly recognized. After each question you have the choice of continuing with the test or stopping. If you decide to stop, your score will be dis-played-the number of correct responses out of the number of questions presented. Now, see if you can get fifty out of fifty.

## TIPS AND TECHNIQUES

An important technique used in this program is the use of two arrays to store fifty elements each. One array is used to store the states' names, and the second stores those of the capitals. In the study mode the corresponding elements of each array are displayed. In the test mode the input response is checked against the corresponding capital array element. Now, on to see how it's done:

- Line 10: The "DIM" dimension statement instructs the computer to set aside room for fifty array elements for array S\$, which stores the states' names. Room is set aside for the fifty elements to be stored in array C\$, which stores the capitals' names. Notice that since you are dealing with alphabetic variables, as opposed to numerical values, you must use the string variable notation-the " $\$$ " symbol.
- Line 60 asks which mode the user desires. The program looks for a reply, which should be either the number 1 or 2. Variable A stores the choice.
- Line 70 checks for an inappropriate response. If the reply is greater than 2 , you are informed that you have made an error and you are sent back to line 60 to reselect a 1 or 2 . This technique is called "error trapping." If the user enters an inappropriate response to a question-in this case anything other than the digits 1 and 2 -the program returns to the question to await an acceptable response.
- Line 80: The "ON A GOTO" statement branches to the correct segment of the program, depending on the value of variable A. If A equals 1 the program goes to line 200; if A equals 2 it goes to line 400.
- Lines 200-270 comprise the study mode section.
- Line 220 starts a loop for reading fifty pieces of data.
- Line 230: In this line the data is read into the array list. This data is composed of the array elements in array $\mathrm{S} \$(\mathrm{~N})$, the states; and in array $\mathrm{C} \$(\mathrm{~N})$, the capitals. Notice that when $\mathrm{N}=1$ we read $\mathrm{S} \$(1)$ and $\mathrm{C} \$(1)$, the first elements in each array.
- Lines 240-250: The indexed elements are displayed on the screen.
- Line 260: This is the display time delay loop. The computer "counts" from 1 to 3000 before displaying the next state and capital. If you wish the delay to be longer you can have the computer count from 1 to 5000 . If you wish the delay to be shorter you can have the computer count from 1 to 500 . You can adjust the delay to your own preference by changing the upper limit of the count.
- Line 270: The value of " N " is incremented and the loop permits you to read the next element into each array (back at line 230).
- Lines 280-290 prompt the user for a response to a question. If you wish to be tested you have to type a ' Y ' for yes, and if you don't wish to be tested you have to type an " N " for no.
- Line 300 accepts the reply as a string variable.
- Line 310: If the response is a " $Y$ " the program goes to line 400 to start the test module.
- Line 320: If the reply is an " N " (for no) the program goes back to line 200 and repeats the study mode.
- Line 400 clears the screen for the test mode.
- Line 420 resets the correct answer counter, C, to zero and the wrong answer counter, W, to zero.
- Line 430 sets up a loop to read all the elements of the states and capitals into the respective arrays.
- Line 450 prints the name of a state.
- Line 460 asks for the name of the matching capital, $\mathrm{Q} \$$.
- Line 470 checks to see if the reply matches the stored value of $\mathrm{C} \$(\mathrm{~A})$. If the answer does not match, the correct answer is displayed and the wrong answer counter, W , is incremented. The program then branches to line 490 . Notice the use of multiple statements on one line. It is advisable to try to group all related statements on one line.
- Line 480: If the reply is correct you are so informed; the correct answer counter, C , is incremented.
- Line 490 accepts a response from the user as to whether he wishes to continue.
- Line 500: If the reply is an " N, "' for no, the program goes to line 520.
- Line 510: If the reply is "Y," for yes, the program comes to this line and increments the loop for the next question.
- Line 520: If you choose not to continue, this line computes the total number of questions that were answered as variable T.
- Line 530 prints the number of correct answers given.
- Line 540: The end of the program. Notice the "END" statement. It keeps the program from running into the data elements.
- Lines 600-780 are the data statements consisting of the names of states and capitals. They are read as pairs of elements in line 230 and in line 440. You have to be careful when entering data elements. They must be entered exactly in the order they will be read (or they must be read in the arrangement they are entered). Any deviation will cause an erroneous readout of the array of elements.


## VARIABLES USED：

A：Mode selection（line 60），also element counter（line 430）．
C：Correct answer counter．
D：Delay loop counter．
N ：Element counter（line 220）．
T ：Total number of questions．
W：Wrong answer counter．
$\mathrm{A} \$$ ：Test mode replay．
C\＄：Capital array．
Q\＄：Capital reply．
S\＄：State array．

## PROGRAM LISTING



```
20 FFIHT EHR轮(1.4%)
30 FRIMT :FFIHT TFEC1S)"STFTE EFFITGLS"
49 FRIHT:FEIHT"MODE #1 STII'T CAFITALS":FFIHT
50 FRIHT"MODE ## TEST": FFINT
```



```
Tg IF ADZ THEN FEINT"ERPRP-TR'T AGAIH" :OOTO EO
G0 IN F DITO 200.406
204 FFIHT EHP乐(147):FFIHT
21E FFIHT"ETUI'T MODE":FFEIHT :FRIHT
2%O FOR H=1 TO EO
2% FEAD S多(H), C&<Hり
240 FRIHT"STATE: ":S$(K):PRIHT
25G FFIHT"CAFITFL: ":C车!H:FRIHT:PRIHT:PRIHAT
260 FOF D=1 TO 30日0:HENT I
2TG HENT H
```



```
2SQ PRIHT"〔GTHEFHISE STUD'T MODE WILL EE REPEATED"
30日 IHF|IT F:
310 IF F丰:="''" THEH EOTO 400
32@ [OTO 20@
400 FRIHT CHES<147):FEIHT
410 PRIHT"ETATE EAFITFLS TEGT":PRIHT
4%电 C=6:以=0
4 3 0 ~ F O F F ~ F = 1 ~ T O ~ 5 0 , ~
440 REFII G车(A),CF(A)
```



```
460 IFAFIIT"CAFITFL: ";悉:FRIHT
```



```
4E6 E:=C+1:PRINT"CDRREST!":PRIMT
```




```
50] RIEXT F1
5201 T=1 1+C
5g FRIHT"'回 厄OTT ":E:" STFTEG OUT DF ":T
F40 EHID
EGQ DATA FILFEAMF, MOHTEDMEF:T, ALASKA, TIFEFGU, ARIIOHA, FHOEHI%
```



```
G2G INGTA EOHHUESTJEIT, HFFTFORI, IELFWAPE, INWEF
```

```
GSb DATA FLOEIDIF, TALLFHASEEE, SEORGIF, ATLANTA
G4g DATA HAWAII, HOHOLILUI, IDAHO, EOISE
EEO DATA ILLIHOIG, GPFIHGFIELD, IHDIFHA, IHIIANHFOLIE, IDMF. IES MOINES
```




```
GEQ IATA MIEHISAH. LANEINE,MINHESOTA, ST. FAILLMISSISEIFFI, IRCKSOH
EGg DATF MISEOUFEI. IEFFERGOH CIT'T.MOHTAHA HELEHA.HEERASKFI.LINCOLH
```



```
70 DATA HEN PEXILO, GANTA FE,NEW TORK,FLEEAN'T'
POQ DATA HORTH CAROLINA, RALEIGH, HOETH IAFOTF, EISMARCK,OHIO COLUMBUS
7OQ DATF OKLFHOMA, OKLRHOMA EIT'4, OREGOH, GALEM
```




```
PGG IATAM TENAS,AUSTIN, IITAH, SALT LAKE CITT,VERMOHT,MONTPELIER
7O DATA UIREIHIF, RICHMOHI,WASHINOTOH, DLTMPIA, WEST WIEGINIA, CHARLESTOH
?89 DATA WISCDHEIN,MAIISOH, WTOMIHG.CHE'TEHNHE
```


## 10. File Cabinet

Illustrating how the disk system works, this program stores and displays a sequential data file. You may use the program to keep track of your book collection, stamp collection, stocks or any other data you may wish to organize and file. The program, as written, is designed to organize a personal library. The file is formatted to include the author's name, and the title of the book. The program is composed of two parts.

Part One, called the "DATA FILER PROGRAM"' prompts the user to enter the data which will be stored on the disk. The file created is named "DATA FILER."

Part Two of the program, called 'SEQ. DATA FILER READER', retrieves the data file that was created and sequentially displays the information on the screen. Another option offered permits you to search through the file for a specific author.

This program utilizes some of the features that are explained in the disk User's Manual and in the Programmer's Reference Guide, both of which are available from Commodore.

## TIPS AND TECHNIQUES

## Part I: Data Filer Program

- Line 10 prints "DATA FILER PART" on the screen.
- Line 20 sets up two arrays each of which can hold 100 elements. Array variable $\mathrm{A} \$$ stores the author's name and array variable $\mathrm{B} \$$ stores the title of the book.
- Line 40: This statement is essential when starting to use the disk drive. It is used to open up the "COMMAND CHANNEL." The command channel is channel \#15. The device \# for the disk is \#8.
- Line 45 branches to a subroutine at line 500 which is used to read the error channel (more on this later).
- Line 50 defines the variable CR\$ as the code for RETURN or carriage return. It uses the predefined ASCII code for the RETURN function which is 13 .
- Line 60 opens a file using the number of the file. In our case it is file \#2. The file name is "DATA FILER." The $S$ denotes that it is sequential
and the W denotes that we are going to write data to that file. The notation @0: preceding the file name is a message to the disk operating system to replace any existing program using the indicated name with the new program. If you don't want your old program to be deleted use a different name for the new file.
- Line 65 branches to the error checking subroutine.
- Line 70 prompts the user to enter the author's name, a comma and then the title of the book.
- Line 80: If you wish to stop entering data the program instructs the user to type "QUIT."
- Line 90 prompts the user to enter the author's name.
- Line 95 checks to see if the input string matches the word "QUIT." If so the program branches to line 150 and stops the input process.
- Line 100 permits the user to enter the title of the book.
- Line 130 The PRINT \# statement instructs the computer to write the data onto the disk. Notice the carriage return after each set of data is entered.
- Line 135 branches to the error checking routine.
- Line 140: If no error exists the program branches back to line 90 to permit the entry of more data.
- Line 150 closes the disk file. Every file that has been opened must be closed when you have finished entering data. If a file is not closed the data will be lost.
- Lines 500-550 consist of a subroutine which reads the error channel. The disk operating system can detect many operational and syntax errors. For more information on the error codes, refer to the disk manual. Your 64 computer does not inform you as to the nature of the errors. You must use a short program to gain that information.
- Line 500: The INPUT \# reads 4 variables which can inform you of the errors detected. EN denotes the error \# (refer to the table in the disk manual) EM\$ indicates the type of error, ET indicates the track number on the disk containing the error (not the movie character), and ES the sector number.
－Line 510：If the error number is zero no error exists and all is okay．The program returns to the line following the subroutine call．
－Line 520：If EN is not zero，it means that an error exists．
－Line 530 prints all the error parameters．
－Line 540：Don＇t forget to close your file，especially if you don＇t wish to lose your data．


## VARIABLES USED：

A\＄：Author＇s name．
$\mathrm{B} \$$ ：Title of the book．
EN：Error number．
EM\＄：Error description．
ES：Sector number．
ET：Track number．

## PROGRAM LISTING

```
10 PRINT"DATA FILER FROGRAM"
20 DIM F4(109). B4(109)
40 OPEN 15,8,15
4 5 \text { gOSIN 500}
50 CR:&=CHR年(13)
60 DFEN 2,日,2,"D0:DATA FILER,`,|"
65 gOSINB 509
70 PRINT:FRINT"ENTER NAME OF RIITHOR,COMMA,TITLE DF EOOK"
80 FRINT"ENTER -GUIT" TO STOP"
30 INFIUT"FIITHOR'S NAME:": F*
95 IF R =="OUIT" THEH 150
100 IMPUT"TITLE:":B%
130 FRINT#2, A%","B#CR主
135 005118 500
140 GOTO S0
150 CLDSE 2
160 END
500 IHPITTM15,EH,EM4,ET,ES
500 IF EN=0 THEN RETIJRH
S30 PRINT"DISK ERROR"
5 3 0 ~ F R I N T ~ E N , E M \% : E T , E S ~
540 CLDSE 2
550 ENI
```


## Part II: Reading A Sequential Data File

This part of the program retrieves the data stored in Part I. The file contents are displayed in a scrolling fashion on the screen. An additional option permits you to search for a particular author in the file that you have created. This part of the program can be merged with Part I or it can remain a separate module and be used for other sequential data retrieval applications. Most of the code is similar to Part I. The error checking routine is the same as that in Part I.

- Line 210 opens the file. The file name is "DATA FILER."
- Line 220 sends the program to the error checking routine.
- Line 230: The "INPUT \#"' command is used to retrieve the data stored on the file. Notice that you define how the data variables are to be retrieved. Also notice that the comma separates each variable.
- Line 240 sets up a "STATUS" variable-more on this later.
- Line 250 checks for errors again.
- Lines 255-270 print on the screen the index number, the author and the title of the book.
- Line 280: This line is a delay loop used when displaying the information on the screen. If the display is scrolling too fast you can increase the upper limit of the loop to 1000 .
- Line 290: If a "STATUS'" value of 64 is detected then the disk operating system is instructed to close the file. The "STATUS (ST)" keyword is a system variable which detects conditions of INPUT/OUTPUT operation. If a code of 64 is detected it is recognized as an "END OF FILE."
- Line 300: If ST is not 64 but equals zero than a bad disk status has been detected.
- Lines 310-320 increment the index I, and retrieve the next piece of data from the disk.
- Lines 400-420: If a bad disk status has been detected the file is closed and the program ends.
- Lines 500-550 consist of the error detection subroutine which is the same as the routine in Part I.
－Lines 600－700 consist of the search routine．
－Line 620 searches the $\mathrm{A} \$(\mathrm{~N})$ array for the author＇s name．If it is found， the author and title are printed．
－Line 630：If the author＇s name is not found in the file，＂NOT FOUND＂ is printed and the program ends．
－Lines 670－690 ask if another search is desired．


## VARIABLES USED：

$\mathrm{A} \$(\mathrm{I}): \quad$ The array storing the author＇s name．
$\mathrm{B}(\mathrm{I})$ ：The index number．
$\mathrm{B} \$(\mathrm{I})$ ：The array storing the title of the book．
D：Delay loop．
I：Index value．
N ：Index value．
Q\＄：User＇s reply．
ST：Status value．

## PROGRAM LISTING

```
200 FRIHT"SEQ DATA FILER READER:"
201 OFEN 15,8,15
210 DPEN 2,8,2,"Q: DATA FILER,S,R"
220 505|1E 500
230 IP,|\IT#2,R*(I),B#(I),B(I)
240 RSmST
250 60SUB 590
255 PRINT"INDE'^ #: "I+1
260 PRINT"RUITHOR:";A$(I)
```



```
2日g FRINT:PRINT:FOR D= 1 TD EgO:NENT D
290 IF RSm64 THEN CLOSE 2:OOTO EGO
300 IF RS<>0 THEN }40
310 Im I +1
320 GOTO 230
400 PRINT"ERD DISK STATUS ";RS
410 CLOSE 2
4 2 0 ~ E N H D ~
500 INRIJT#15,EN,EM%,ET,ES
510 IF EH=0 THEN RETURH
520 PRIMT"DISK ERPOR"
53g PRIHT EH,EM年;ET;ES
540 CLDSE2
550 EMD
600 INPUT "SERRCH FOR RIITHOR:"; 瑇
610 FOR Nm=1 TO 100
```

 630 HENT H
640 PRINT"NOT FOUND": BOTO PQQ
670 PRINT:FRIMT"SERRCH FOR MORE IHFO('T'N)?"


PGO PRINT"REMOVE MOUR DISK"

# COMMODORE 64 IN THE PLAYROOM 

## 11. Swordmaster

Your Kingdom is being attacked by a raiding party of goblins. The Dark Master has given these creatures the gift of swordsmanship. The King has lost many a good man under the blades of these fell demons. You are the Kingdom's last hope. If you fail, the Kingdom will be pillaged.

## PLAYING

There are two methods of controlling your swordsperson. The main listing provides for keyboard entry of command data. If you happen to own a suitable joystick, you may also use that method, by altering the main listing as shown in listing 2.

With either method, you have four possible moves: upward block, downward block, thrust, and dodge/retreat. With the keyboard as the controller, use the U, N, J, and H keys, respectively. When using the joystick controller, refer to figure 1.

Rules are thus: You must needs kill twain of yon approaching uglies per round. Each round, thine enemies doth increase in performance, though. This means that, by the 10th round, each of the baddies can take up to 6 hits each!

You, however, will lose the Kingdom if your total number of hits taken exceeds $20+$ the round number; i.e., if you are hit 26 times by the fifth round, you have lost.

## HELPFUL HINTS

Your "weak'" move is changed after you are hit; after each new round; or if you remain in engarde position.

Due to the action of the keyboard buffer, up to 10 moves may be stored. This comes from hitting the keys too fast. Keep it slow, as though you were actually swinging a heavy sword.

## PROGRAM HIGHLIGHTS

Lines 1 and 2 print a nice little introduction and, in an amazing bit of computer magic, misdirect the player while constructing the SPRITE graphics necessary to play the game.

Line 10 begins the work by setting the variable V to the starting address of the VIC (Video Interface Chip). DP is set to 150, the value (location) of
the first of eight SPRITE data blocks. Next, two sprites are assigned colors. SPRITE 0 is used to display the player's move, and is colored white. SPRITE 1, the goblin SPRITE, is colored light grey.

Next, the random number generator is seeded. Then, in line 12, the computer jumps to line 600 , in order to begin playing the intro theme music. Note that the SPRITES haven't been formed yet.

Lines 600-615 set up the SID chip (Sound Interface Device) to produce a trumpet-like sound. Lines 620-625 provide the two oscillators with note values, set up the duration of the note, then call the delay routine at lines 700-710. After the fanfare sounds, the computer returns to line 20 for some unfinished business. Here, the SPRITES are given data blocks to provide the five player positions and the three goblin positions. The shape data are contained in the DATA lines (1000 to 1380). The REMark statements in between the DATA lines describe each shape.

Line 148 turns on the sprite images. Line 149 generates the floor which the sprites will walk on. Line 150 updates the round counter whenever two enemies are killed. Line 156 gets a random number which determines the players weakest move; up block, down block, thrust, or dodge. If the enemy thrusts when you are in this position, he will score a hit. The number chosen here refers to one of the four data blocks for the player sprite.

Lines 160-171 determine the goblin's move. Line 165 also moves the goblin forward whenever he thrusts. Line 175 displays the goblin at the location held in CX. If the goblin sprite is too close to the player sprite, line 180 moves the goblin backwards.

If the player does not choose a movement, the sprite will remain in the "engarde" position. If the goblin thrusts during this time, line 181 causes the scoring of a hit against the player. Lines 185-210 decode the player input into sprite movement. Line 200 advances the player whenever "thrust" is chosen. Line 211 displays the sprite at the location held in PX.

Lines 215-217 determine which side scores a hit. Lines 222-224 determine when the two swords clash, and jump to the "clang" routine at $500-530$. After this, the program jumps back to line 160 .


## PROGRAM LISTING



```
2 Print"HBM|rour quest is to destroy the in-":Frint" wading army and save the Ki
ngrdom."
10 v=5.3248:dP=1:00:pokev+39,1:Pokev+40,15
11 wmrrid(-ti):w=0:rem wseed rad ger.
12 gosub600
26 forxardpto157:md=x*64
25 rem dp=sprite dats block:srj=actual memory lor. of dp
30 forbri=gto62:readd:Fokebn+erd, d:nextbn
40 nex.t xirem ***sprites done***
45 rem *set up initial sprite x,y
50 pokev,100:Pokev+1,100:mem, s0
60 pokev+2,150:pokev+3,100:rem s1
125 rem *noul s.ssign initizl dzts blocks
130 poke2040,150:Poke2041,155
145 rem *now set into main Prom
146 d=0:rn=1:print":f"
148 pokev+21,3:0x=110:\Omegax=160:pokew,Fx:Fokev+2, Ex
```



```
150 edmed+1: ifed=2thenedm0:Eoto153
151 gotol54
153 rnment1: gosub500:rem round counter
```




```
156 pw=int(c(rnd(a)*4)+1)+150
160 CP=int(rnd(0)*(5)+1:if'\OmegaP=1 thenGF=155
165 ifcF=2thenGF=156:Cx=Cx-2
170 if cP=3thencP=15?
171 if (1F>>3) 3nd(~P<<>) thencp=157
175 pokez041:GF:FOKev+2.ax
190 ifcx(c) %+10) thenex=ex+10
```



```
18S getpit:poke2g40,150:iffit=""then155
190 1fP i }=\mathrm{ "u"thenFP=151
195 iffi&="n"thenFF=152
200 iffit="J"thenFP=153:P\timesmFx+2
210 ifFi$="h"thenFP=1 54:Px=F%-10
211 FOke2040.FF:Fokev,Fx
215 1f(PF=153) and(GP=EF)3nd(Peek(v+30)=3)then230
217 if (CF=156) and(PP=PW) 3nd(PEEk(v+30)=3)then260
213 ifFxC30thenF:x=30
219 1f cx>190t+rencx=190
220 iff }\times>190\mathrm{ thenF }X=18
221 ifcx<301thencx=40
222 if (FP=151) and( (FF=155) thenGosubgiog
223 if'(F'F=15%)3nd(1FP=157) then@osub500
224 if(FF=153) s.mb( }~==156\mathrm{ ) then`0sub500
225 sotol60
```



```
231 ifse(1+(rn/2)then160
235 ifrrilothen310
```



```
250 Fokew+21.1: forzr=1t01500:nextze:print"s":90to148
```



```
270 iffこうrn+20then290
280 soto 155
```



```
300 end
```



```
320 Frint" REFTIHS #":Print:print"
33日 iff2csthenprint"FWumdmasterm": Soto4日e
3 3 1 ~ i f f e c 1 1 t h e m p r i n t " 马 \% n i g h t w " : ~ s o t o 4 5 0 ]
332 iff2<14thenFrint"#swordsmanel":end
333 iffz<17thenPrint"刊arrior*":end
334 ifF2cegthenfrint"#Fighter|":end
335 ifF2Ce4thenFrint"gBrisanged": enut
33s iffasesthenFrint,"BFesesnt-in-traininev" End
33?
    End
```

400
419


46月 Gosubega：print＂：Pokew＋21，a：end
5月0 ifreckrososesthenreturn


51日 Foke542rs，15世 Fokestere． 120


E2S Fokes42re．32 Fokeg42e3． 20
530 return
609 remidw cubroutine to plas main themedw







626 pokse4erc，32：Fokertese，32：return

710 Foks542TE， 3 Fotestees，33：return

1010 data $12,0,0,20,0,63,6,30,0,0,12,0,0,255,194,0,25,242$
1015 data $523,123.254,223,63,255,223,2,0,223$
1020 data 2，0，34，0，0，63，12e，0，123，192，0，241，224，5，224
1950 data 224．0．113．192．0．113．192，0．53．120．0．31．0．0．127．192．0

1050 cata 6，0，2，15，0，12，31，128，26，15，56，6，0，112，31，196．224

1070 data 136，0，207，126，0，31，192，61，61，224，0，120，240，0，36，48
1060 gats a，112，112，0，56，224，0，24，192，0，24，192，0，120，240，0


1110 data 207，240．0．207．246．0．207．140，0，15．149，126，15． 135

1130 data $112,112,112,56,5,224,20,24,152,14,24,192,2,120,240,0$

1150 data 0．0．0．0．96．0．0．240．0．1．248．0．0．240．0．0．36．0．7．248


1180 data $112,192,6,96,192,0.190,126,0,112,224,0$
1190 rem＊＊＊＊＊64 dodecwww

$1210 \mathrm{data} 25,206,14,126,56,24,61,16,49,56,224,24,15,192$
1200 data $12,6,32,4,12,192,0,25,224,0,50,112,0,100,43,0$
1230 data 200，24，1，144，24，1，56，26，2，24，12，0，112，10

1259 atata 64，27， $96,64,39,144,96,15,192,96,7,128,48,3.9,56$
126 data $31,224,23,63,240,14,167,246,7,103,220,3,231$
1270 dat？ $196.4,193,196.0 .135,196,0,7,196,0,14,224,26,112$


1200 data 0，53，126，0，76，64，9，31，0，0，14，0，6，6，0，0，31，0，0，65
1310 data $126.6,63,152,1,46,192,129,47.36,127,175,176.63$
1320 data 235，152，1，15，200，1，15，200，0，29，224，0，56，96，0．26
1330 dat． $112,0,26,56,0,12,28,0,12,6,0,56,28$




1330 －3．ta48， $2,24,48,0,120,649$

## JOYSTICK MOVEMENT

Listing 2—Joystick for Swordmaster
$185 \mathrm{pi}=\operatorname{Peek}(56320):$ Poke2040, 150: ifpi $=127$ then 155
190 ifpi $=126$ thenpp $=151$
195 ifpi $=125$ thenpp $=152$
200 ifpi $=119$ thenpp $=153: p x=p x+2$
210 ifpi $=123$ thenpp $=154: p x=p x-10$

## 12. Bug Run

In this program, you play the part of an industrious beetle, trying to bring home the bacon. Your present locale is the first floor of a very busy department store. Your home is on the tenth floor. For every foot forward, there's a foot above you . . ready to step on top of you!

## PLAYING

After RUNning the program, eight boots will appear on the screen. Your player marker is the solid white circle (SHIFT Q). Hit any key to make the symbol appear in the starting block. Then, to move, use the period "." key to move right and the comma "," key to move left.

To get to each succeeding level, you must get from the right side of the screen to the left, without getting squashed by one of the boots. The level number will be displayed, as you go.

If you are unfortunate, and are squashed, pressing any key will re-start the game.

## PROGRAM

Line 5 clears the screen before calling the subroutine to set up the SID for the boot thump sounds. Line 10 turns on all eight sprites, initializes the screen address (SA) for the bug dot and resets the level counter (L). Line 25 sets all the sprite foreground colors to white. Line 30 POKEs in the sprite shape. Lines 40 and 50 set up the eight sprite initial X and Y coordinates. Line 60 assigns data block 150 to the eight sprites. Lines 70 to 80 place the sprites on the screen. Line 187 clears the line of the display on which the bug will travel.

The main routine in this program consists of seven parts. Lines 90 to 117 contain the programming which directs the flow for the seven routines.

The first routine is a subroutine, beginning at line 200. In line 200, a counter variable (CV) is incremented by the level number. If the total held in CV is less than five, this routine is bypassed. When the total is greater than five, DF is filled with a random number which will vary in range according to the level number of the game. At level 1 , the number will be from 0 to 29. At level 9 , the number will be between 0 and 21. This random number is used to determine which boot will stomp. If the number in DF is less than eight, one of the boots will be activated; if the number is eight or greater, no boot is chosen.

The end result is that the boots will be more active at higher playing levels.

The second routine is the player input routine，from lines 120 to 150 ．If no key has been depressed prior to the calling of this subroutine，it will be bypassed．However，if a key has been depressed，it will be stored in the keyboard buffer，until this point．This subroutine decodes the player＇s movement and displays the move．If the player has made it to the left of the screen，line 131 sets the flag（NS）to indicate the level has been com－ pleted．

The third routine（appearing on line 90 ）checks to see if the NS flag is set．If so，the program jumps to line 85 to update the level number．If NS is not set，the program drops to the next line to call the fourth routine．

The fourth routine begins at line 700 ．This routine first moves the ap－ propriate boot from half way to its fully down position then calls the routine（ $900-930$ ）which outputs the boot＇s thump．At line 708，the sprite－ character collision register is read．If a sprite has made contact with a screen character，this register will hold the value of the sprite which collid－ ed with the data：i．e．this register detects when a boot has squashed your bug．When this is true，lines 600－630 output a message，then await a key depression to restart the game．If the bug is still safe，the RETURN is to line 109 for the fifth routine．

The fifth routine is a simple time delay．The FOR．．．NEXT loop may be deleted for a faster game．After the delay，the sixth routine is called， beginning at line 800 ．This simply lifts the boot up to the half－way point． The boot is fully retracted in the final routine，from lines 110－117．After that，the program jumps back to line 90 to begin the cycle again．

## PROGRAM LISTING

```
5 CLR:PRINT"J":GOSUE1000
10V=53248:FOKEV+21, 25号:L=0:SA=1534:E1=PEEK(V+31)
25 FORTT=W+39T\U+45:FOKETT, 1 :NENT
30 FORP=OTDG2: RERDD:POKES600+P,D:NEXT
```




```
60 FORCC=2040TO2047: POKECC, 150:NENT
70 FOKEV, KO :POKEV+1,YO:PGKEV+2,X1:POKEV+3,'1:POKEV+4,Y2:POKEV+5,Y2
7S POKEV+6, %3:POKEW+?,43:POKEV+8,Y4:POKEV+9,'4:POKEV+10,YS:POKEV+11,'%
80 POKEV+12, X6: POKEV+13,'VG:POKE'w+14,X7: POKEVW+15,',
91 TI$m"000000"
85 L=L+1:PRINT"坝要变LEVEL: ";L:NSma
86 IFL`10THEH300
87 FOFFPF=1504T01514 : POKEPP, 32:NEXT
90 GOSUB200 : GOSUB120: IFNS=1THENAES
109 GOSUBTG0: FORTT=1TO250 : NEXT : GOSIJBA00
110 IFDF=0THEKAPOKEV+1,100
111 IFDF=1THETAPDKEV+3,100
112 IFDF=2THENPDKEV+5,100
113 IFDF=3THEFIPDKE'\ + ?, 100
114 IFDF=4THENPOKEN+9.100
115 IFDF=5THENFDKEV+11,100
116 IFDF=GTHENPDKEV+13,100
117 IFDFm?THENPDKEV+1S,100
119 GOTOSO
120 GETR%:IFA&=""THENREETINN
```

```
12% FOKESA,81:FOKESA+3,32:FOKESA-3,32
130 IFA每=", "THENSSA=SA-3
131 IFSA=<150ETHENSA=1534:NS=1:RETIIRN
135 IFA $="."THENSA=SA+3:IFSA> 1534THENSA=15.34
136 FOKESA, 31:FOKESA+3,32:POKESA-3,32
150 RETIJRN
200 C'%C'Y+L:IFCW<STHEHRETIJRN
201 CW=0
202 DF=INT(F'ND(0)*(30-L))
203 IFNF=OTHEN-APOKEN+1,115
2 0 4 ~ I F D F = 1 T H E N P O K E V + 3 , 1 1 5 ~
205 IFDF=2THENPOKEV+5,115
206 IFDF=3THEPNPOKEV+7,11%
207 IFDF=4THEHPOKEV+9,11:
20B IFDF=STHERIPOKEV+11,11S
203 IFDF=5THENPOKEN+13,11:
210 IFDF=?THENPOKEV+15,115
211 IFPEEK(V+31)< OTHEHGOTDEDO
21:5 RETURH
30日 FRINT"す":ET音=TI年
310 PRINT:PRINT:PRINT:EH妾LEFT&(ET&,2):EM&=MID&(ET&:3,2):ES年=FIGHT事(ET&:2)
320 PFINT" 'TMMINE ECMMPLETED THE RUJN IN:":PRINT
330 PRINTTAB(13);EH&;":":EM$;":":ES$
340 STOP
SOO RETURH
600 FOKESA,10日: PDKESN+1,2:POKESI,155:PDKESI+4,33
6Q5 FDKEV+21,0:PRINT"WMGTOU'YE BEEN SQUASGHEN!"
6 1 0 ~ F R I N T " L R S T ~ L E V E L ~ C D M P L E T E D : " : L - 1 ~
615 POKESD+4, 32:FORTT=1TO25000:NEX:T
620 GETR&: IFRS=""THEH620
630 ELF:RUH
700 IFDF=0THENPOKEV+1,130: 5091IR300
701 IFDF=1 THENPOKE'Y+3, 1.30: GaISUB900
702 IFDF=2THENPOKEN+5.130:60S118900
703 IFDF=3THENPOKEV+7,130:50SL_B900
704 IFDF=4THEHPOKEv+9,130: GOSUESg0
705 IFDF=5THENPOKEV+11,1.30:GNGUES00
706 IFDF=6THENFOKEN+13,130:G0SIJB900
707 IFDF=7THENPOKE'Y+15,130:00SUBS00
708 IFFEEK(V+31)< OTHENFOTOGOD
P10 RETLIRNN
80g IFDF=\THEFNPOKE'V+1,115
8Q1 IFIF=1 THENPDKEV+3,115
802 IFDF=2THENFOKEV+5,115
803 IFDF=3THENPOKEV+7,115
804 IFDF=4THENFOKEV+9,115
30.5 IFIF=5THENPOKEV+11,115
806 IFDF=6THENFOKE'V+13:115
807 IFDF=?THENPOKEV+15,115
810 RETLIRN
300 SD=542T2:POKESII+4.129
```



```
920 FOKESD+4,128
9:30 RETURN
1000 REM"EOOT SOIIND ROIJTINE"
1010 SIm54272:FOKESD+24,1E
1020 PDKESN+5,0:PDKESN+6,2\Xi1
1030 FDKESD+1.6:PDKESD.G
1040 RETURN
3130 DRTA 0,2,254,0,3,254,0,2,254
9140 DATA 0,3,254,0,2,254,0,3,254
950 DATA 0,2,254,0,3,254,0,2,254
9160 DRTA 0, 3,250,0,5,250,0,15,250
9170 DATA 0,23,251,60,53,251,102,95,243
7180 IATA 123, 255,253,127,255,253, 255,255, 253
9196 DATA 255,252,255,255,240,255,255,192,254
```



## 13. Arsonist!

You're the newly elected Fire Chief of Videoville; a quiet, quaint suburb of Game City. However, the ex-Fire Chief has suddenly gone crazy and wants to have you thrown out of office. He has hired a band of professional arsonists to burn down all of Videoville! Your job is to 1) put out the fires, and 2) catch the arsonists.

## PLAYING

The structure of the game is such that you must put out as many fires as you can before apprehending the arsonist. Otherwise, you will lose points for every existing fire. If you wait too long, the arsonist will set too many fires, and you'll lose points anyway!

To move, use the "J" key to move right, the "H" key to move left, the ' N ' key to move down screen, and the "U' key to move up screen. You will score 5 points for every fire you put out, 100 points for capturing each arsonist. However, you will lose 5 points for every existing fire after nabbing the criminal.

## PROGRAM HIGHLIGHTS

Lines $1,2,8$, and data statements on lines $900-970$ are used to program in a partial character set. Line 3 sets the background color. Lines 6 and 7 set the colors to be used in displaying the new multi-colored characters. Line 4 puts the 64 into the Multicolor Character Mode. Line 5 moves the character data address to allow the computer to get its characters from RAM, rather than from the ROM character generator. The new character generator is stored in memory, beginning at memory location (not to be confused with line number) 8192 .

Lines 9-50 print information on the screen. When viewed in the standard character mode, the screen is filled with" @" and " A " characters. In the new character set, the" @"' is the left side of a tiny house, the " $A$ " is the right side. Since the listing is shown in the standard character format, it will seem a little strange. In lines 40 and 50 , for instance, the string "BCDEFG'" will be displayed on screen as "SCORE:", 'BCEG'" will appear as "SCR:". 'SCR:" denotes the screen level at which you are playing. The numbers $0-9$ will appear in their normal state, although in a different style of type. They appear larger, due in part to the multicolor mode, which uses a 4 by 8 dot matrix, whereas the standard character mode uses an 8 by 8 grid (although most of the characters utilize only a 5 by 7 portion).

Line 100 sets up variables which will be used later to move the player and arsonist characters. Line 105 places both characters in their respective starting locations. Line 110 replaces the player symbol with a space. Line 115 scans the keyboard for a player to move. If the player has depressed a key, the key is picked up by F\$, then transferred to M\$. Had no key been pressed, the program would have jumped to line 120.

Lines $120-150$ will either update new movements, or else will maintain the last valid move. Each command will modify the position of the player in screen memory. Lines $120-150$ also define the limits of movement within screen memory.

Line 160 looks into the screen memory block specified by the number in PL. If the block does not contain a code of 32 (space), the subroutine at line 270 will be called. More about this later.

Line 165 checks to see if the next block in screen memory is the arsonist character. If so, the player score is increased by 100 . The enemy flag (EF) is then set. Line 170 puts the player back on screen, in the new location, and then checks the enemy flag variable. If EF is set, the program flow transfers to line 400 (after EF is reset).

Now, back to the subroutine at line 270 . This is called only when the next move will cause the player to move into an occupied space. In this case, there must be one of three things in that block; the arsonist (checked at line 270), a segment of a house (which will either be burning or not), and a border or off-limit block.

If the block is a segment of a house which is burning, line 271 will recognize and put out the fire. If the block is neither an arsonist, nor a burning segment of a house, lines 275-300 adjust the position of the player to the nearest free space, based on the direction of travel.

After processing the player information, the computer begins to check movement and display the arsonist. This is done in a parallel fashion to that of the player. Of course, the arsonist detects non-burning house segments, and sets them on fire.

The computer determines the arsonist's movement in lines 190-230. This movement is generated by a rather rudimentary artificial intelligence method. Line 190 generates a random number between 1 and 8 . If the number chosen is less than five, it is then tested (in lines 195-198) to determine whether it is a 1 or a 2 . If the number is in fact a 1 or 2 , no further tests are made upon it and the arsonist will either move up (on a 1 ) or down (on a 2). If the number was less than five, yet greater than two (i.e., a three or a four), then, again in lines 195-198, the movement is determined by checking the next block up, down, right and left. If any of these four blocks contain the player character (screen display code 8), the arsonist will move away from the player. If none of the four blocks checked contain the player, then the movement will be either to the right (on 3 ) or left (on a 4).

Back to line 190：If the random number was a five or greater，the direc－ tion will be chosen based on the nearest fire－setting route available．To un－ derstand this a little better，let＇s look more closely at lines 191 to 194.

Line 191 looks into the screen memory location which is two blocks above the arsonist．If this isn＇t a blank space，chances are it＇s a house．The direction variable（ M ）is set to 2 ，allowing the arsonist to move towards the house（which may actually be the player）．Similarly，line 192 checks the block to the right．If this is an occupied location，the M setting is set to three，and the arsonist moves to the right．Line 193 checks the left；line 194 checks two blocks down．

Lines 200－230 process the M，or movement variable，checking also for out of bounds conditions．

## PROGRAM LISTING

```
1 FOR:T=B448TDS4SS:POKET, G:HENT
2 FORT=E192TOE2T1:READI:FOKET,D:HESTT
3 POKEGS281.12
4 \text { POKESG270,216}
5 FRMET3272,24
6 FOK\ES32g2.11
7 FOKEES2S3.15
3 FORT=ESTETOESSS:RERDII:POKET,D:NEXT
9 FFIHT"#"
```



```
15 FORK=1TO5
```



```
21 PRIHT"1
```



```
3 0 ~ P N E N T
```



```
50 FEIHT"?":TABC2S):"BCEG":1
90 L=12:8F=0
100 FF=32:EF=32:FC=6:EC=5:FL=1854:EL=147E:SF=0
105 POKEFL,FC:FOKEEL,EC:FORTO=1TO1500:HEKT
110 FOKEFL,FF
111 FORFG=1TDLL*17-51 HENT
115 GETF: IFF*)""THEPMM=F年
120 IFMs="U"THEHFL=FL-401:IFFL<1064THEHPL=FL+40
```



```
140 IFM4="T"THENFL=FL+1:IFFLこ1864THENFL=FL-1
150 IFM$="H"THEHFL=FL-1:IFFLC1Q64THEHFL=FL+1
160 FF=FEEKCFLS:IFFPO32THEHGOSUFETQ
165 IFFF=GTHEHFS=FS+150:FOKEEL, 32:EF=1
170 FOKEFL,FC:IFEF=1 THEHEF=E: [OITO4BO
15S IFFF=9THEPFS=FS+109:FOKEEL,SZ:EF=1.
100 FOKEEL.EF
190 F=IHT FNHICQ)*S)+1:IFFCETHEHM=F: GOTO195
191 IFFO4THENIFFEEKCEL+B0)C-2THEMM=2
192 IFFO4THEHIFFEEKCEL+1)632THEHM=3
193 IFFO4THEHIFFEEK(SEL-1)\32THEHM=4
194 IFFO4THEHIFFEEK EEL-S0)QS2THEHM=1
195 IFF)2THEHIFFEEK (EL-40)=ETHEHN=2
196 IFF)こTHEHIFFEEKGEL-1)=8THENM=3
197 IFFO2THENIFFEEKCEL+1)=ETHEHM=4
109 IFFO2THEHIFFEEKCEL+40%=ETHEFH1=1
601 IFM=1THEPUEL=EL-40; IFEL<10E4THEHUL=ELL40
21E IFM=2THEPUEL=EL+49:IFEL`1864THEHEL=EL-40
2eg IFM=3THEHEL=EL+1:IFEL`1g64THEPEL=EL-1
```

```
2S IFM=4THEHEL=EL-1 IFELC15E4THEHEL=E!+1
240 EF=PEEKrEL'; IFEPC,ZこTHEHEOSUFES4O
25% FOKEEL.EC
260 FOTO11月
2Tg IFFF=GTHEHFS=FS+15O+<10&C13-L``:FOKEEL, OQ EF=1
```



```
2T FF=32
```



```
206 IFM圭="H"THEHFL =FL+1
299 IFM&="!"THEHFL=FL+40
300 IFM寺="H"THEHFL=FLL-49
30 IFFF=9THEHFS=FS+100:FOKEEL,SE:EF=1
```



```
301 FETIUFH
340 IFEF=ETHENFG=FG+101:FCMEEL,OZ:EF=1
```



```
342 EF=32
350 IFH=1 THEFUEL = EL+40
350 IFH=2THEHEL -EL-40
3TG IFM=STHEYGEL=EL-1
3@日 IFM=4THEHEL=EL+1
3G0 FETURH
400 1E=FS-EF POHESSES1: 1: FDKESS2SQ,G
41E FDFTT=FSTOUSETEF-1
```




```
42S IFFSCOTHEHAES
4O HENT:FG=1G:FOHES3OS1.12:FOKESOZSQ, 12
```




```
400 L=L-1: IFLCGTHEFH4E0
440 FFIHT"?".TAEC2S': "ECES": 1%-L%
450 FOHEEL, S2:FOREFL,32「OITO100
450 FOKESO2G1:1: 5חTO470
```



```
470 FOFTC=1 TO2500
```



```
480 HEMT
439 GOTO4%5
```




```
915 IATA16.54,65,55,65,66,84,16
```



```
300 IAFTAO0, 20.20.0,0,20,20.20
31 IIFTA20, 20, 25,170,170.85,20, 20,152,192,192,192,25%,255,255,255
935 IATHE4,63,68,53,68,68,60,84
840 DITH 4,4,4,4,4,4,4,4,64,84,4,84,84,64,84,84
95 INTAB4, 84,4,84,84,4,84,84,68,68,68,84,4,4,4,4,84,84,64,84
360 IRTA4,4,4,84,54,54,64,34,68,68,68,54.54,4,4,4,4,4,4,4
978 IFTHB4,68,68,84,68,68,68,84,84,68,68,84,4,4,4,4
```


## 14. Music, Maestro

Note: This program is not a game. It has been devised in order for you to take advantage of the excellent sound synthesizer in the Commodore 64. It is heartily recommended that you read Chapter 7 in the Commodore 64 User's Guide. Also recommended is Chapter 4 in the Programmer's Reference Guide.

Using this program, you can compose music, translate written music into a form the computer can understand and, therefore, play; you are able to explore the many different sounds which the computer can generate.

For those of you who have no access to a copy of the Programmer's Reference Guide, and since the User's Guide explains nothing of the filter section of the SID chip, a brief description is in order.

There are three types of tone filters available; high pass, low pass, and band pass. By combining the high and low pass filters, a fourth filter may be emulated; this is known as band reject, or notch filter. The high pass filter does as its name implies; it allows high frequencies to pass through it, unaffected. The lower frequencies, or notes, are attenuated, or, to put it more simply, are cut down in volume. The low pass filter does the reverse; it allows the lower notes to pass, while attenuating the higher ones. You've used these filters before; they appear on most stereo units as the bass and treble controls; the low pass filter as the bass control, the high pass filter as the treble control.

The band-pass and band-reject filters are also aptly named. Both filters allow a certain cross section, or band, of frequencies to be modified. The band-pass filter attenuates the frequencies on either side of the band, allowing the middle range of frequencies to pass. This type of filter is found on some stereo units as the mid-range tone control.

The band-reject filter is just the opposite. In this filter, the band of frequencies is atteriuated, allowing the frequencies on either side of the band to remain un-affected. This type of filter is most normally used to eliminate unwanted frequencies, such as the $60-\mathrm{Hz}$ hum generated by an AC power line. If your stereo has a hum suppression circuit, it is most likely a band-reject filter.

For the three filters in the Commodore 64, two controls are provided; the cut-off frequency can be specified, as well as the resonance of the filter. The cut-off frequency determines the corner frequencies for high-or low-pass filters as well as the center frequencies for the band-pass filters. (See figure 1). This value, denoted by the symbol Fc , determines the final output of the sound. Changing the value is analogous to turning up or down a bass or treble control. Resonance effects are shown in figure 2. As the resonance value is increased, the slope of the filter (graphed as in figure 2 ) is sharpened. This simply means that the frequency at which maximum
attenuation is exhibited is at higher resonance values, closer to the cut-off frequency than at lower resonance values.

## Figure 1-Graphs of filler responses.



Figure 2-Resonance effects

## USING THE MUSIC PROGRAM

The first sound parameter to be set up is the optional filter section. Entering a ' $y$ " when prompted will access the filter modification section of this program.

The first selection is filter mode. Since the three modes may be mixed, valid inputs are between 16 and 112. Note that this input also affects whether voice 3 will be in the audio path or not. Voice 3 will be in the audio path, unless de-selected. Entering a " 0 " will cause no change in this setting.

The next input controls the resonance of the filters you have chosen. Any value from 0 (lowest) to 15 (highest) is valid. After the filter has been set, you must choose which of the three voices will be sent through the filter. Entering a ' 0 "' will cause all voices to bypass the filter. Entering a " 7 '' (maximum) will process all three voices through.

The last filter setting is the optional modulation setting. This input will determine whether voice 3, or its ADSR generator will cause a variation in the filter cut-off frequency. Using this modulation will cause the filter's Fc to be continuously changed during the playing of a note. Entering a " 0 "' will choose no modulation; a 1 or 2 will choose a modulation, as described by the program.

The A/D, S/R, and Pulse Width settings are, as explained in the User's Guide, numbers from 0 to 255. Values above 255 will cause the Program to stop with an ILLEGAL QUANTITY error.

The Tempo input value can be any positive value from . 1 to anything. 50 seems to be the slowest bearable speed.

The waveforms are selected as shown in the User's Guide. Note the addition of Ring Modulation and Sync capabilities. Ring modulation is used to produce bell-like tones, gongs and other clangorous sounds.

After entering the waveforms, the set up of the SID synthesizer is complete. The next section of the program is used to enter the music notes for playing.

Each note is defined by entering two characters. The first character defines the note's letter value (A-G). The second character is a number, from 0 to 7, which defines the note's octave. Accidental notes (sharps and flats) are also available. To enter sharps simply use the shifted letter of the note; i.e., F-sharp, in the fifth octave, would be entered as F5. The natural $F$, in the same octave would be entered as f5. To enter flats, you must first convert the note to its equivalent sharp: G-flat in the fourth octave becomes F-sharp in the fourth octave, or F4. To convert flats to their equivalent sharps, use the MUSIC NOTE VALUES chart. Appendix M, pages 152-154 in the User's Guide. First, find the natural of the flatted note. Next, find the note directly above the natural. This is the note you want. Note that C and F do not have flats and B and E do not have sharps.

All three voice note values are entered in sequence, along with the optional Fc, on one line. The Fc input can be skipped by using the RETURN key. Do this only if you have selected a filter modulation source, or are not using the filter at all. Even if only one voice is using the filter, you must enter an Fc value $(0-255)$ for each line. The only other option is to enter a -1 . This will instruct the computer to enter a random number into the Fc memory for that line.

You have a maximum of 500 such lines to program music data into. If your song takes up less than 500 lines, entering " st "' (lower case as shown) will instruct the computer to stop accepting music line inputs. The computer will then begin to compile the music lines. This can take quite a long time, if your song is very long. Once the music has been compiled, the computer will instruct you to hit RETURN to begin the music playing routine.

As the music begins, a control code menu will be displayed. The music will play over and over again, unless you hit the "W" key. Note that all these codes are entered without using the RETURN key; the GET instruction is used to input a keystroke. Also note that the computer will finish playing the music before responding to the command.

The ' M '" command (Modify set-up) will allow you to re-program the SID chip's registers, while retaining the music data or song. If you only want to change one of the settings, hitting RETURN instead of entering data will cause the previous setting to remain unaltered. After modifying the synthesizer, you'll need to hit RETURN to re-play the song.

The " Q " command is used only when you wish to end the program. The "Q"' key will allow you to use the RUN/STOP key to terminate, without having to listen to the last note played drone endlessly on.

The " $E$ '' key is used to enter the Edit mode. The "Note \#" input directs the computer to the correct note line. To review two or more lines in sequence, enter " $n$ '" in response to the "CORRECT NOTE?'" prompt. The computer will then ask for another note line.

To edit a certain line, type " $y$ "' for the prompt, then re-type the line, making the proper corrections. To exit the edit mode, type in "e" instead of " $y$ " or " $n$ ". This will cause the music output section to begin again.

## PROGRAM HIGHLIGHTS

Line 1 puts the computer in the upper/lower case display mode. Lines 5 and 6 set up the 10 variables used to store up to 500 lines of music input. Three string variables ( $\mathrm{v} 1 \$$, v2 and $\mathrm{v} 3 \$$ ) hold the note values for the three voices. Six variables are needed to hold the high- and low-frequency numbers for each of the three voices. $\mathrm{FH}(\mathrm{x})$ is used to store the Fc of the filter, when necessary.

Lines 7－9 are used to set up the functions which convert the alpha－ numeric note values（note letter／octave number）to the corresponding high and low frequency values for the SID chip．In line 10，variable A is used to hold the starting address of the SID．Line 11 calls the subroutine starting at line 580 ．This is the filter set－up section．At line 670，the pro－ gram returns to line 15 ，the rest of the synthesizer set－up routine．The numbers are POKEd to their proper SID register to program the sound．

Line 36 insures that the music input section will be bypassed in the event that the user is only modifying the initial set－up．Line 37 clears the screen to prepare for the music input section．The music input loop is from lines 40 to 70 ．Line 50 detects when the user wishes to stop entering data．Lines 80 to 140 are the music compiling lines．The method used to determine the proper high and low frequency values is a software simulation of top oc－ tave generation．Data lines 918－945 contain the high／low frquency values of the highest 12 notes available．Lower octave numbers are mathematically derived from these values by dividing by 2 for every octave lowered．

Line 141 is the beginning of the playback section．The menu is displayed （lines 142－146）．Lines 150－220 do the necessary work in order to play the music．Lines 225 to 320 determine which menu selection was chosen and perform the appropriate actions．

## PROGRAM LISTING

```
1 Printchrs(14)
5 dimw14(500),w2$(500), v34(500), h1(500), h2(500), h3(500), 11(500)
6 diml2(500), 13(500), fr,500)
```



```
8 deffn=2(y1)=int(y1*(1/(2个(7-wsl(right隹(v2t(fd),1))) )>)
```



```
10 s=54272:pokes+24,15:pokea+21,0:Fokea+23,0
11 30su6.580
```



```
16 inPut"R/D2,S/R2";03,04
17 inPut"R/D3,S,R3":05,06
18 inPut"woice 1 Pulse width Hi, Lo";F1,P2
19 inPut"VOice 2 Pulse width Hi, Lo";F.3,p4
20 input"Woige 3 pulse width Hi, Lg":pS,pG
21 Print"Tempo";"inputdn
24 pokea+5,01:pokea+6,o己
2% Pokea+12.03:Fokes+13.04
30 pokes+13, o5:pokes+20, 05
31 pokea+3,p2:Pokea+2,p1:pokea+10,p4:pokes+9,p3
32 Pokea+17.P6:pokes+16,F5
3.5 inPut"W1,W2.N3";t1,t2.t3:t4=t1-1:t5=t2-1:t6=t3-1
35 iffe$m"m"then141
37 Print"路"
40 forn=1 to500
4% print"Note ";n;tab(9);
```



```
#4 Printtsu(17);:inPut"目\2";vこも(n)
5s printtat(25);"dN3"; inputu3t(n)
J6 Printtab(32);"MF=";:inputfh(n)
60 iffh(n)=-1thenfh(n)=int(rued(0)*255)+1
FG riext
```

```
80 forfd=1toln
85 ford==1tol3
90 res.d net.h.l
95 ifnc&="end"thensosubl000
100 ifnctmleft&(v1&(fd):1) thenh1(fd)=fnz1(h): l1(frd)=fnz1(1)
110 ifnct=left (v2t(fd),1) thenhz(ffd)=fnz2(h): 12(ffd)=fraz2(1)
120 ifnct=left{(v)
130 next
149 next
1 4 1 \text { Print"\$[H1t RETURN to plsy"::inputery}
```



```
143 printtab(J)"BMa -- Quit (before bresk)"
144 Printtab(5)"siles -- Edit Musi厄"
145 Frinttab(5)"贾目 - Mordif's set up"
146 Frinttab(E)"䙵年-- Reflas Music after a or w"
149 pokes+4,0:pokes+11, 0:pokes+10,0
150 for*x=0tol r-1
155 pokes+4,t1:pokes+11,t2:pokes+18,t3
160 Fokes+1,h1(x):pokea, l1(x):1fh1(x)+11(x)=0thenfokea+4, +4
170 pokwa+e, h2(x):Pokea+7, 12(x):1fh2(x)+12(x)=0thenfokes+11, t5
180 fokea+15,h3(x):pokes+14,13(x):1fh.3(x)+13(x)=\mathrm{ gthenfokes+1B, t6}
190 if(m1<1)or(m1<2)thenpokea+22, fh(x)
200 formm=1torm*10
201 ifm1=1 thenPokes+22, Feek(3.+27)
202 ifm1=2thenfokes.+22, Feek(a.+28)
210 nextmm
220 nextex
225 getcat
230 ifrct="w"thenpokea+4,0:Pokea+11,0:Fokea+18,0: goto30日
231 if cr=%="q"then330
2s5 iffes="E"thenFokea+4,0:pok:ea+11,0:pokea+18,0: goto400
236 ifcr年"m"thenpokes+4,0:pokes+11,0:pokes+18,0: goto11
240 soto150
300 getret:ifr2t=""then390
310 ifc2s="r"then240
300 goto390
330 Fokes+4,9:pokes+11,0:Pokes+18,0:goto300
```



```
410 infut"bhich note # ";nn
420 Frint"Note "; nri;tab(9);
450 Frint"U1":w1t(nn)
```



```
450 Frinttabe25);"N3":03t(mm)
4E0 Frinttab(32): "WFE"; fh(nm)
470 input"Correct note 〔u` or (n) or [e]Ecspe";urta
4 8 0 ~ i f y n s = " n " t h e n 4 0 0 ~
48g if!n=**"then141
```



```
495 print"**Ineorrect resfonse":soto470
50g print"aEnter new information:"
515 Frint"Note ":nm;tab(s):
```




```
540 Frrinttab(25);"$N3": infutw3{(rm)
550 Frinttsb(32):"MF\Omega"::inFutfh(nn)
ssg fd=nn
560 iff((m)=-1thenfh(mn)=int(rnd(0)*25s)+1
W61 fordr=1to13
562 read not,r,l
563 ifn=t="end"thensosub10ga
564 ifnet=lefts(v1专(fd):1)thenh1(fd)=fmz1(h):11(fd)=fnz1(1)
565 if n= ==lEft{(v2t(fd),1)thenhe(fd)=fnz2(h):12(fd)=fnzz(1)
```



```
567 next
5%0 90to141
5 8 0 ~ F r i n t " : N \& m o ~ s o u ~ w a n t ~ t o ~ s l t e r ~ t h e ~ f i l t e r " ~
```




```
gga print"Voire 3 off (12e) thi fass (64)":print
591 print" band puss (32)110 fass (16)"
592 print"Rad the numbers in G smd enter":infut" sour ghoice";fs
```

```
533 fs=fs+15:Prkes+24,fs
5s% infut"Enter resomamme value (015)":rz:rz=rz*16
60ด print"Filter t- voiGe 3 (4)"
601 Frint"Filter & voire こ (2)"
602 Frint"Filter * Voice 1 {1)"
```



```
610 Pokes+23,rz
620 print"Mordulation from Voice 3:":print"DE=illator &1% or A,J E,R <2"";
62B inPutm1
GTG return
89G stoF
```



```
910 rata 3,230,17G,"%",217,183,9,205,133
320 dst3. "F",193,252,f,183, Z世, e.172,210
930 dsts. "D", 163,31,4,153,247,"C",145,83
940 d.ts [, 137, 43,b,123,120,"R",122,52
94% dsta. end.0.0
950 rerm "R"=3#:"C"=に#:"D"=r覀:"F"=f#:"G"=9#
1000 restore
100.J return
```


## 15. Pirate

You are a modern-day pirate. For the past ten years, you've been collecting various treasures and storing them in your hideouts. Your time is almost up, though; the Coast Police have found you out. A massive search has begun to find and recover the stolen goods. The Police also wish to put an end to your career.

Altogether, you've stashed away over $\$ 25,000$. You must recover at least $\$ 15,000$ in treasure before you leave for ports unknown.

## PLAYING

This game, like SWORDSMASTER, can be controlled from either the keyboard, or with joystick control. Listing 2 shows the necessary changes for joystick control.

For keyboard controls, the "." key moves your ship to the right, while the "," key moves it to the left. To move up, use the " + " key; " -" moves you down screen.

The object of the game is to uncover $\$ 1,500$ worth of treasure from each screen, or cove, area. Your treasure is represented by the red diamonds; your ship by the circle, and the police ship is shown by the " X ". You can not pick up treasure which has been confiscated by the police; this is shown when the diamond is changed into a square.

## PROGRAM HIGHLIGHTS

Line 4 seeds the random number generator and resets the treasure counter, TR. The subroutine beginning at line 1000 plays the game's theme song, the Sailor's Hornpipe. The screen selection subroutine, starting at line 2000, determines which screen (cove) area will be displayed. The screen chosen depends on the level of play the player achieves. Line 2010 may be altered as desired to change the order in which the screens are chosen. Valid line numbers are: $499,2199,2299,2399$, and 2499 . Any sequence of these line numbers is acceptable, as long as the sequence contains the line numbers (one for each level of play).

Line 20 initializes four screen memory pointers which are updated, according to both the player's and the computer's moves. PX is the variable which keeps track of the player's current position; CX holds the computer's current position. After every move, these values are transferred to their companion variables, OP and OC. These variables hold the old positions.

Line 30 puts the right screen display code into the pre-assigned screen memory location to start off the game. Line 40 generates a random number, then checks land flag F8. If F8 is set (equal to 1), the last attempted move is considered to be invalid. In that case, the random number is used to choose a new route. If no land was sighted on the prior move, lines 41-46 come in to play. These lines constitute a low intelligence radar simulator. The first half of these lines subtract the player's known position from the computer's location. The second half of these lines convert the data obtained into a movement which will cause an approach to the player's pirate ship. For more details, see figure 1. From these lines, the computer can detect the best possible move, out of eight, in which to go in order to catch the player. The player's input routine is from line 70 to line 85.

The subroutine in lines $300-350$ checks to see if the land mass detected by the computer has pirate treasure hidden. If there is, the treasure is confiscated, or graphically closed off to the pirate. Lines 400-440 detect treasure for the pirate. If treasure is found, it is transferred to the pirate vessel.

## Figure 1.

Example: Suppose the Coast Police are at location 1324, the Pirate at location 1402. Therefore:
and

$$
\mathrm{MF}=(1324-1402) / 40=-1.95
$$

and

$$
\begin{aligned}
& \mathrm{MF}=(1324-1402) / 39=-2 \\
& \mathrm{MF}=(1324-1402) / 41=-1.902
\end{aligned}
$$

Then the only integer result is -2 , in the middle above. This indicates that either line 43 or 44 in the listing will be correct. Since the sign is negative $(\operatorname{SGN}(-2)=-1)$, line 44 is true. Therefore, the Pirate is somewhere down and to the left of the Coast Police ship.

## PROGRAM LISTING

```
4 W=RND(-TI):W=0:TR=0
5 LV=10:GOSUB1000:N1=1
10 PFIHT"#" : GOSUB2000
15 POKE53281,15
20 PX=1921:CX=1913:OC=1913:OP=1921:MMm0
30 POKEPX,81:FOKECX,86
40 MC=INT (R.UD(0)*8)+1:IFF8=1THENFG=0:GOTO#0
41MF=(CX-PX)/40:IFMF=INT (MF) THENIFSBN(MF)=-1 THENMC=2
42 MF=(CX-FX),40: IFMF=INT (MF) THENIFSGH(PMF)=1 THENMC=1
43 MF=(EX-F%)/39:IFMF=INT(MF)THENIFSOH(MF)=1THENMC=?
44 MF=(CW-PX);'39:IFMF=INT(MF)THENIFSGN(MF) =-1 THENMC=B
45 MF=(CX-F'%)/41: IFMF=INT (MF)THENIFSBN(MF) = - 1 THENMC=3
4EMF=(CX-PX)/41:IFMF=INT (MF) THENIFSBN(MF) = 1 THENMC=4
50 IFMC=1THENCX=C' }+4
51 IFMC=2THENC: }=\mathrm{ CN-49
5 2 ~ I F M C = 3 T H E N C ' X = C X + 4 1 ~
5 3 ~ I F M C = 4 T H E N C \% = C X - 4 1 ~
```

```
5 4 ~ I F M C = 5 T H E N C X = C X + 1 ~
5: IFMC=6THENCX=CK-1
56 IFMC=7THEHC
57 IFMC=8THENCX=CX}+3
55 IFPEEK (C%)OS2THEHCN=OC:POKEC%, 86:FB=1:00TO40
5S IFCWC1180THENCXKOC: FOTO40
60 IFCNO 1983THENCN=OC: FOTO4Q
6 1 \text { 60811F300}
65 POKEC%,86:POKECX+54272,7:POKEOC,32:0C=CX
```



```
67 IF (CX=40+P %OR (CX=P%-40) THENGOSUIBTSQ
70 GETA%:GOSUB400:IFA%=""THENT2
71 FF:=F年
72 IFPF &="."THENP 
73 IFPF&=","THEHP暞FX-1
    74 IFFF家="+"THERSPX=PX-40
75 IFPF*=" - "THENAF:K=F'K+49
76 POKEF4276,32
77 IFFEEK`F'%OS2THENP%ODF:POKEP%, 81:GOTOSQ
    78 IFF%<11ESTHEHF%=OF: EOTOT0
    TG IFPW>1983THETAP%=OP: IOUTOTQ
    S0 FOKEFX,E1:FOKEPX+54272, 1:POKEOP, 32:OP=PK
85 501T040
    300 IFPEEK(CX+40)=90THENPOKECX+40,160:MM=MMM+1
310 IFFEEK(CX-40)=30THETFOKECX-40,160:MM=MM1+1
    320 IFFEEKCCX:1%=F0THENPOKECX-1, 160: MMmMM1+1
330 IFPEEK.CX+1:OSOTHENFOKECX+1:1G0:MM=MM+1
    335 FRINT"smatmiDE OUTS LEFT: IMIMI":17-MM
    340 IFMMP16THEHMM=0:G0TOS00
350 RETUFRH
    400 IFFEEK (FX+40)=90THENTR=TR +50:POKEPK
410 IFFEEK(FK-40)=90THENTR:=TR+50:FOKEPY-40.77: MM=MM1 1: [OOEIE450
    420 IFPEEK (PX-1)=39THENTE=TR+TG:FOKEFY-1,78:MM=MM4+1: GOEUE450
```




```
    436 FFIINT"smoduHIDE OUITS LEFT: |manl":1P-MM
    FFINAT"SINGMHIDE OUTS LEFT: IMmal":1P-MM
37 IFMMS16THEMMM=0:30T0900
440 RETUFN
    456 T9=TR,'10:IFTY`SETHENTG=10
```



```
    455 FOKE542T6, 33:RETURH/ 
    455 FOKE542T6,33:RETUPH
499 FFIHT"TMmd"
```




```
        EQ2 FRIHT" NEM
    502 FRIHT" |Ew, %M
```





```
507 FFIHT" EN****
```





```
311 PFIHT" NK
512 FRIHT" |NM
513 FRIHT" IN****)
```



```
51G FFIHT" \", %
    I"mwsmm"]
```



```
                                [:*⿴囗十|
```



```
            1/0
```



```
F53 PDFEFW, ST OOTOSOQC
900 IFTE, 9 OTHEHEN0
310 IFH1 = 10 THEHFSO日
```










```
1 196 FEFIL.H.L2
```



```
1639 FOME54276.33
104 FOHES42T3.H:FOHES4ET2.L2
```



```
1060 「01T01日20
```




```
1120 IATAG2, \(51,97,52,64,185,62,57,172,62,51,97,124,57,172\)
113 IIFTFIz4, 28,214, \(62,28,214,62,32,94,52,28,214,62,25,177\)
1146 IHTFGE,24,53,62, 26,214,124,38,126,124,38,126,62,43,52
1150 JНTA62, \(40,127,62,51,97,62,46,127,62,43,52,62,38,126\)
```



```
1176 IFTA \(62,32,94,62,20,214,62,25,177,62,20,214,62,3,177\)
1189 IATA \(62,24,63,62,21,154,62,15,63,62,25,177,62,24,63\)
```



```
120 AATA 250, 32, ヨ4, 255, 25, 177,59め, 25,177,-1,-1,-1
EDGQ SL=SD+1:FEM SCFEEN SELECTICH COHNTTTEE
```




```
29E FETIFH
```





```
E玉QE FRIHT"
20S FFIIHT"MKxm+
2eD4 FRIVT"四药
```






```
OG FEIVTT WN
```





```
2213 FRIHT"感
```




```
2216 FFIITT" \({ }^{2}\) ***
227 FFIHT"
221 F FFIHTT"
```



```
天20 FETUFH
ことこ FFItT"JMme
2.29 FRIHT"TMTM"
```




```
\begin{tabular}{|c|c|c|c|c|c|c|c|c|c|}
\hline 5010 & FRIHT＂\％\％\％ & \multicolumn{2}{|c|}{洮管} &  &  & \multirow[t]{2}{*}{澺} & \multirow[t]{2}{*}{狡} & \multicolumn{2}{|r|}{} \\
\hline 5011 &  & 凝 & 幒 & \％ & 泬 & & & 多 & 公＂ \\
\hline 5912 &  & & & 楽 & 餄 & 筦 & 沵袐 & 愛 & ＇ \\
\hline 5013 &  & 需 & 疽 & 笭 & 绿 & 酷 & 絲 & 笖 & 嵝然＂ \\
\hline 6614 &  & 笭 & 然 & 粦 & 沮 & 㐍 & 䈘㝑 & 炎 &  \\
\hline 515 &  & 亚 & 管 & 皦 &  & 㖈 & 赑 & & 管 \\
\hline
\end{tabular}
```




```
5017 FRIIHT:FRIHT
```





```
50503 IFH1= TTHEHFFIHT"鳃且MMASTEF OF THE ERIH't' IEEF'
```







```
5110 FRIHT"MENEXMmR"
```

LISTING 2－－PIRATE JOYSTICK COHTROL
70 FZ $\approx$ FEEK（ 56320 ）：โ0SUB400：IFPZ＝127THEN 72
$71 \mathrm{PF}=\mathrm{PZ}$
72 IFFF＝113THENPP $:=P X+1$
73 IFPF $=123$ THEN $A P$＇$X=P X-1$
74 IFFF $=126$ THENP $X=P X-40$
$7{ }^{5}$ IFPF $=125$ THENP $\%=F K+40$

## 16. Take-Off

This program is a model plane flight simulator. You have control over the throttle speed, as well as the wing's flap angle. By adjusting these values in real-time, you are to successfully take off, make a short run, and land the plane. The Commodore 64's internal clock is used to time the flight. A different plane is used each time; a random number is used to set the plane's lift coefficient. This determines the speed and flap angle necessary to cause the plane to take off.

The controls for your "radio-controlled" plane are shown in figure 1.

> Figure 1:
> Flight Controls:

$$
\begin{aligned}
& \text { (3) = throttle down }
\end{aligned}
$$

$$
\begin{aligned}
& \text { (훙)=decrease flap } 5^{\circ}
\end{aligned}
$$

$$
\begin{aligned}
& (D)=\text { decrease flap } 1^{\circ} \\
& (\mathbb{U})=\text { increase flap } 1^{\circ}
\end{aligned}
$$



Wing flap angle.

## PROGRAM

Line 5 sets the background screen color to white．Line 7 sets the internal clock．Lines 10－49 take care of the sprites，determine the lift coefficient， and other sundry things．

The subroutine beginning at line 5000 POKEs in a small machine level program；used here more as a time saving device，than anything else．The machine level program is used to transfer the frequency numbers to the SID chip．It does so faster than BASIC can，and therefore speeds up the execution of the program．

The SYS9026 part of line 50 calls the machine program．Lines $50-91$ in－ put and decode the player＇s key depressions．The flap angle is determined in line 93 ．Line 98 displays both flap angle and speed．The sprite＇s Y posi－ tion is determined by the formula in line 100．Lines 101－102 determine the pitch of the engine，based on the present speed of the plane，line 110 deter－ mines the x position．The background sprite is updated in lines 130－140， and line 150 jumps back to the beginning of the loop．

## PROGRAM LISTING

```
5 POKES5281.1
```



```
T TI娄="000000":FRINT"SNMOMMEITIME: ";TI年
10 %=5%248:FOKEW+21,3:POKE2G40,15G:POKE2041,151
```



```
12 IFCL<mTHEN11
13 PRINT":SMIHITIAL LIFT COEFFICIENT:":CL
14 OP=4F
15 FOKEV+29,3:POKEV+23.2:POKEV+2T.2
20 FORP=0TOGSETEP3:FOKE96E4+F, 0:FOKES665+P, 255:POKE966E+P, G:NEXT
30 FORP=OTO52:READD:POKESGOO+P.Q:NEXT
40 POMEW,YF:FOKEN+1,'P:FOKEW+2, E%:FOKEV+3,200
45 Eiglug5000
E0 S'G9026:GETR#
```



```
69 IFF%="?"THENSFF=SP+3
TG IFR*="唯THENSP=SF-3
75 IFSPCOTHENSF=0
80 IFA5="\"THENCL=CL+.001: IFNE=1 THENCL=CLL-.091
81 IFA="|l"THENCL=CL+.0日S : IFHC=1 THEHCL=CL-.0日S
30 IFA生="D"THENCL=[LL-.0日1: IFHC=1THENEL=CL+.001
91 TFFF="M"THENCL=CL-. Q05 : IFHC=1THENHL=CL+. gag
```



```
34 IFFA<-4ETHENFR=-45:NC=1
95 IFFFP45THENFA=45:NC=1
96 IFSF`399THENSP=399
```




```
99 IF (FF)-45)OR(FAC45)THEHNC=Q
100 MP='TP- (< (CL*1.68*(SFT2))/199)+10
101 SF=(6F+1.09)+500:HF=INT(SF,256):LF=SF-(256*HF)
102 FOKEGQ25,HF:POKES024,LF:S'SGG26
104 IF(TF)ZO5)AND(SP)160)THENGOSUFGODO
105 IF'TFCSOTHEN'TF=50
106 IFYPY21日THENHF=218
1QT IF(TF(SQ)AND(SFO10Q)THENE10@
```






```
120 FOKEW, &F'FOKEN+1, 'TP
130 B%=B%-(SF/1.B34):IFB%<10THEHE%=240
140 POKEN+2.BK
150 00TO50
```



```
710 POKES4296,0:END
800 DFTA 0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0
910 DATA 0,0,224,0,3,192,0,15,130,0,124,130
920 IATA 0,8,254,0,8,254,0,11,254,64
930 DATA 31,216,240,127,194,249,255,130
940 DATA 255,255,192.255.195,64,254,1,1.92
950 DATA 112,1,192,0,1.192
5000 FORML=9026T03043
5010 REFIDPD:POKEML,PD
5011 NEXT
5020 8I=54272
50.30 FOKESI+24,15:POKESI+5, 80:POKESI+6,240
5040 POKESI+1,18:POKESI,1: POKESI+4,33
5 0 6 0 ~ R E T U N R H 4
5190 DATA 165,0,141,4,212,173,65,35,141,1,212,173
5119 IATA 64,35,141,0,212,169,33,141,4,212,96
60G0 FRIHT"IDN AIRSPEED WAS TOO FRET FOR PROPER"
6010 PRINT" TAKE-DFF,LAHIING. FLFHE IIAMAIGEII."
6020 SOTTI6120
```




```
6120 FOKES3269.0:FOKES4236,0
6130 FOIRTT=1TOS600:HENT:RIUN
```


## 17. Wildlife Warden

You have been hired as the overall Manager of a wildlife sanctuary. The area (about 50 square miles) has been landscaped and is now ready to be populated. The area has been designed to accommodate the following species: bear, deer, raccoon, red fox, and rabbit. Additionally, toads will be needed as food for certain of the predators (they will also help to cut down the population of insects).

The food chain that will occur is shown in figure 1. The problem you must solve is; how many animals of each species are needed to provide an ecologically balanced system?

Figure 1~Food chain


## PLAYING

The first step is to enter the initial numbers of each species. Then follow the prompt to cycle through each section. At the start of each new year, you have the option of opening a hunting season. You must enter either "C" (closed to hunters) or "O" (open season). If you elect to open hunting, you must then enter the number of hunters allowed in the park.

## PROGRAM HIGHLIGHTS

Line 10 defines two functions which are to be used repeatedly in the program; function D is used in the overpopulated calculation; function R provides the basis for deriving random numbers. Line 20 resets the month/ year counter and closes the hunting season. Line 25 sets up the initial
number of insects, fruit, and nuts available for consumption by the animals.

Lines 30 to 90 input the initial number of each animal. Line 110 contains the month/year counter. This line also calls the subroutine to open or close the hunting season. Lines 120 to 180 are used to call various subroutines. The subroutines at 940 and 1000 are called once on each line. The remaining subroutines (at $300,390,490,570,700$, and 830 ) are identified by their subsequent text messages.

The subroutine beginning on line 940 stores the animal totals in temporary variables T 1 through T9. After this subroutine, the animal numbers will be altered by each statistic modifier (births, deaths, etc.) The variables $\mathrm{T} 1-\mathrm{T} 9$ are necessary to determine the numbers of each species lost due to the statistic subroutines.

The subroutine at line 1000 calls two other routines. The animal numbers are prevented from becoming negative by the first subroutine (1140). The second, at 970, compares the "before" data (in T1 through T9) with the animal numbers left after statistical modification. The difference between the two is displayed when this subroutine returns to line 1005.

After each of the statistical modification subroutines has been executed, the monthly totals are PRINTed. The initial monthly totals (held in B1-B9) are displayed, along with the end of month totals. After this, the cycle starts anew.

## PROGRAM LISTING

```
5 POKE53281.1
```



```
20 MO=0:''R=0:H卖="C"
25 I=41000:F=21000:N=40000
```



```
40 IHPIJT" FH|MBER OF BEARS ":BR
S@ IHFIIT" HIIMBEF OF DEER ";IIR
60 IHFUT" rUUMBER OF RRCCOOH ";FC
PO IHFUUT" H|MBER OF RED FOW ":FF
G0 IHPUT" NIIMBER OF RABEITS ";RE
90 IHPUT" rUUMBER OIF TUAISS ":TII
```



```
111 FF:IHT""MM";TABr\Xi"; "MOHTH: ":MO:" 'TEAR: ":''RR
114 EIEUR114%
115 b0SuBgS=
```




```
140 IFH亡="C"THENFRINT"H|NTIHN SEFGO|N ELISEI"
```






```
1ES EIEUB1140
190 FFEIHT"#MGNOHTH'S TEITRLS"
209 FFIH|" FHIMFAL STFRTTED EHIEI"
EO[ PFIHT" T'TFE WITH WITH"
210 PRIHT" "JBEFFS: ":B1:TFE(2G):IHTCBR)
:15 FFIHT" HDEER: ":EZ:TFEU2S%:IHT&DE%
```

```
20% FFIHT"
290 FFIIHT"
240 FFIHT
GEG FRIHT"
260 F'F'IHT'
20 FRIHT"
00 PRIT
*-MEO
```



```
FEEI FCW
    ":E&:THECこ5):IHTRRF,
    SFFEEIT: "EFSTAECOEOIHTGFE
        |TOADS: ": BG:TFEC2E; IHT<TI'
    @IHSELTS: "; ET;THE42S":IHT<I)
        FF|IT: ":ES:TAEOQ:% IHTCF%
    PEIHT" HHITS: ":EO:TAE(2E):IHT<H"
```



```
296 万ETここ生:IFここ手=""THEHE9g
25 GOTO111%
30% FEM EIETH FIGUFES
```










```
305 FEFTIIFH
3 3 0 ~ F E N M ~ W F T I I R F L ~ D E A T H ~ F A T E S ~
```



```
410 IF'TR`GTHELUDF=DF-FHFOS
420 IF'R`STHEHFC=FC-FHFC6)
```



```
440 IF'TP`ZTHEHTI=TI-FHFE%'
450 IF CMO=6OOFOMO=12OTHEHI=I-FFFF1000%+500
```



```
470 IF(MO99)THEHF=F-FHF(45019)
480 FEETUFT
4 3 0 ~ F E F M ~ H F T U F F L ~ F R E D A T O R ~ - ~ F F E ' T ~ E O S T S ~
```




```
5% IFF`GTHEHF=F-6S6*BF%
```




```
%@ IFTD`@THEHTI=TI-<2$F%)
535 IFI%以THEHI=I-66家O%
5,40 IFFCOGTHEPRC=FC-GE&FF,
```





```
560 IFI`@THEHI=I-〔12%TD)
565 FETUPH
50% FEM DUEFPOIFULFTTIOH EFFEKTS
```



```
G0@ TFOBDOTHEHEF=ER-CFHICOBO:TE)
```







```
650 II=I-15000: IFOI`@THEHI=I-CFHICOI):126"
```




```
690 RETUFH
FOG FEM STFFOHTIOH FFHCTDFES
```











```
300 IFHCES00%FEOTHERFE=FE-G 2*FE%
```



```
S2G FEETUFH4
30% FEEM HH|HTIHS SEFSOHW IS OFEH.
```



76 USING THE COMMODORE 64 IN THE HOME

```
840 IFEFOQTHENBF=EF--H界FHRO2O
BS0 IFIFOOOTHEFTNF=DF--HHFHFGO%
BE日 IFFO%QTHEFAES=OC-GHFHFC4'%
```



```
8EO IFFEOGTHEFFE=FE-SH&FHFES;
```



```
900 IFI`10000THEHI=I-GHWFHFSSO)%:FEM HIMHTEFS LISE IHSEET FEFELLEWT
```




```
300 FETUFH
340 FEM TEMFOFAR'T AHIMFL IATA
G50}T1=EF:T2=DF:TS=FIT:T4=FF:TS=FE:TG=TI:TT:I:TE=F:TG=
960 FETIHEH
97G T1=EFT-T1:T2=T1F-T2:TS=FG-TS:T4=FF-T4:TS-FE-TE
GS0 TG=TI-TG:TT=I-TT:TS=F-TS:TY#H-TG
9GG RETUFITA
GGY FEMM SET LIF MOHTHL'T TOTHLS
```




```
gGS FETIUFH
1090 5חE|F1140: 50SUEG70
```









```
1060 CETZこक: IFZZ&=""THEH1960
107可 ここま=""
1030 RETURH-
1100 IHF'UT"[O]FEH DR [C]LOEE HHNHTIHG SEREOH':H*
1110 IFHz="C"THEYFEETUFH
1120 IFHE="O"THEHIHPIIT"HOW MFH'''HUIHTEPS THIS 'TEAF"':H
1130 FETLIF'H
1140 IFERCOTHEHABR=0
114E ER=IHT CER'O
1150 IFDRCOTHEHUDF=0
115S DR=IHT\DF;
1160 IFFOCOTHEFFO=0
1165 RC=IHTGRCO
117B IFRFCOTHEFHFF=0
117S FF=IHTCFEF)
11BQ IFFESGTHEF|RB=9
11:S5 RE=IHT(RE)
1190 IFTI<6THEFTTI=0
1135 TI=IHT (TI)
1200 IFICOTHEHI=FHR(100%)+2
12%"S I=IHT (I)
1210 IFFCOTHEHF=FHFC100)+2.
1215 F=IHT(F)
1220 IFH&COTHEHANFFHF(10@)+2
```



```
1230 FETURH
```


## 18. One-Man Voyage

Your orders arrive via special courier: your skills as a pilot are needed to save a planet from certain doom. You have orders to transport an ultrasophisticated computer to a distant world. This computer will aid in the preservation of the world's population. As it stands, thermonuclear war is imminent, unless the computer can be delivered in time.

Since time is of the essence, you are being asked to use the newest and fastest transport vehicle known. As a matter of fact, the ship is so new that construction has just been completed. All the defense units: photon missiles, lasers, shields, sensors, and computers have been installed. The only thing missing is the final programming; the programming which tells you which button makes what work.

As you ascend the lift to the command module, one of the scientists explains; "You have two modes; Auto defense and manual. In the manual mode, use the 0 to 9 keys. In the Auto-defense mode, you have to use the ' P ' or ' L ' keys for Photons or Lasers. Ship movement is done with the two keys labeled 'CRSR' and the one marked 'SHIFT'..."

Further explanations are cut off as the hatchway closes, cutting off communications. As you strap in, the onboard systems begin to hum. The computer only has one more bit of information for you; from then on, you're on your own!

## PLAYING AND HELPFUL HINTS

The commands for the ETRAV's computer, in manual mode, are scrambled each time you play the game. By using the numeric keys ( $0-9$ ), you can "call" the following sections:
A. Navigation Section 1: This section displays your present speed in Relative Fuel Units (an imaginary quantity between 0 and 10 ). You may change your speed by inputting a new value, or you may remain at the displayed speed by simply pressing the RETURN key.
B. Navigation section 2: This section displays the numerical coordinates which represent your ship's position in space. Since you are travelling in space, an imaginary three dimensional grid is used to reference your position. The NORTH coordinate represents your X axis, the EAST coordinate represents your Y axis, and the SECTOR number refers to the Z axis. See the figure below.
C. Status Report: This section displays the fuel level as well as the percentage of power available to the laser, photon, and shield devices.
D. Sensor Scan: This section shows computerized images of stars, planets, and unknown objects in the sector in which you are presently travelling.
E. Guidance Computer: By entering a " C " for CONTINUE, your onboard computer will automatically correct your course for you. When you reach sector ten, you must be at the pre-programmed coordinates in order to land.
F. Photon weapon: Fires one photon weapon in manual mode.
G. Laser: Fires one laser shot in the manual mode.
H. Defense Mode: Detects any enemies in your sector and displays fuel level as well as weapon and shield charges.
I. Landing Sequence: This section will allow you to land on the planet at the pre-programmed destination. Any attempt to land while not at the proper location will be cancelled.
Note: At all times, you are viewing a computer representation of events outside the ETRAV.

- Remember: use the 0-9 (numerical) keys in the manual mode.
- Use the " P " and "L" keys, along with the cursor and shifted cursor keys in the Auto-defense mode.
- It is helpful to slow down after a battle, both to re-charge your weapons and shields, and to re-calculate your heading.
- If sensors show no enemies in the first fractions of a sector, chances are that you can warp through at maximum speed at ten R.F.U. (relative fuel units).
- Once you identify the Photon and Laser keys in the manual mode, avoid using them, as this drains their power unnecessarily.
- Always use the course correction computer after a battle.


## PROGRAM HIGHLIGHTS

A definitive description of the program would tend to give away the method for consistently winning the game. Therefore, I will point out the more interesting aspects of the program.

Lines 11000 to 11950 generate the sprite for the enemy craft. Line 11005 is a loop to skip over the first 45 datum from the data lines. These skipped lines are used to produce the theme song. Therefore, the sprite data is actually generated from the data in lines 11900 to 11950. Lines 1000-2030 are two interwoven subroutines which a) provide the theme music and b) print the title of the program, one character at a time, in step with the music. Line 2000 controls the printing of the title. Lines 2040-2080 are also two nested subroutines, providing the sound and graphics for the ship's lift-off sequence.

## PROGRAM LISTING

```
1 pokeg32e1,11:90sub11000
4 Poke54276,0:poke54283,0:dimem&(11),sa$(280)
```



```
8 deffnr(r2)=1nt(rnd(0)*r2)+1
10 print":*":gosub1004:Print:Print
20 infut"g Plesee enter your nsme"; nat:ti$="0日gegQ"
25 pokes+4,0:pokes+18,0:pririt"m"
30 print": E T R R V
31 Print" Experimental TRAnsPort Vehigle "
32 forte=1to10
33 pririt" \ @ | |"
.34 next
35 print"
```




```
33 print"mmatutime to prosram the commands.":print:print
39 Print"npmpmpreses the 'S' kes, followed "
40 iriput"Mmanby the RETINRN keys ": द&
41 ifleftaceq,1)="玉"then45
42 Print":0":goto.30
45 print"msamplFrepare for countdown: ";
50 forzz=10to0steP-1 : forz%=1to8S0: next
```



```
56 next
5% forte=1to1g
```



```
5s next
6 0 \text { print" \%}
```



```
7S forte=2tol1
P6 (m*(tr)=str+(1nt(rnc(0)*10)+1)
```



```
78 nexttx
79 nextter:print"#": fortxm1to10: emb(tx)=rm#(tx+1):next
E@ rem ;*****set u.P varis.bles
S1 fx=f'nr(10): fy=fnr(10): fr=10
E2 h<=0:hw=0:hd=1:f=500:FC=100:l\Omega=100: E==100:SF=0
83 sosub5000:sc=5に+1:if=cう100thensc=100
84 Fr.int"Bsalm|marommand
```

$\qquad$

```
8e getes:1ff==""thensosubjggo:gotosg
```





```
83 oncosoto100,140,150,205,230,350,400,500,545,205
00 G0tag4
100 Frint"sympm|merawisatign, Section 1:"
110 sosub10000
120 Frint:crint" PPesent EPEEd:":sp:" R.f.u"
125 irfut"THEW SFEED ":{F
130 a0tos3
140 Fridnt"sm&mm|⿴⿱冂一⿱一一厶儿
150 sosub10000
160 print:print" Fresert resdins:"
165 Frint" ";hx;" East. bas ":hs:" North. Sector ";hel
170 Frint" NEW HERIIINO:"
175 input" Enter East, Horth coorcdinates";ho.hs
139 goto83
190 frint"sgmmmmaETRFAV Status Fiefort:"
195 somub10000
200 print"Fuel level: ";f;" units.
201 print"Fhotson Erg: ";pe:" %"
zO2 Frint"LsEsr chs: ":le;" #"
203 Frint"Shield Ehs: ";se:" %"
284 gotoes
205 Frint"Em&mPMETRA% Sensur Sgan"
206 Gosub10090:f3=0
```



```
215 Fr゙int"$14***"
```



```
        *"
220 frold=1tcerstef=
```



```
235 Frint"学 "
240 forlx=1tom
```



```
260 next:F'rint" %e= 目
```



```
2g0 Frint"E= "; f3:90to83
290 Gosubs2g0: gotos5
350 Er=ut5250 : Ento83
```



```
410 gの玉ub109g%
415 Frint"|⿴⿱冂一⿱一一厶儿贝
```








```
446 iffx<rothenzx=-1
447 iff!chathenss=-1
```




```
450 fortx=F%taf x+(-1*Sx) =tep =%
```






```
4FO gotoES
```



```
501 iffGS@thenFrint"W";
5@5 Frint" Enterins defense mode
506 Frint"漸%Ensors odetert nu% enemisz'
E10 Frint" & Shields orn; "; ac;" %"
S1% Frint" Laser chrs: "ile:" シ"
Seg Frint" Frooton arore: ";FE;" #'"
GESFint" Fuel level; ";f;" units"
530 iffG%0thenGosub5060
540 motob.3
545 G0cub&060: soto83
1000 rem "risme Theme"
1001 rem "Orion's Waks"
```



```
1003 rem "by Eill L. Bermenut""
1004 ==54%>2:mc=0
```





```
1035 Fokes+4, 33:Fokes+1s,1:Fokes+1, wh:Fokes,wl
```



```
1941 Gasub20@@
104m ifmor3then1030
10%0 restore:return
1100 d3t, 30%,6,108,270,15,63,62, 31,154,62,24,53,6%,25,17,
```



```
1120 [at, 62,24,63,175,3,155,175,10,205,450,3,155,-1,-1,-1
```




```
2020 Frin年F主;
2030 return
2049 ==$42アごrem **もlsst off!泫
#041 Fokes+24,175:pokes+5,15:pokEs+6,31
```



```
2043 pokes+12,255:pokes+13,2m
204g pokes+4,17:Fokes+11,1قG:Foves+10.1
2046 forta=1t0205:S0Eubz050
```



```
2048 pokEs+22.pezk(s+28): next.
```



```
evegretur
```





```
2980 return
2030 forte=1t,0280 (rem sat(280)
2100+m=fnc(15)
2101 1ft%=1trenss.tくtにう="罗":rem star.
```



```
2103 iftx=3thensat(te=)="&0":rem unkmown
2104 iftx=4thensatutev="wE":rem enemy
2105 iftxう4thensacte%)="四 a":rem sfare
2106 ne%t:pr1nt"]":goto1ggog
50010 hd=h|d+(.005**S):f=f-(.05*SF)
5001 had=1000*hd:hodeint<h(d): hamad,1000
5002 f=1000*f:f=1nt(f):f=f,1000
```



```
5004 iff<100thenprint."EstymmNa***Lou Fuel****"
```



```
501.5 ifhxc0thenhx=0
5016 ifhy cothenh's=0
5017 ifho> 10thertx=10
5 0 1 3 ~ i f f t u > 1 0 t h e n h u = 1 0
G020 PC=FC+1:1fFCS100theripe=100
5025 iffec30theriff:=1
50.30 le=1\varepsilon+1:iflc`100thenle=100
50.3% ifle<30thenlf=1
50.36 iflr`sathenlf=0
5037 ifPc;Bgthenff=0
5040 ifhas 10therhrd=10
5041 if(rid=10) and(hx=fx) and(hu=f"y)thenfrint,"3gmamemern Destination s"
3042 ty=2"wint(hnd)
504E forly=1togestefs: forlx=1t,0
```



```
504:5 next: next
```



```
504S ifkk=1thenSosub6160:kk=0: S0Sub5060
5043 ifkk=0thenf`=0
5050 retumr
g060 print"SgM -MARHIHG: EHEM'T ATTRCKING——_":nt=0
#061 Ry=f'rr(10): ros=frr-(10)
5062: Poke53243,44:por:e53243,44
m065 90zub12000
```



```
5970 e4=intrrnd(0)*20)+100:poke5s263:1:e5=40
5075 eg=Es-fnr(5)+5
g@T6 E4=84-fnr(5)+ए
507T ifeS;e00thene5=200
50?E iff4)20!thene4=200
5073 ife4c20thene4=2!
5030 ife5c2%thenem=29
50E1 Fokegae4E,e4:poker3243.05
Egge ifht=1thenfg=fg-1 iff`cithenm1>0
5056 ifht=1therht=0:50to50170
5087 frint"gmgpmerenemiez left ":f?
```



```
5031 G0ミub12000
```



```
510 iffl="l"then30subs350:00tomgres
```



```
5130 iff l:="$"thene4=e4-fnm(2g)-hor'3
```




```
S150 ife4cesthene4=25
5155 if&5C25thenegaz5
5160 ife4%200thene4=200
5165 ifesve0@thenes=200
5167 gotogeen
```




```
ges EtoF
```

```
5290
F42,2:pokEs+24:17E:FOkE#+5, 15:Fokes+6:17
```



```
S2ge itfec10themFf=1
52马E pokes+23,113:Fokes+21:T:F口ke=+19.21:F口kes+20:193
300 Fokes+12,31:Fokes+13,2.41
5305 Fokes+4,21:Fokes+11,129:5okes+18,1
5319 lF=1993:rF=201.3
5315 fortc=10ta1steF-1
53@ lp=1F-3S:FF=rF-41
```




```
5s35 Foves+22,Femks+28) : next
```



```
5s40 Fokes+4.20:FONEs+11.12E:Fges+1E.g
```



```
5445 returrm
5350 z=54272:pokes+e:175:pokes+5,1%:FOkEs+6.17
```



```
ss52 iflcclothenlf=1
5ss pokes+23.113:pokes+21, T:Fokes+13.21:pokes+20.133
536 Fokes+12,31 F0kes+13.241
E365 Fokes+4.123 Fokes+11.21 Fokez+1E.1
537日 1F=1993:rF=2913
5375 fartr=10to1Etep-1
5300 lF=1F-2S:rp=rF-41
G%s5 Fokelp,94:Fgkerf.94
```



```
535 Fokes+2c. Feekes+28) next
506 Fokelp,42:FokerF,42:FONElF,32:Fokerf,32:Frint"m"
```




```
530% return
6900 pt=25*1 nt(fird)
6010 forly=1toc!steps
6 9 2 0 \mp@code { f o r - 1 \% = 1 t o s }
```



```
6045 newt:next
6 0 5 0 ~ r e t u r n ~
```



```
6061 ifhod"10thenfrint"umanding sequence Eammelled":return
```



```
6063 FokEs+23,113:FokEs+21,7:pokes+19,2es:FokEs+20,223
6064 pokes+12.20B:FOtEs+13.255
6065 Fokes+4,33:Fokes+11,129:Fotes+13,1
6066 forta=250to1ustef-1 gesub60eg
6067 pokes+1,trpokes,Sg:pokes+e,ter1.g:Fgkes+7,55
606e Fokes+22. Feek (s+23) ; next
6063 Fokes+4,0:fokes+11,0:pokes+10.g
6070 GoEub10ag:Frint"smmmanfriou"ve saved the Flanet!"
607! Fokes+4,0:Fokes+11,0:pokes+1E,0:pokes+24,0:enct
```





```
6100 return
61:50 ne=fror(10):1fnectthenreturn
```



```
6161 POkE三+4.G:FOkEs+11:G:pokes+1E.g
6165 FokEs+24.175:FGkEs+B,5:FokEs+7.12%
6170 ts=frur(2) 1fts=1 thent s=129
s17:5 ifts=2trents=s3
6130 pokes+23,135:Fokes+21,T:Fokes+19,19:pokes+20.193
6130 Fokes+12,31:FokEs+13,241:Fokes+4,21:pokes+11,ts:F口kes+1E,1
6200 fortr=2"0ta1ミtef-25
```



```
6220 Fokes+22, Fenk(s+28)
6ezE newttr!pokes+11.e1
```



```
6231 Fokes+13.1:pokes+23,113:Fokes+24,1p+(fokes+21,7
62:32 :Fokes+13.21:pokes+20.193
6233 fortz=25Sto1step-2.5
6234 Fokes+1,4:Fokes.23
```

```
623% FokEs+22,FEskrs+2B)
6235 F-kE53231.1
6237 poteg32E1,11
6233 nexttz:Fgkes+4:12S:pokes+13,0:FGkes+11,g
```





```
6%0 return
フ000 ミ=%4ごこ:rem E*Flos10n
7010 pokes+24,17゙J:Fokes+5:15:Fokes+6,31
7@20 FokEs+23,113:Fokes+21, P:Fokes+13, 21:Fokes+20,20?
7030 pokes+12.31:Fokes+13,2"5:Fokes+4,21:Fokes+11,123:FokEs+18,1
7%4W fortr=15to1こteF-.2.
```




```
7ดアO FokEs+22,Fe&k(z+2B)
70BM next
T030 F0kEs+4,20:F0kEs+11,12E:F口kEs+18.0
7100 Fr"int"回": end
```




```
11000 勺=53248:pok.2040.200
11005 fortt,=1t,45:reardil next
11010 fortr=0tosz:resde: Fore1280@+ta,d:next
11015 restare
11020 return
11900 rata0,0,0,0,0,0,0,0,0,16
11310 dэta16,16,56,16,56,1111,255,236,55,124
11920 dsta.6.16,124,16,0.2ש4,0,0,2m4,0
11530 rat,a1, 2W5,0,3.255,128,7.255,192,15
11340 dat,255,224,127,255,252,127,255,252,97,255
11940 -13ts,12,96,124,12,36,16,12,0,0,0,0,0,0
12@0! S=fnrr4g9):FokE1424+59.46
12010 s?=fnr(490):Foke1424+ES,32
12015 SGmftur4010):F0kE1424+59,32
12020 =3=f%r(409):F-NE1424+59.32
12g2e sg=frre400) :Foke1424+z3.32
120S0 ES=fnr (4010) : POkE1424+53.32
1205 sG=fnm(400):poks1424+50,32
12040 =3=fnr(400):F口kE14E4+E3,32
1204! 三S=fnr(400):F6kE1.424+53.32
120#0 =g=frr(400):F口ke1424+E3,32
```



```
12190 return
```



## MODIFICATIONS

To make the game more difficult, change line 5000 thus:

$$
5000 \mathrm{hd}-\mathrm{hdt}+\left(.005^{*} \mathrm{sp}\right): \mathrm{f}=\mathrm{f}-\left(.25^{*} \mathrm{sp}\right)
$$

This will cause the ETRAV to use fuel at a faster rate.

## Explanation of ETRAV Coordinate system.



## 19. Mutation Maker

A mutation is, generally, a change, or deviation, in cellular structure or composition from one generation to the next. This change is sometimes drastic, sometimes subtle. In any case, the mutation can be either beneficial or disastrous. If the mutation causes the offspring to have an advantage over non-mutated species, the mutated variety will survive in places where the non-mutant would die out.

This program began as a simulation of a mutation's effect on the laws of natural selection (survival of the fittest). By the addition of userselected cell groupings, however, it becomes playable as a game. The goal of the game is to come up with a group of cells which can, via mutation, survive the onslaught of various environmental changes.


After the cells have been input, the computer will begin displaying each eon, and its type of environment. The program will continue until all cells have disappeared. To stop the program prematurely, use the RUN/STOP key.

## PROGRAM

Line 5 seeds the random number generator. After changing the background to white, the program calls the subroutine beginning at line 1000 , to display the cell selection menu.

After returning to line 10 , where the cell input counter is reset to zero, the inputting of cells begins. A quick programming trick was used to convert ASCII values to screen display codes. After the cell is input to a string, it is briefly PRINTed in the upper left of the screen. This corresponds to screen memory location 1024. This location is then PEEKed, to obtain the proper screen display code. Lines 40-45 accomplish this. The subroutine beginning at line 1500 is used to determine the correct color for each cell.

Following the input of the ten cells，lines 55－70 clear the top 19 lines of the screen memory．Line 80 is the beginning of the main program section； ET holds a random number，which will determine the Eon Type．Lines 81－89 decode and display the present eon environment．

The heart of the program is in the loop between lines 90 and 380．This area of the program compares the environment types with each of the cell types and determines the proper outcome for the cell．The cell will either reproduce（lines 400－405），die（lines 500－506），mutate（lines 600－601 and 700－707），or will remain dormant（in which case，the computer will fall through to line 380 for the next iteratior of the loop．

After all ten cells have been taken care of，the program calls the subrou－ tine at lines 800－840．This subroutine counts the remaining cells．If no cells are left，the program halts．

If the program is to continue，it will return to line 390 ，from which it goes on the line 80 to determine the next EON．

## PROGRAM LISTING

```
5 W=RND(-TI):G9=INT (RND(0)*10)+10
10 POKES3251:1:SOSUB1000:Y=0
20 FRINT"MCELL INPIIT"
30 FOR%=1870TO18BGSTEP2:'\gamma=' %+1
```





```
45 POKEX,PEEK(1024): 505UB1:500
46 POKEX-40, PEEK(1024):gחSIJ1500
```



```
5g FORK=1TO19
6 0 ~ P R I N T " '
70 NEXT
S0 ET=INT(RNHD(B):*ア)+1:EO=EO+1:PRINT"EON";EO
B1 IFET=1THENE = ="'TWESERT"
82 IFET=2THENE:"|RAIN FOREST"
8.3 IFETm3THENE&m"SICE RGE"
84 IFET=4THENE&="sACID RAIN"
8S IFET=STHEVUE="TNOLCANIE"
86 IFET=5THENE抙"\triangleSERSOHAL"
S7 IFET=7THEHEF="■SUHLESS"
G8 PRINT"SN
E3 PFINT"=्0\M":TAB<15):E&
30 FDRK=18T@TO1888STEP2
91 [G=IKUT(RHUD(0)*10)+10
95 CTmPEEK(X)
100 IF (ET=1) AHIICOT=87)THEHIOOSUB40日: %OTO3B0
110 IF<ET=1 )FWUCCT=11.3)THEHGOSUBEOQ:GOTOSBO
```



```
130 IFET=1THENGOSURE90
```



```
150 IF (ET=2)FHD(CT=0)THENCOSURE0G: COTO.380
160 IF<ET=2)RHD(<CT=10S)OR<CT=S1`OR (CT=1G22) THEN3BQ
170 IFET=2THEHOOSUES00
180 IF (ET=3) FHD(CT=102) THEWGOSUR400: GOTD380
130 IF<ET=3) FND(CT=E1)THENGOEUNGQG: GOTO3G0
290 IF (ET=3) ANTI( (CT=127)OR(CT=105)OR(CT=113) THEN380
210 IFET=3THEFHOOSUB500
220 IF <ET=4 ) FHD`CT=105) THENGחSUE4000: GOTOSE0
230 IF (ET=4) AND (CT=127) THENGOSUEGOM SOTOGB0
```



```
250 IFET=4THEHGOGUBEOQ
250 IF (ET=5) AND(CT=0) THEHCOSUB400: gOT0.380
270 IF(ET=5)AMD(CT=155)THEHTOGUEGOQ: OOTDSGO
```



```
230 IFET=5THEFHOSUES00
```



```
310 IF (ET=6)FHU(CT=102) THENGDSUEG00:%OTO3BQ
320 IF (ET=6)ANI(<CT=12?)DR(CT=113) THEN350
330 IFET=6THENİOSUEF0日
349 IF (ET=7) FH|D(CT=113)THEITOOSUE400: ODTOSO0
```



```
360 IF(ET=7)A+|I<CT=102)THEHSE00
3TO IFET=7THEHGOSUESOQ
3E0 HEST:GOGUBGOR
O85 FORZD=1TO933:NEKT :REM THIS 'WAIT' LOOF MAY BE ALTEFEI TO TASTE
390 GOTO20
400 A决乐
401 F%=A%-40: IFFM+1224THEH405
492 IFPEEKくA%OC32THEN441
403 FDIGEF%,FEEK(%)
404 FOKEF%+54272,FEEK(%+54272)
40.5 RETUFH
```



```
501 E%=\alpha:00T0503
502 B%=E%-40:IFE%<1224THEHE%=E%: OOTO5O4
503 IFFEEK(EB-40)C\22THEN502
004 POKEB%,32:POKEB%+54272.1
gam RETURH
69G IFG9%=15THEFHRETLIFH
GQ1 GOSUETGO
607 C%=%+40
```



```
609 POKECX, FU:FOKECX+542PZ, ru
610 IFPEEK (CX-40)\SOTHEHGGS
```



```
630 RETUFIN
FOG IFCT=OTHEHF:%=12?:CU=5
Fa1 IFCT=12TTHEVFV=105: CV=4
T02 IFCT=1@2THEHPV=S1:CV=3
T03 IFCT=8,THEHFU=113:CU=0
T04 IFCT=E1THEHFV=102: ©V=6
705 IFET=113THEPGN=ST:CW=?
TOG IFET=19STHEMPU=0: CU=2
T07 RETUFPH
GAM FIR%=15TETO1GGBSTEF2
B10 IFPEEK`%=S2THEPGEF=EF+1
EOD HEKT: FORZZ=1TO25EM:HENT
E30 IFEF<19THEHEF=G:FETUFPW
840 IFEF=1@THEHFRIHT"GMALL CELLS IEAG":EHI
```







```
1040 FRINT" FOII FAIH: }1=1+1%1=1%||||
```





```
1030 FRINT:FRINT:FRINTTRIR(14):"\ KEY:
```





```
1120 FRINTTABくG;"" &T, OR \uparrow: CELL MIITATES"
```



```
1149 FEETUFH
15日0 IFA年'T")="@"THENC=2
1=10 IFA生'(%="",THENC==5
1520 IFFIC'%="険"THENC=6
1539 IFR手('T')="G"THENH==?
1546 IFA*''T'%=" "THENC=3
```



1 FO FOKEス+542TE I:

1589 RETURN

Mutation: Cell vs. Eon Type
The chat pointed onscreen is for inference each game. The chart shows, symbolically,
What effect each Eon Type has upon
each of the cell types.


## 20. Demon's Lair

Your muscles are stretched to the breaking point. A wall is behind you; another wall is to your right. To your left is the long, cramped corridor through which you've just come. In front of you is the only way left to go.

As you peer at the door for some type of handle, your head begins to spin. Suddenly, lighter than air, you feel your body passing through the door. Involuntarily, you raise your sword, and make ready with your knife. After a few frantic moments, you find the door behind you, and a fierce goblin in front of you. Fangs dripping, foul breath steaming, the goblin advances upon you. You begin swinging your sword and flailing with the knife. Seconds later, the dead goblin is lying prone over a pile of gold. You roughly kick aside the body and scoop the coins into your girdle. Peering around the room, you realize that this is the final unmapped room. Having completed this level, you touch the magic medallion, and are whisked through time and space to land on the next plane of existence. Your journey has barely begun.

This program, as you can see from the listing, is quite long. However, I'm sure you'll find it worth the effort to type in. With this program, you can explore an endless variety of dungeons. (Actually, there are only $1,235,520$ possible combinations.)

One of the interesting points of the program is that the dungeon is revealed as you go through it. The walls, treasures, etc. will not be visible until you walk within lantern range of them. They will remain lit, once you've discovered them.

Another point of interest is that the program was written in such a manner as to retain the secrets and surprises you'll find along the way. Even the method by which the dungeon is designed is in coded form. This way, you can type in the program, without really knowing what the final outcome will be. This introduces an element of discovery and surprise, not usualy found in printed programs, but usually only possible in ready to go games found on cartridge, tape and disk.

## PLAYING

After RUNning, the theme music will begin, and the logo will appear. To start the game, hold down the SPACE bar until the logo disappears. At this point, the computer will begin constructing the dungeon. This process may take as long as 45 seconds (remember, there are over a million possible dungeons!). To alert you that the dungeon is almost complete, the computer will generate random tone sequences for about ten seconds before displaying your initial position.

## Figure 1: <br> Space-open area - Wall or obstacle (3)-treasure M Monster 1-Door

Figure 1 shows the various symbols used to represent the dungeon. When your initial position is shown, you'll notice a white band near the bottom of the screen. This is given as a reference point, and shows the bottom-most line of the dungeon. The solid white circle is your present position.

As you move around in the dungeon, the eight blocks surrounding the player marker are shown. If one of the symbols is within this area, it will be displayed; open areas remain black (see figure 2).


The eight blocks around the plager are shown.

## ENCOUNTERS

Encounters with the various symbols are handled differently. If you see a treasure, it may be guarded by a hidden monster. The only way to find out is to move over the treasure symbol. Your take will be shown, if you recover the treasure. If the treasure is guarded, your player marker will become invisible for a short time, and the monster type will be displayed.

To engage in battle with the monsters, you have two control keys. Use the " $K$ " key to stab with your knife, the " $S$ "' key to swing your sword. Each monster is weaker against one of these weapons. As the battle is in progress, the player marker will show which weapon is being used. At the top of the screen will be two numbers. The MONSTER number will decrease with every hit. When you bring the Monster's number down to zero, the monster is dead. Meanwhile, the monster is attacking you, and if your number falls below one, you will "die." The trick, during battles, is to determine which weapon is most effective and to use that weapon against the enemy.
When encountering doors, you will occasionally come up to a locked door, through which you can not pass. Treat it as befits a warrior.

Walls, generally, cannot be passed through. However, certain of the monsters have special magical powers which can pull you through solid objects.

One word of advice: don't always believe what you see!

## SECRET HINTS

1: Look closely at dirty walls.
2: Good things come in small packages.
3: Look for the Greek headdress.
4: Look for the King's hat.
5: The good effects from one dungeon do not stay with you when you move to the next level.

## FINAL WORDS

To move around the dungeon, use these keys:
" J" -move right
"H"-move left
"U'"-move up the screen
" N "'-move down the screen
" $R$ " - "'Get me out of here!" (moves you to the next dungeon.)

## PROGRAM LISTING

```
POKEE3281,0:W5=RND(-TI):PRINT"#":GOSUB1300
DEFFNR(RO)=INT(RND(0)*R0)+1:CA=54272:SF=0:PS=50:RP=0
M&<1)="CHRODTNEILLEBKOSO":M$(2)="LHLEOERETKTAAFVRS": ZFm2F+TF
M$(З)="FPLEORWIYPMMMMIU,M":TF=\Omega:PRINT"#"
IA=1147:PA=1510:PRINTCHR$(144)
PRINT"姓
GOSUB1000: RF=0: K=0 : Y1=0:'T=0 :MZ=0
FDR.K=1TO6
F=FNR(13)
ONFT05US5000,5005,5010,5015,5020,5025,5030,50.35,5040,5045,5050,5055,5060
FDR'T'=1 T03: DA = IIF+40
    FOR%1=1T0.30: [OSUR1340
    POKEEX1+DA+CFG,O
    KaRSC(MID&(IF('4), X1,1))-35
    IFK=1 THENAPN=160
    IFK=0THENPN=32
    IFK=2THENFN=7T
    IFK=3THEHVFN=1.3
    IFK=4THENFPN=90
    IFK=5THEHPN=36:SF=SF+1:1FSFYTTHENSF=3:PH=32: 90T030
    IFK=6THEN.PN=2.24:SF=SF+1:IFSF\STHENGF=3:FH=32:G0TD30
    POKEN1+IN.FN
    NEXTK1,\psi,X:POKES3280, FNR(1S):POKEv+21,0
```



```
    FOKEPA, 81:FOKEFA+CA, 1:FOKEPF+401CR,1:POKEPR+41+CR,1:POKEPR +99+CRA,1
    POKEFR-40+CA, 1:POKEPA+CA-41,1:FOKEFR+CA-33,1
    FOKEPA+CR-1:1:PDKEFA+CA+1:1
    goslug720
    GETH主:IFA&=""THEN60
    POKEPA, 32:IFTF`500THEN:3
    IFR&="U"THENPA=FR-40: GOSU1S150
    IFF$="W|"THENFA=PA+40:GOSUB150
    IFA = "R"THEN3
    IFR&="J"THERIPA=PA+1:gOSUE150
    IFF&="H"THENAPA=PA-1: 「OISUE150
    GחTO50
    IFFEEK (F'F +1)=1.3THENPA=F'R +1:PDKEPR+CFA:S
    IFPEEK (PA+41)=13THENPA=PA+41:FOKEPA+CA,S
    IFPEEK(FA-1)=13THEMFA=F'A-1:FOKEPA+CA, E
    IFFEEK (F'R-41)=13THENPA=PA-41:PDKEPR +CA,S
    IFPEEK (PA+40)=13THENF'F=PA+40:FOKEFFA+NF,5
    IFFEEK (PA + 39)=13THEHPFA=PA+39
    IFPEEK (FA-40)=13THER|PA=FR-40
    IFFEEK(PA-39)=13THEHPFAPA-39
    IFFEEK(PA)=32THENRETURH
```




```
    IFA年="R""THENS
```



```
    IF(FE= "H")PHD\(FEEK(PA)=160)THENPA=PA+1:RETUEN
    ED=FHR(2)
    IFPEEK(PA)<<アTTHEN31Q
        IFSD=1THENRETIIRN
        IF(Aま="U"`AN|D(PEEK(PA)==アア)THENFPA=PA+40:RETURN
        IF(A$="H")AND(PEEK(PA)=>7)THENPA=PA-40:RETIIRH
```



```
        IF(A:#="H")AND(FEEK(\PA)=?ア`THENPPA=PA+1:EETURH
        IFFEEK(FA)<<ODTHEN348
        PFIINT" ExNTM
        TF=TF+FHFR(3E)
        FRIHT" EORGTOTFL TRERSIJRE: ";TF:"COINS"
        RETURM
        IFPEEK<FH)<<13THENE40
        O=FNAR(3):OF=FNRC3)
        IFOC)1THEH390
        IFOF=1THEHHTH=17:ML=?
        IFOF=2THENMH=16:ML=2
```

```
301FIOP=3THEHMH=5:ML=1
390 IF口<32THEH410
35 IFOF=1 THEr|MH:=16:ML=S
40@ IF@F=2THEFMMH=1E:ML=11
405 IFOF=3THENH1H=3:ML=1
410 IFO<33THEH440
420 IFIF= 1 THEP|MH=17:MI_=3
425 I FDF=OTHEH\cdotNH=16:ML=4
430 IFOF=3THEH.NHH=7:ML=1
449 [|M年=" "
445 FDRMC=MHTIMLSTEF-2
```



```
460 RE*'T
465 F'RIHT"*gmm|lat
4PG FRIIHT":OM GONSTER: "; DM圭
45D LP=FF|F'(1D+D+RF')
490 FORTC=1TOWGO:NENT
F@C WS=F+FR(2+RF)
50 FM=FMF!Z+FP?
501FLFC=0THEH|F=0:GDTOE20
51 FOHEFFH+CF,1:IFFG%OTHEHFSS
```



```
3.3E FFIHT"TIITAL TFERGIIRE THIS IFME: ";ZF:FRIHT:FRIHT"FLF'TEP STATIJS: ";IL婁
SB ETOF
SG FRIHT":
```




```
『60 IFL示="与"THEHAF=LF-FM:FOKEPR,1S
8-G IFCま="K"THEHUF=LF-WS:FOKEPA, 11
S@0 [iOTOF%30
S0 FG=FS-2:FOHEFR+CA, 2:FS=PG+rIHTGRF,2;
600 GOTOGG0
```




```
640 IFPEEKOFH"=95THEHSG=FHP`2":50TO650
```



```
546 FETISFH
```



```
65S SF*&"="ENFPLSVMFOTOTCHEO"
650 SF車(3)="FARASESSFEKTLUN"
555 SP+(4)="BECHIJBILFLKTTELB":PT方=""
```



```
675 T2=FGC%MID&(SF&(SO),2.1)`-64
6E0 FOFGE=T1TO4STEF-T2
```



```
50 HET
```




```
700
D
710 RETUPEH
700 LL=PEEK(FFA+1):LG=1: GOSLIEB10
30 LL=PEEKCFF-1%:LS=-1: 50SUEB10
740 LL=PEEK(`FF+40):L9=40:50SUBG10
70 LL=FEEK(FFA-40):L9=-40: \ПGUEG10
60 LL=PEEK4PA-41):L9=-41: FOS11BE10
70 LL=PEEK(PA+41):L9=41: 50GLBB10
70 LL=FEEK <FA-39; LS=-3S: 50S|EG10
790 LL=FEEK!PA+39%:LS=3S: Tj@SUBE10
3010 FEETIURH
910 IFLL=160THEHLE=1%
320 IFLL=77THEFHLS=12
830 IFLL=13THEFHLE=LL
340 IFLL=90THEHLS=10
60 FDKEFA+LS+LA.LS
80 FETLIFH
100 PRIPNT"":STOF
1000 ',=53248: POKEV+21, 3:FOKEV+33,1:FOKE',+40,1
1095 FESTORE
1010 FOKE204O.17S:FOKEEE41,17S:LQ=LO+1:PRIHT"ONTMIEEUEL:":LG
|15 IFL0%9THENIL車="SIL'VEF"
```

```
1015 IFL0)2THENTLL="FOLD"
1017 IFLQ\4THEHDL&="FOWER"
1018 IFL0>6THENDL = "HERLING"
1019 IFLDSTHEHDL&m"MAIIK"
1020 POKEV,122:FOKEV+1,115:POKEV+2,170:POKEV+3,115
1030 FOKEV+2.3, 3:POKEN+29,3
1040 FORTC=OTOS2:RERDN:POKETC+11200. II NEXT
1050 FDRTC=OTO62:REFID:POKETC+11264,D:NEXT
1060 GETBC; : G9=FNR(15):PDKEV+40, S9:POKEV+39,S9
106% FORTC:=1TO100 :HENT : FOSLIR1460:OETBG%
1070 IFBC%=""THEN10E0
1080 FOKEN+21.0:RETURN
1100 DATA 240,30,198,72,32,170,58,64,146
1110 DATA 66,248,162,56,69,130,72,32,130
1120 IRTA 240,30,130,0,0,0,0,32,24,0,32,36
1130 DATA 0,32,34,0,32,62,0,62,34
1140 IATA 0.0.0.56,34,243,68.210.148
11#0 IATA 186, 62,144,162,94,241,186,66,146
1160 DATA 68,68,148,56, E8,24?
1170 DATA 24,133,143,36,133,144,66,196,160
1180 IATA 130,155,24,68,148,6.40,140,1
1190 IATA 15,140,62,0,0,0,62,50,0
1200 IATA 5, 34,0,6,60,0,8,40,0
1210 IATA 62,38,0,0,0,0,30,52,120
1220 DATA 145,0,4,145,0,4,21,32,120
1230 DATA 21,32,64,21,16,64,143,14,64
1231 DATA 0,0,0,0,97,51,100,20,177,25,0,0
1232 DATA 0,0,0,0,97,51,109,20,177,25,0,0
1233 DATA 0,0,0,0,97,51,100,20,177,25,0,0
1234 IATA 0,0,0,0,198,45,100,20,177,25,200,40
1235 IFITA 0,0,0,0,125,33,70,15, 227.22,0,0
1236 DATA 0.0.0,0,126,38,70,15,227.22,0,0
1237 DATA 0,0,0,0,126,38,70,15,227,22,0,0
1238 DATA 0,0,0,0,75,34, P0,15,227,22,141,30
1235 DATA 0,0,0,0,75,34,100,20,56,27,0.0
1240 DATA 0,0,0,0,75,34,100,20,56,27,0,0
1241 DATA 0.0.0,9,75,34,190,20,55,27,0,0
1242 IIRTA 0,0,0,0,126,38,100, 20,56,27,75,34
1243 DATA 53,19,177,25,94,32,53,19,177,25,94,32
1244 JATA 63,19,177,24,34,32,63,15,177,25,94,32
1245 DATA 63,15,177,25,94,32,63,19,177,25,94,32
1246 IATA 53,19,177,25,34,32,63,19,177,25,94,32
130日 SD=54272:PDKESD+24,7S:FOKESII+M,31:POKESD+5,251
1305 DIMM聿(3),D事(3)
1310 POKESD+12,31:FOKESD+13,2E1
1320 FOKESD+23,199:FOKESII+13,31:FOKESI+20,251
1350 RETIIRH
1340 MZ=MZ+1:IFMZCO0GTHEHRETIJRH
1390 IFK=0THENWZ=33:W\K=33:W'T=33
1360 IFK=1THENUZ=33:W%=2'1:W'%=123
1370 IFK=2THENWZ=21:W%=123:W'%=33
1380 IFK=3THENWZ=17:W次=12马:WY=21
1410 IFFO3THEHWZ=21:WN=21:W'T=?1
1420 FOKESI+5,WZ:FOKESIT11. WS:FOKESI+1日, W'r
1.42S FOKESN+1, FHFC120;
1426 FOKESI. FHRC120)
1427 FOKESI+8,FHR(120)
1428 FOKESI+7.FHF(120)
1429 FOKESN+15,FHR(12B)
1430 FOKESTI+14,FHP(120)
143S FOKESII+22,FHF(120)
1446 FOKESI+S,0:POKESD+11,G:FOKESSI+18,0
14gO FETURH
1460 SI=54272:RESTORE:FORTC=1TO12G:RERDI:HENT
1470 FORTC=1TO2S
1480 READIDE.D1. I4, I13.D6. IIF
14ES FOKESI+1, II:FOKESI, IE:FOKESINQ,D3:FOKESI+7, I4
1486 FOKESIN+1S. IS:FOHESN+14, IN
14ET FOKESD+4,33:FGKESD+11,33:FOKESN+18,33
14EG FOKESD+22,234
1490 FOIFHL=1TO15GG WENT
```

```
17G日 FNHESI+4,3&:FDHESI-11.32:FOKESI+1B.32
150% HENT
150E FOFH&=1TO2gB:HEXT
1310 FOFESD+4,0:FOKESD+11,G:FOKESI+1B,0
1520 FETIFH
```





```
S0RS FETIUFH
```





```
5g@G FETUFH
```





```
Fg1马 FET|FTM
```





```
FglS FETIJFN
```





```
5023 FEETUFH
```





```
502G FETURH
```





```
5033 FETIUFH
```





```
mgSG FETUFH4
```





```
5043 FETURH
```





```
504S FETUFH
```





```
EG53 FET!IFH
```





```
FWGG FETIIRH
```





```
50G3 FETIJRH
```


## APPENDIX

## DESCRIPTION OF CONTROL CODES IN QUOTE MODE －UPPER CASE

## CuFsDe mintrols：


＂䀳＂．－．．．EUFSOF FITGHT
＂コ＂－－cufenf UF



FUHETIUH KETS：
＂

＂㽗＂－… F
＂ $\mathrm{m}^{2}$＂－．．．．．F4
＂1胃＂－－．．．．F 5
＂

＂$\quad$＂
colore comandis：
＂
＂：－－－．－MITE
＂M＂－．．．．．FET


＂期＂…… GEEEN
＂留＂－－… BLUE



＂W＂－－－－LISHT RED
＂可＂－－－DFFK GRE＇r
＂：id＂－－－METHIM GEET
＂W＂－－．．．LIEHT GREEN
＂M＂…… LITHT BLUE
＂\＃B＂－．．－LITHT ERET＇

＂（\＃＂－－－REVEREE OFF

## DESCRIPTION OF CONTROL CODES IN QUOTE MODE －LOWER CASE

```
Cum=0% mortrmol=:
```









```
"#" -...-w f1
"リ"*********
"趴" ..........
"!日" --wow f"4
```




```
"淠"--...*"学
"㬓" ........6
```

colom commands:
"
" (n"- white
"が - - -meg
"製" -..." Enan
"园"--wpuple

"垛" -- blue
"*" --- wallow
" Hl "-- omancm
".an" -- brown
" ${ }^{\text {d }}$ "- - - light red
"贝1" -- dark ares

"喘" - - - lisht arear
"唯" ---" lisht blue


"

NOTES

NOTES

## PERSONAL COMPUTERS

The era of low－cost，worthwhile home computing has arrived！The 20 original programs in USING THE COMMODORE 64 IN THE HOME
－will bring the excitement and utility of the computer to all areas of the home：The programs in this book－both useful and enter－ taining－will
automate checkbook keeping
make sense out of getting and paying loans
track the family＇s nutrition
make math，geography，and English fun
let you be a wildife warden
track pirates and arsonists
fly a plané
invade a demon＇s lair
conduct a computer orohestra
and much，much more！
These programs will astonish you with the sight and sound capabil－ ities of the Commodore 64．And all the programs in USING THE COMMODORE 64 IN THE HOME are designed to be entered into the computer directly through the keyboard，without any additional tape or disk equipment．They＇re easy to run，foolproof，useful，and fun． There＇s no better way to get the most from the Commodore 64 computer．

