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## Preface

Whether you program the CBM 64 in BASIC or machine code, an understanding of how the BASIC interpreter works is incalculable in any advanced programming. This book delves into the way the interpreter works and should be used in conjunction with Volume 1 of this series, The Commodore 64 ROMs Revealed, when using the interpreter routines within a machine code program.

Knowing how the interpreter operates enables one to perform many interesting functions, probably the most exciting of which is the extension of BASIC with the addition of extra commands, keywords and functions. This book shows exactly how to extend BASIC and includes a package of machine code routines which add over thirty extra commands and functions which enormously improve the power of BASIC. It should be noted that a further set of extended BASIC commands for graphics and sound are contained in Volume 3, Advanced Commodore 64 Graphics and Sound.
This book is the product of many years working on Commodore machines, and I am confident that it provides the most complete, interesting and useful information available from any source. All serious programmers should find this an invaluable and constant reference book.

## Chapter One <br> Memory Utilisation by BASIC

### 1.1 Memory usage



Fig. 1.1. Commodore 64 memory architecture map.

The $651 \emptyset$ microprocessor used in the CBM 64 is capable of addressing up to 65536 bytes of memory. The 64 actually has more memory than this - a total of nearly 88 K - and this is accessible by a method known as bank switching. The 64 K addressable area of memory is divided into blocks, each having its own function. In the normal memory configuration all 64 K of available memory space is allocated to ROM (containing the system software) or RAM memory for storage of variables and programs, and I/O to control the system input and output devices. This division of memory space into blocks is shown in Fig. 1.1, and an understanding of the function of each block is essential if full use is to be made of the CBM 64. The following is a description of each of the memory divisions.
(1) Processor register - hex $\$ \phi \emptyset, \$ \emptyset 1$ - decimal $\emptyset, 1$. These two memory locations are the two I/O port control registers on the $651 \emptyset$ microprocessor chip. Address $\emptyset$ is the data direction port. Any bit set to one will define its corresponding I/O line as an output; a zero will define it as an input. The normal value of the data direction port is binary $\emptyset \emptyset 1 \phi 1111$ (three input lines and five output lines). The data direction port should, in general, never be changed since these I/O lines are used to define the 64 system architecture. Location 1 is the associated input/output port. In the normal system configuration this location contains, in binary, $\emptyset \emptyset 11 \emptyset 111$. The function of each of these lines is as follows:

| Line | Input/output | State | Function |
| :--- | :---: | :--- | :--- |
| $\emptyset$ | output | high | LORAM $(\phi=$ switch Basic ROM out $)$ |
| 1 | output | high | HIRAM $(\emptyset=$ switch kernal ROM out $)$ |
| 2 | output | high | CHAREN $(\emptyset=$ switch character ROM in $)$ |
| 3 | output | low | cassette write line |
| 4 | input | high | cassette sense switch $(\emptyset=$ switch down $)$ <br> 5 |
| output | high | cassette motor control $(\emptyset=$ on, $1=$ off $)$ |  |
| 6 | input | low | undefined <br> 7 |
| input | low | undefined |  |

(2) System variable workspace - hex $\$ \emptyset \emptyset \emptyset 2$ to $\$ \emptyset 3 F F$ - decimal 2 to $1 \emptyset 23$. This area of RAM memory is used to store system variables, buffers, jump vectors and the processor stack. The contents of this area are shown in Table 1.1 on pages $24-28$. This table shows not only the location, power up contents and function of each location but also shows how putting different values into certain locations can be used to obtain a range of different effects.
(3) Screen RAM - hex $\$ \emptyset 4 \emptyset \emptyset$ to $\$ \emptyset 7 \mathrm{FF}$ - decimal $1 \emptyset 24$ to $2 \emptyset 47$. This area is used to store the ASCII character codes of the characters displayed on the screen. Each memory location corresponds to a character location on the screen. The locations $\$ \emptyset 7 \mathrm{~F} 8$ to $\$ \emptyset 7 \mathrm{FF}$ (decimal $2 \emptyset 4 \emptyset$ to $2 \emptyset 47$ ) are used as the sprite definition pointers.
(4) User RAM area - hex $\$ \emptyset 8 \emptyset \emptyset$ to $\$ 9 F F F$ - decimal $2 \emptyset 48$ to $4 \emptyset 959$. This area of memory is used to store programs, data, etc.
(5) Basic interpreter ROM - hex $\$ A \emptyset \emptyset \emptyset$ to $\$ B F F F$ - decimal $4 \emptyset 96 \emptyset$ to 49151. The interpreter translates the high level Basic program, step by step, into a series of machine code routines, performing the functions required to execute each command. These routines can be used by other machine code programs; this is dealt with in Chapter 3. A complete annotated listing of the Basic interpreter is contained in The Commodore 64 ROMs Revealed in this series.
(6) Free machine code programming RAM - hex \$C $\emptyset \emptyset \emptyset$ to \$CFFF - decimal 49152 to 53247 . A 4 K block of memory which is not used by Basic and therefore is safe from use by Basic variables and can thus be used to store machine code programs or data.
(7) Video interface controller chip - hex $\$ \mathrm{D} \emptyset \emptyset \emptyset$ to $\$ \mathrm{D} 3 \mathrm{FF}$ - decimal 53248 to 54271 . This chip uses the first 47 locations of this 1 K block (all other locations are unusable). The VIC chip controls the video display, utilising the screen RAM and colour nibble RAM. A full explanation of the function and operation of this chip is given in The Commodore 64 Kernal and Hardware Revealed in this series.
(8) Sound interface device - hex \$D4 0 to \$D7FF - decimal 54272 to 55295. This uses the first 29 locations of this 1 K block (all other locations are unusable). The SID chip controls the sound generation of the Commodore 64. A full explanation of the operation of this chip is given in The Commodore 64 Kernal and Hardware Revealed.
(9) Colour nibble memory - hex \$D8 $\quad$ ( to \$DBFF - decimal 55296 to 56319. This 1 K block of memory parallels the screen memory and is used to store the character colour. It should be noted that this area of memory is only 4 bits wide (normal memory is 8 bits wide).
(1申) Complex interface adaptor chip \#1 - hex \$DC $\emptyset$ to \$DDFF - decimal $5632 \emptyset$ to 56831 . There are two of these I/O devices. The first is the keyboard controller device and is connected to the IRQ line; the second controls the serial I/O ports and provides for the user port. It is connected to the NMI line. Further detailed information on these devices is given in The Commodore 64 Kernal and Hardware Revealed.
(11) Basic ROM extension - hex \$E $\emptyset \emptyset \emptyset$ to $\$ E 4 F F$ - decimal 57344 to 58623.

This area contains the last section of the Basic interpreter software.
(12) Kernal ROM - hex \$E5 $\emptyset$ to \$FFFF - decimal 58624 to 65535 . The operating system controls the functioning of the Commodore 64 system, such as initialisation on power up, communications with peripheral devices, screen display and editing, etc. The operating system normally works in conjunction with the Basic interpreter, but the routines within it can be used by any machine code program requiring the operating system functions. A complete annotated listing of the kernal is given in The Commodore 64 ROMs Revealed in this
series, and further information on using these routines is given in The Commodore 64 Kernal and Hardware Revealed.

### 1.2 Program storage

### 1.2.1 The input of a program line

When a program line is entered on the keyboard it is first written into the keyboard buffer. The keyboard buffer is a ten byte block of memory which is used to store keyboard entries temporarily as a first in first out buffer; this is necessary to ensure that no keyboard entries are lost as a result of the system being busy. The operating system routine which enters characters into the keyboard buffer is located at \$EA87 and is called by the 60 cycle per second keyboard scanning interrupt.

The keyboard scanning routine takes any keypress, converts it to the correct ASCII code and stores it in the keyboard buffer. If the keyboard buffer is filled, then any further keypresses are ignored until characters are removed by the routine at $\$ 55 C D$. The routine to remove characters from the keyboard buffer is called either by one of the routines requesting an input from keyboard or by the main warm start routine via the line input routine. The routine to remove characters from the keyboard buffer first blinks the cursor, then removes a character (if there are any) from the keyboard buffer, and in so doing moves all characters in the keyboard buffer down. It then checks that the key pressed was neither the RUN/STOP key nor the RETURN key; if it is neither of these then the character is displayed on the screen. This process is continued until a RETURN key is found, whereupon the line displayed upon the screen is copied into the Basic input buffer.

The Basic input buffer is a block of memory 88 bytes long which is used to store a Basic line when first input, whether it is a program line or a direct mode command. When the warm start routine finds an entry in this buffer with its associated pointers it checks whether the first character in the buffer is a numeric character. If it is numeric then the line is crunched (this converts any Basic keywords into tokens) and then either a line insert or line delete is performed. If the first character is not numeric then the line is crunched and executed, the control jumps to the error checking routine and READY is printed on the screen. After completing either operation the warm start routine returns to get another input.

A flow diagram of the complete character and program line input procedure is shown in Fig. 1.2 on pages 5 and 6.

### 1.2.2 The tokenised BASIC command

The program line stored in the Basic input buffer is compressed and formatted by the crunch routine. The compression converts each variable length Basic keyword command into a single byte token. The purpose of this is principally to reduce the amount of memory required to store a program, therefore allowing longer programs to be run. Each program line is thus stored in a specific format
using the compressed Basic commands. Hence the command PRINT, instead of being stored as five ASCII characters, is stored in a single byte as the decimal value 152. When a program is listed the text compression process is reversed; as far as the user is concerned the program is stored in the same form as it was written.

The following is an example of a tokenised Basic line:

| Input | IF | INT | $($ | A | $)$ | $>$ | 5 | THEN | PRINT | TAB | X |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| ) |  |  |  |  |  |  |  |  |  |  |  |
| Tokenised | $8 B$ | $B 5$ | 28 | 41 | 29 | $3 E$ | 35 | A7 | 99 | A3 | 58 |
| 29 |  |  |  |  |  |  |  |  |  |  |  |

One useful result of text compression, which is well known to most programmers, is the shorthand way of writing Basic commands either in program or direct mode. The rule is that any character in the keyword, except the first or last, can be shifted to terminate that word. A table of all the Basic keywords and their associated tokens is given in Table 1.2 on pages 28-29.

The token value given to a Basic command is a pointer to a table of reserved command words located between \$A $\$ 9 \mathrm{E}$ and \$A19D and a table of start addresses of Basic commands located at $\$ A \emptyset \emptyset \mathrm{C}$ to $\$ A \emptyset 8 \emptyset$. By subtracting 127 from the token value the number of the word in that table can be obtained. The table of reserved commands is used when the commands are crunched. The crunching routine simply scans down the table looking for a word match and counts the number of words tested to obtain the token value. The list routine does the reverse; it scans past the number of words in the table indicated by the token value, then copies the command word into the buffer. The table of execution addresses is used when the command is executed to provide the jump address to the routine which performs that command.

The storage of a program as tokens means that the actual keywords used in a program can be changed without affecting the program's execution. The keywords can be changed by copying the Basic interpreter into RAM and then changing the keyword tables at the start of the interpreter. This will not alter the operation of a Basic program; it will simply change the way it is entered and listed.

### 1.2.3 Program storage format

Having converted the Basic command into a single byte token the program line is stored together with the line number and a link address at a location just above that of the last line entered. Assuming it is the first line of the program being entered, it will be entered into the following memory locations using this format:
$\$ \emptyset 8 \emptyset \emptyset-2 \emptyset 48$ - contents $\emptyset$
$\$ \emptyset 8 \emptyset 1-2 \emptyset 49$ - link address lsb (points to starting location of next line)
\$ $\$ 8$ - $2-2 \emptyset 5 \emptyset$ - link address msb
$\$ \emptyset 8 \emptyset 3-2 \emptyset 51$ - line number lsb
$\$ \emptyset 8 \emptyset 4-2 \emptyset 52$ - line number msb
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Fig. 1.2. Flow diagram of interpreter BASIC line input.


Fig. 1.2. cont.
$\$ \$ 805-2053$ - start of compressed Basic text; the number of bytes occupied is variable
$\$ \emptyset 8 \mathrm{xx}-2 \mathrm{xxx}$ - end of line flagged by $\emptyset$
A Basic program is stored as a series of blocks, each of variable length and representing one line in the program. Each block has a fixed format and all blocks are connected via a link in a sequential list structure. Each line in a program is stored in memory in the correct position dictated by the magnitude of its line number, thus it will be the line with the lowest line number which is stored at the bottom of memory - $2 \emptyset 49$ up. When a new line is added to a program it is inserted at the correct position and all lines above it are moved up in memory by the size of the inserted line and the links reconnected. The line number is stored in bytes 3 and 4 of a block in a 16 bit binary format. When a program is being run, the current line number being executed is stored in locations $\$ 39, \$ 3 \mathrm{~A}$. A direct mode of operation is indicated when the contents of location $\$ 3 \mathrm{~A}$ contain the value $\$$ FF. The last byte of every block of program line is flagged by a byte, the contents of which is zero. The structure of a program is shown in Fig. 1.3.

The double byte link address which points to the start of the next program


Fig. 1.3. Program line linkage.
line is stored as the first two bytes of a program line block. When lines are added or deleted these link addresses are all recalculated in a re-chaining process. The link address of the last line of the program points not to another line but to two bytes, the contents of which are zero. This forms a link address to zero. It should be noted that when a NEW command is executed it does not erase the whole contents of memory but simply sets the link address of the first line to zero. By reconstructing this link address the program can be restored after a NEW command. Changing link addresses can also be used to hide program lines as part of a security technique or to store machine code subroutines or data.

### 1.2.4 Using a knowledge of program storage

Having a knowledge of the way a program is stored allows one to perform modifications to program lines. This can be useful in many ways. Examples of the kind of application are line renumbering, an auto line number generator, program compactors, and many others. A line renumbering routine is quite
simple，entailing finding the line number of each program line and changing it to the new number．An example of a Basic program to do this is shown in Program 1．This program is designed to be appended to the top of a program and can then be run with a RUN $61 \emptyset \emptyset \emptyset$ ．It should be noted，however，that although this routine will renumber the line numbers it will not renumber jump and branch addresses．For a full renumber routine in machine code which renumbers everything see Chapter 5.


```
61010 IHFLIT"STRRT LINE,END LINE ,INC";S,E,I
61G20 INFUT"NEWW STRRT LINE";N
61030 C=256
61040 L=PEEK(43)+FEEK(44)㐘C
61550 H=L
61060 H=FEEK(&+2)+FEEK(A+3)絭C
6107@ L=PEEK(A)+PEEK (H+1)*C
61080 IFL=0 THENEND
61090 IFHKS THEN61050
61100 IFH\E DR H. =32767 THENEND
61110 POKER+2,N ANII 255
61120 FOKEA+3,N/255
61130 N=N+I
611509 GOTOE1056
Program 1.
```

An auto line numbering program is shown in Program 2．Like renumber，this is intended to be appended at the top of a program，and should be entered before starting to write the program．When this program is run it prints the line number on the screen．You then type in the desired program line，and on pressing return the program forces the input line into the low line number part of the program before placing a new line number on the screen．The program line is entered into the program using a special technique which allows program lines to be entered from within a running Basic program．This technique uses the keyboard buffer into which two carriage return characters are poked，the buffer length pointer being set to two characters．The first of these carriage returns fools the interpreter into accepting the line，as entered，and inserts it into the program， taking care of the correct chaining and tokenisation．The second carriage return performs a forced jump and auto run in direct mode to restart the auto line numbering program with the GOTO61040 printed on the screen following the entered line．A much more efficient auto line numbering routine written in machine code is given in Chapter 5 as part of the Basic aid package．

```
61094 REM 絭束 RUTO LINE HUHBER 粬
61010 INFUT"STARTING LINE NUMBER, INCREMENT":B,L
6 1 0 2 0 ~ P R I N T " N E I E \| " ' 0
61030 POKES30,L:GOTO51060
61049 B=FEEK (828)*256+FEEK(829)
61050 L=PEEK(830)
61055 FRINT".'] "
61060 PRINT" T]
6 1 0 7 0 ~ P F I N T B ;
G1080 OFEN1,G:INPUT#1,F$:FRINT:CLOSE1
61090 PRINT"G0T061G40.7T]";
61109 FOKE198.2:POKE631,13:FOKE632,13
6 1 1 1 0 ~ E = B + L
61129 FOKE823, INT(B,256)
611.2a POKKE23, E-INT(B/256)*256:ENJI
```

The program compactor in Program 3 uses several different techniques to remove all REM statements．This will speed up both execution time and tape loading time as well as reducing the amount of memory required．As with the preceding two routines it is designed to be appended temporarily to the top of the program．It locaies lines containing a REM command token and then removes all following characters by first replacing them with space characters． The line is then displayed on the screen and the terminating spaces removed by using the auto line entry procedure used in Program 2．This procedure removes the spaces and re－chains the program，having moved it all down in memory． Chapter 5 contains a full program compactor routine in machine code which is much more efficient．


```
61010 L=FEEK(43)+PEEK(44)*256
61020 GOTOE1040
61030 L=FEEK(828)+PEEK(829)粦256
51040 N=PEEK\L)+FEEK(L+1)*256
61050 IFL=6THENEND
61060 L=L+4:P=L
61070 Q=PEEK(L)
61080 IFQ=QTHENL =H:GOTO61040
61090 IFQ=34THEN62000
61100 IFQ=143THEN62500
61110 L=L+1
61120 G0T061070
62001 L=L+1
62010 Q=PEEK(L)
62020 IFQ=8THENL=N:GOTO61040
62030 IFQ=34THEN61110
62040 G0T062000
62500 IFL=PTHENPGKEL,5%:GOT062540
62510 IFL =P+1THEN 625:30
62520 IFPEEK (L-1)=58THENSOKEL-1,32
62530 POKEL, 32
62540 L=L+1
62550 IFFEEK (L)=0THEN62570
62560 GOTOG2530
62570 PRINT""I昨IST";PEEK(P-2)+PEEK(P-1)京256
62580 FRINT"目 ";
62590 FRINT"'
626010 PRINT"RIRISOTO 61036%";
62610 FOKES28,P-4 FIND255
62620 POKE829, (P-4)/256
62630 FOKE198,3:FOKE631,13:FOKE632,13:FOKE633,13
62640 ENI
```

Program 3.
The above are just three of the many possible ways in which an understanding of the way a program is stored can be useful．

## 1．3 Data storage

The entire area of memory between $\$ \emptyset 8 \emptyset \emptyset$ and $\$ A \emptyset \emptyset \emptyset$ not used for program storage is available for data storage．In addition data can be stored within a program either as DATA statements or defined variables，or directly poked into the 4 K block of memory from $\$ C \phi \emptyset \emptyset$ to $\$ C F F F$ ．

### 1.3.1 DATA statements

The simplest form of data storage is using data statements. The data in a data statement is stored as ASCII characters on a data statement line within a program. The data is accessed by the program using the READ command. However, data storage in data statements can be added to or changed only by adding or amending program lines in the direct mode. Though the routine in Program 4 can be used to add DATA statements to a program while it is running, this is done by printing the line number followed by DATA and the string or value on the screen, and using the keyboard buffer to force a carriage return and thereby add the line to the program. It should be noted that this procedure will delete all variables and pointers currently used by the program. Another limitation is that data can be accessed from data statements only in a serial mode. This means that to find one particular item the whole table of data must be read. The pointer to the current data statement is stored in locations $\$ 41, \$ 42$ and the data statement line number is stored in locations $\$ 3 \mathrm{~F}, \$ 4 \emptyset$. Manipulation of the contents of these locations provides a means of overcoming this serial access limitation (see the RESTORE command in Chapter 4).


```
61010 INFUT"STARTING LINE NUMBER, INCREMENT";B,L
61020 PRINT"垍级"
61030 POKES30,L:GOTOS1060
61040 B=PEEK (B28)*256+FEEK(829)
61050 L=PEEK (830)
61055 PRINT".7 "
61060 FRINT", "RMOT, . T""
61070 FRINTB; "RMINTA":
61080 OPEN1, O:INFUT#1,F$:FRINT:CLOSE1
61696 FRINT"GOTO61Q4BTITM";
61100 POKE198,2:FOKE631,13:FOKES32,13
61118 B=B+L
61129 FOKEE2B,INT (Br256)
61130 P%%E82G,F-5HT(F)256)*256:END
    Program 4.
```


### 1.3.2 Types of variables

Data not stored within the program is stored in an area of memory above the Basic text area as variables. Variables can be divided into two groups. Simple variables are of the kind used in the following statement:

LET $X=67$
where X is a simple variable. Array variables are defined by a DIM statement and contain more than one value. The number of values is determined by the number of elements in the DIM statement. For both groups of variables there are three types of data - real or floating point numbers, integer numbers and character or string variables where words are stored rather than numbers. The interpreter differentiates between different types of variable by testing the character immediately following the variable name. Thus a variable name followed by a ' $\$$ ' denotes that it is a string variable, a ' $\%$ ' denotes an integer variable, and if neither of these characters is present, then the variable is a floating point value. If the character following the variable type determinating
character is a '(' then this denotes that the variable is an array element. Variable names are thus subject to the following rules:
(1) The first character must be alphabetic.
(2) The second character can be either alphabetic or numeric.
(3) Any further alphanumeric characters are valid but are ignored by the interpreter, thus variable name ABCDE is, as far as the processor is concerned, identical to variable name ABXYZ. Variable names have a practical upper limit on size of $8 \emptyset$ characters minus the length of the variable plus one. Long variable names are really only of use to aid comprehension of a program, and since they slow down program execution time should be limited in the final running version. It should be noted that the variable name must never be a reserved Basic word or contain within it a reserved Basic word. Thus a variable called PRINT would be invalid, as would a variable called SPRINT; either of these will give a Syntax error.
(4) The next character after the variable name denotes the variable type; ' $\$$ ' = string and ' $\%$ ' = integer; default is floating point.
(5) If the next character is a '(' then this denotes a subscripted array variable.
(6) If the variable is an array variable then the following values denote the position of the variable within the array.

One useful function when writing a Basic program is to be able to display all variables currently being used and their contents. This is performed by the variable dump routine in Chapter 5.

### 1.3.3 Simple variables

Simple variables of whatever data type are stored immediately above the Basic program storage area, and start at an address pointed to by the contents of locations \$2D, \$2E. The amount of memory used to store these variables depends on the number of variables used in the program. Each variable occupies seven bytes of memory, and the top of variables storage area where the next variable may be stored is pointed to by the address in locations $\$ 2 \mathrm{D}, \$ 2 \mathrm{E}$.

For all types of simple variables the first two bytes contain the variable name, the high bit of either byte being used to flag the variable type thus giving four variable types. Examples are:

| Variable <br> name | Variable <br> name storage | Variable type |  |
| :--- | ---: | ---: | :--- |
| AA | 65 | 65 | floating point |
| AA\% | 193 | 193 | integer |
| AA\$ | 65 | 193 | string |
| FN(AA) | 193 | 65 | function definition |

Of these four types of variable the first two include the variable value within the seven bytes of the variable, and the last two contain pointers to the variable position in memory (and in the case of a function definition also to the definition). When the program is run and a variable name encountered, the table of variables is sequentially searched for the required variable. If the variable is found then its value is retrieved, otherwise it is added to the end of the variable table. Since each variable occupies the same memory space - seven bytes - the scanning of the variable table is done quite rapidly. However, if speed is important it is a good idea to define all variables required by a speed sensitive portion of the program at the beginning. This will set them up at the start of the variable table and therefore speed up access.

The contents and format of the last five bytes of each variable are different for each variable type. These are shown in Fig. 1.4. The format used to store floating point and integer values is covered in detail in Chapter 2. The pointer used by string variables is a 16 bit address of the start of the string in memory. This can be any RAM memory location, either within the Basic program or from the area of memory at the top of RAM where Basic stores all calculated strings. Byte three of the string variable contains the length of the string. The string, when accessed, is thus fetched from the string pointer location up for the number of bytes indicated by the string length. The format of a function definition variable is different in that it contains two pointers. The first pointer is to the actual definition which is contained within the Basic program. It points to the character following the equals sign in the definition. The second pointer is to the variable used in the definition. This points to the exponent of the variable which is stored in normal floating point format.

Basic will allow variables to be retained when one program is loaded from another, provided the second program is shorter than the first. This could create problems since some strings and all functions have pointers to data within the Basic program. With a new program these pointers will no longer point to correct values and will therefore in most cases give rise to a Syntax error message.

### 1.3.4 Array variables

The storage of array variables is considerably more complex than that of simple variables. Arrays are stored immediately above the top of the simple variables storage area and their beginning is pointed to by locations $\$ 2 \mathrm{~F}, \$ 3 \emptyset$. The end of the array storage area is pointed to by locations $\$ 31, \$ 32$. It should be noted that adding an extra variable to the simple variable table necessitates moving all array variables up seven bytes in memory, a process which considerably slows down program execution time, and is another reason why it is desirable always to define all simple variables at the start of a program.

Unlike simple variables the three different types of array variables (floating point, integer and string) all use different amounts of memory. However, their general organisation is very similar. All arrays consist of a header followed by a string of variables. The first two bytes of the header contain the array name and use the same convention as simple variables to determine the array variable type (i.e. a setting of bit seven of either character). This is followed by a two byte
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Fig. 1.4. Storage of BASIC simple variables in memory.
length of the full array entry. The next byte contains the number of dimensions in the array. This is followed by a number of two byte values each containing the value of the dimension, starting with the dimension number mentioned in byte five of the header and descending to dimension zero. This header is then followed by the data. An example of a typical header is as follows:

Array AB $(5,1 \emptyset, 2)$

Bytes \＃Contents Function

|  |  |  |
| :---: | ---: | :--- |
| 1 | 65 | first byte of array name（ASCII A） |
| 2 | 66 | second byte of array name（ASCII B） |
| 3 | 233 | high byte of array length |
| 4 | 3 | high byte of array length（1 $\emptyset \emptyset 1$ bytes） |
| 5 | 3 | number of dimensions |
| 6 | $\emptyset$ | high byte of number of elements in dimension 2 |
| 7 | 3 | low byte of number of elements in dimension 2 |
| 8 | $\emptyset$ | high byte of number of elements in dimension 1 |
| 9 | 11 | low byte of number of elements in dimension 1 |
| $1 \emptyset$ | $\emptyset$ | high byte of number of elements in dimension $\emptyset$ |
| 11 | 6 | low byte of number of elements in dimension $\emptyset$ |
| $12-1 \emptyset \emptyset 1$ | x | 99ф bytes of array data in blocks of 5 bytes（these are |
|  |  | all floating point variables） |

Note：If the array was an integer array then byte \＃1 would be 193 and byte \＃2 194；if a string array then byte \＃2 would be 194.

Data is stored more efficiently in arrays than in simple variables．Whereas simple variables all occupy seven bytes of memory，array variables occupy five bytes for a floating point variable，two bytes for integers，and three bytes for strings．The format of the number in numerical variables is identical to that of simple variables and is covered in detail in Chapter 4．The three byte string variables consist of a length value in byte one and a two byte pointer to the location of the string in memory．The format of storage of array variables and the array header is shown in Fig．1．5．

It is quite easy to calculate the amount of memory required by a given array． This is the same value as that stored in bytes three and four of the header． Program 5 can be used：

```
5 FOKE5.3281.14
? F'RINT" E"IaINE]"
10 INFUT"NUMBER OF DIMENSIOHS IN ARRRY";州
15 E=1:PRIHT
20. FORQ=1TON
30 PRINT"HUMBER OF ELEMENTS IN DIMENSION ";Q
35 IH&PUT"回"; I:PRINT"和"
40 I=I+1:E=E桼I
5 0 ~ N E X T Q ~
60 FRINT"即'RRIABLE T''FE - S,F,I ";
70 GETA$: IFH末=""THENTO
80 IFA$="S"THENA=3:FRINT"STRING":GOTO12G
90 IFR$="F"THEFA=5:PRINT"FLUHTIHO FOINT":GOTU120
100 IFA$="I"THENF=2:FRIHT"INTEGEF"":GOTO1こG
11G GOTOTG
```



```
130 FRINT",則MEMURY REQUIRED EY FRRF'' IS"; X; "BYTES"
```
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String Length


Fig. 1.5. Storage of array variables in memory.

All the variables within an array are held in a strictly defined order．This is best demonstrated in the following example，for an array $\mathrm{A}(3,2)$ ．

| Variable \＃ | Array element |
| :---: | :---: |
| 1 | $\mathrm{~A}(\emptyset, \emptyset)$ |
| 2 | $\mathrm{~A}(1, \emptyset)$ |
| 3 | $\mathrm{~A}(2, \emptyset)$ |
| 4 | $\mathrm{~A}(1, \phi)$ |
| 5 | $\mathrm{~A}(\emptyset, 1)$ |
| 6 | $\mathrm{~A}(1,1)$ |
| 7 | $\mathrm{~A}(2,1)$ |
| 8 | $\mathrm{~A}(3,1)$ |
| 9 | $\mathrm{~A}(\emptyset, 2)$ |
| $1 \emptyset$ | $\mathrm{~A}(1,2)$ |
| 11 | $\mathrm{~A}(2,2)$ |
| 12 | $\mathrm{~A}(3,2)$ |

As can be seen from this table the first dimension is rotated first，followed by the second，then the third and so on．Thus if there were a third dimension to the above example then element 1 in the third dimension would be accessed between variables 13 and 24．The position of any variable within the array storage area can be determined using the routine in Program 6.

```
10 FEM 涼 ARRAY ELEMENT RUIRESS 楼
20 FOKE532@1,14
30 INFUT" =MIRIBIRHRF'HY'T'TFE - S F I ":A $
40 IFF $="S"THENL=3:FRINTT"RGTRING":GOTUEQ
5 0 ~ I F A \$ = " F " T H E N L = 5 : F R I H T " N F L O H T I N G ~ F O I N T " : G O T O S 0 ~
60 IFA$="I"THENL=2:PRINT"NINTEGER":GOTO80
P0 GOT030
B0 INFUT"盰UMBER OF IIMENSIONS";N
90 IIMDS(N),EN(N)
100 FORI=1 TON
110 FRINT"因 NUMBER OF ELEMENTS IN IIMENSIOHV"; I
120 INPUTDS(I)
130 IFDS<I \<OTHEN116
140 NEXT
150 T=0
160 FORI=1 TOH
176 PRINT"@ ELEMENT NU|MER ";I
180 INFUTEN(I)
190 IFEH(I)<0OREN(I)>DS(I)THEN1>0
200 NEXT
210 IE(B)=0
220 FORI=1 TON
230 T1=1
240 FORQ=0TOI-1
250 T1=T1** DS(Q)+1)
260 NEXT
270 T=T+T1*EN(I)
280 HEXT
290 T=T検+5+N㐘2
290 FRINT"RI质ELEMENT OFF SET FROM STRRT OF FRRAY"
310 PRINTT

To determine the exact position within memory the value obtained from Program 6 must be added to the memory address of the start of the array. If this is the first array then this address is stored in double byte format in locations \(\$ 2 \mathrm{~F}, \$ 3 \emptyset\). If it is not the first array then the size of all preceding arrays must be calculated and added to the start of array storage address.

\subsection*{1.4 Using BASIC variables within machine code routines}

Where machine code subroutines are called from a Basic program it is sometimes useful to pass parameters and data using existing Basic variables. Other machine code routines such as a sort would be specifically designed to manipulate Basic variables and arrays. If simple variables are used to pass parameters or data then they should be set up as the first variables within the variable table. This means that the first program line defines them using dummy values. These variables are easily accessed using the start of variable pointer and adding this to the index to variable pointer multiplied by seven. This will point to the first byte of the variable name which can then be verified and the data utilised using the routines within the interpreter to handle floating point values.

Array data can be accessed using the method employed in Programs 5 and 6. An example of such an application would be using an integer array to store a screen display, using the high byte to store the character and the low byte the colour. Such an array would use no more memory than storing it in memory using poke commands, but would be faster and allow interesting manipulation from Basic. If string arrays are to be sorted then this can be easily achieved by simply swapping the pointers stored in the array (see Chapter 5 for an example of this).

\subsection*{1.5 Interpreter routines to handle variables}

The interpreter contains many different routines to handle and manipulate variables; some useful ones are detailed in the rest of this section. Before using any of these or other variable handling routines within your own machine code programs, it is highly advisable to study the documented source code for all these interpreter routines which is contained in The Commodore 64 ROMs Revealed in this series. For routines handling variable input/output and manipulation see the relevant keywords in Chapter 3.

\subsection*{1.5.1 Some useful routines}

Routine: Search for variable
Entry point: \$BØ8B
Function: The first function of this routine is to validate the variable name. The first character must be alphabetic though the second can be either alpha or
numeric. The variable type is also determined and the flag in \(\$ \emptyset \mathrm{D}\) is set accordingly. If the variable is numeric then \(\$ \phi \mathrm{D}=\$ \phi \emptyset\) and if it is string \(=\$ F F\). The numeric type flag in \(\$ \emptyset \mathrm{E}\) is also set to \(\$ \emptyset \emptyset\) if it is a floating point and to \(\$ 8 \emptyset\) if it is integer. If the variable name is followed by a left bracket then the routine branches to \$B1D1 which finds or makes an array. The variable name is stored in locations \(\$ 45, \$ 46\). Having verified the variable name and determined the type the routine searches for the variable in the section of memory allocated to variable storage. If found then the variable address pointer is returned in \(\$ 5 \mathrm{~F}\) and \(\$ 6 \emptyset\). If the variable is not found then the routine branches to \(\$\) B11D where a new variable is created.

\section*{Input parameters:}
\(\$ 45\) - first character in variable name
\(\$ 46\) - second character in variable name
Output parameters.
\(\$ \emptyset \mathrm{D}\) - variable type flag
\(\$ \emptyset \mathrm{E}\) - numeric type flag
\(\$ 5 \mathrm{~F}\) - 1 sb of address of variable
\(\$ 6 \emptyset\) - msb of address of variable
Note: The values must conform to the variable type flag convention covered earlier in this chapter.
Error messages: Syntax error - if the first character of the variable name is not alphabetic

Example use: To find the location of variable \(\mathrm{AB} \$\).
LDA \#\$41 ;ASCII code for first variable name character
STA \$45 ;put in first current variable name store
LDA \#\$C2 ;ASCII code for second variable name character
STA \$46 ;put in second current variable name store
JSR \$B \(\emptyset 8\) B ;find variable location
Routine: Print string from memory
Entry point: \$AB1E
Function: The starting address of the string to be printed is stored in the accumulator (lsb) and .y index register (msb) prior to entering this routine. Consecutive characters are then printed to the current output device until a zero terminator byte is encountered.

Input parameters:
.a - lsb of start address of string
.y - msb of start address of string
Output parameters: None
Error messages: None
Example use: To print a string starting at location \(\$ C \emptyset \emptyset \emptyset\) to the current output device.

LDA \# \(\$ \phi \emptyset \quad ;\) lsb of string start address
LDY \#\$C \(\emptyset \quad ; \mathrm{msb}\) of string start address
JSR \$AB1E ; output string
Routine: Set up string
Entry point: \$B487
Function: This routine creates space at the top of memory for a string, puts it there and sets the pointers. On entry the starting location of the string is stored in .a (lsb) and .y (msb). This starting address could be either the input buffer at \(\$ \emptyset 1 \emptyset \emptyset\), in which case it would have a zero terminating byte, or a string within quotes in a Basic program. The string origin is determined by the flags in locations \(\$ 07, \$ \emptyset 8\). On exit the string length is stored in \(\$ 61\) and the address pointer in \(\$ 62\) (lsb) and \(\$ 63(\mathrm{msb})\).

\section*{Input parameters:}
.a lsb of start of string address
.y msb of start of string address
\(\$ 07, \$ \emptyset 8\) flags for quotes

\section*{Output parameters:}
\$61 string length
\(\$ 62\) string address pointer lsb
\(\$ 63\) string address pointer msb
Error messages: Formula too complex if insufficient stack space
Example use: Get a string from the buffer starting \(\$ \varnothing 1 \varnothing \emptyset\) and put it in the string storage area.

LDA \# \(\$ \emptyset \emptyset\); lsb of buffer start address
LDY \#\$ \(\varnothing 1\);msb of buffer start address
JSR \$B487 ;transfer to string storage area
Note: The address pointers are returned in \(\$ 62, \$ 63\) and the length in \(\$ 61\) can be inserted into the requisite locations of a string variable located using the routine at \(\$ \mathrm{~B} \emptyset 8 \mathrm{~B}\).

Routine: Discard unwanted strings
Entry point: \$B6A3
Function: This clears the last entered string pointed to by locations \(\$ 64, \$ 65\), and moves the bottom of the string pointers up by the size of the string length so that a new string will overwrite it. This routine is used to overwrite the last entered string only. On exit locations \(\$ 22, \$ 23\) point to the removed string.

\section*{Input parameters:}
\(\$ 64\) - lsb of address of last entered string
\(\$ 65\) - msb of address of last entered string

Output parameters:
\(\$ 22\) - lsb of address of removed string
\(\$ 23\) - msb of address of removed string
Error messages: None

\subsection*{1.6 How BASIC works}

There are two sides to the functioning of the Basic interpreter; program entry and program execution. Program entry is nearly always performed in direct mode, while program execution is carried out principally in run mode (except for single line program or command execution in the direct mode). Program entry has already been dealt with in the section on program storage.

The entry to the program execution loop is via one of the execution commands entered in direct mode. These commands are RUN, GOTO and GOSUB. When one of these commands is executed in the direct mode it sets the charget pointers to the beginning of the program or the designated line number (the charget subroutine is described in Chapter 4) and then goes to the main program interpreter loop where the rest of the program is executed. For explanations of the functioning of the routines for RUN, GOTO and GOSUB see Chapter 3, and for the source code interpretation of these routines and the program execution routines see The Commodore 64 ROMs Revealed in this series.

The program execution loop is fairly straightforward and consists of two quite short routines. The logic flow within these routines is shown in the flow diagram in Fig. 1.6. The two routines are the main Basic interpreter control loop and the execute Basic statement routine. The function of these two routines is as follows.

\subsection*{1.6.1 Main BASIC interpreter loop - start *A7AE}

This loop routine controls the execution of a Basic program, and has the following sequence of operations:
(1) Check for the STOP key. If pressed, exit loop to direct mode.
(2) Check for the end of line or a program terminator \((\emptyset=\) end of line and \(\emptyset \emptyset=\) end of program). If it is the end of the program then execute the END routine, otherwise locate next program line.
(3) Put the next character of the Basic line into the accumulator using the charget routine.
(4) Jump to the execute Basic statement routine and then return to the start of the interpreter loop at \$A7AE.

\subsection*{1.6.2 Execute BASIC statement routine - start \$A7ED}

The character obtained by charget in step 3 of the interpreter loop is in the accumulator. This character is first checked to see if it is a line terminating zero. If so then the routine returns to the interpreter control loop at \$A7AE and starts


Fig. 1.6. Main BASIC interpreter loop.
on the next line. The character in the accumulator is then checked to see if it is a token (this is assumed if the code value is greater than \(\$ 8 \emptyset\) ). If a token is not the first character found in a statement then the character is assumed to be a variable and a LET default assignment is performed. When a token is found it is first checked to see if it is a function or the GOTO command; if it is then these statements are performed. The token value is then used as a pointer to the keyword table (starting at \(\$ A \emptyset \emptyset \mathrm{C}\) ) by subtracting \(\$ 8 \emptyset\) and multiplying the result by two. This pointer is used to get a two byte address of the start of the routine which performs the command. The two byte address is pushed onto the stack


Fig. 1.6. cont.
and a jump to the charget routine performed. Charget puts the next character of the program line into the accumulator (this is usually a parameter required to execute the command), and since charget terminates in an RTS instruction it will return not to the general execute statement routine but to the routine starting at the address stored on stack - the command routine. On returning from the command routine the control will return to the start of the Basic interpreter loop.

The execution of a Basic command is duplicated in the token handling routines for adding commands to Basic; these routines are given in Chapter 4.

Table 1.1. BASIC zero page storage.
In this table are the addresses of zero page storage for the Basic interpreter. These location are from \(\$ \emptyset 3-\$ 8 \mathrm{~F}\) (3-143). Locations \(\emptyset\) and 1 are the processor registers, location 2 is unused and locations above 143 are the kernal storage area.
\$ø3-\$ø4 3-4 Initial: Hex \$B1AA Dec 45482
This is a two byte vector for the Basic to use to convert numbers in floating point format into two byte signed integers. This vector could be changed to point to your own routine if required (i.e. for rounding up the value). This value remains unchanged.
\$05-\$ø6 5-6 Initial: Hex \$B391 Dec 45969
This is a two byte vector for the Basic to use to convert numbers in two byte signed integer format into floating point. This value remains unchanged.

\section*{\(\$ \emptyset 77\) Initial: Not applicable}

This byte is used in the main interpreter loop to store a character whilst searching for the next Basic statement on a line (or next line). There is no way of manipulating this byte.

\section*{\(\$ \emptyset 8 \quad 8\) Initial: Not applicable}

This byte is used in the Crunch to tokens routine and is used as a flag as to whether the next character is to be crunched or not. This value has no effect unless the characters follow the quotes character, REM, or DATA. It could be possible to wedge into the Crunch to tokens link and put into the correct position a store to location 8 with an illegal value (\#\$FE). This would then cause the input line not to be crunched.

\section*{\(\$ \emptyset 99\) Initial: Not applicable}

This location stores the position on a line where the next byte is to be displayed. This is only ever used when the TAB command is found in a PRINT command. At this point, the value in this location is subtracted from the TAB value and if greater than zero, that number of cursor movements to the right is printed.

\section*{\(\$ \emptyset\) A \(1 \emptyset\) Initial: Not applicable}

This byte just stores a 1 or \(\emptyset\) to say whether a file is being loaded or verified. The kernal has a byte with the same use.

\section*{\$øB 11 Initial: Not applicable}

This location is used as a storage for the position in the input buffer where the Crunch to tokens routine is. Also in the same routine is the token value minus \(\$ 8 \emptyset\). This location is also used to store the number of subscripts of an array when setting up/reading etc.

\section*{\$øC 12 Initial: Not applicable}

This value is a flag to tell the Find array routine whether the array exists or not. If not, then the array is created to the default dimension (1 \(1 \emptyset\) ) and the number of subscripts (max 3).

\section*{\$めD 13 Initial: Not applicable}

This location is a flag set by the find variable routine which just says whether the variable was string (\$FF) or numeric (\$ø申).

\section*{\$ØE 14 Initial: Not applicable}

This location holds the flag, if the variable was numeric, to state whether it was integer \((\$ 8 \emptyset)\) or real \((\$ \phi \emptyset)\).

\section*{\(\$ \emptyset \mathrm{~F} 15\) Initial: Not applicable}

This byte is used in the LIST routine to say whether a token is to be converted to text or just displayed as the ASCII character. It is used for quotes, REM, and DATA.

\section*{\(\$ 1 \emptyset 16\) Initial: Not applicable}

This location is used by the DEF FN and check FN syntax routines. This byte is also used when searching for or creating a variable.

\section*{\(\$ 1117\) Initial: Not applicable}

This location is used to flag whether a certain input is from READ (\$98), GET (\$4ø) or INPUT (\$фф).

\section*{\(\$ 1218\) Initial: Not applicable}

This byte is used as a flag for the TAN command (sign) and the comparison routines (result).

\section*{\(\$ 1319\) Initial: Hex \$ø申 Dec \(\emptyset\)}

Current I/O prompt flag. This byte is checked by the INPUT command to see whether the prompt flag '?' is to be displayed. Setting this value to a one will cause the prompt to be 'turned off.

\section*{\$14-\$15 2ф-21 Initial: Not applicable}

This two byte value is the integer value location. All commands using a two byte integer (signed or unsigned) use this location, an example being the POKE command where the address is stored in these locations.

\section*{\(\$ 1622\) Initial: Hex \(\$ 19\) Dec 25}

This location is the pointer to the temporary string stack. The temporary string stack is nine bytes long and is used when evaluating an expression.

\section*{\$17-\$18 23-24 Initial: Not applicable}

This two byte vector is a pointer to the last temporary string used.

\section*{\$19-\$21 25-33 Initial: Not applicable}

This is the nine byte long temporary string stack. This stack is used by the string manipulation routines before setting the string to point to it.

\section*{\$22-\$25 34-37 Initial: Not applicable}

These four bytes are used as a temporary pointer area by some of the Basic routines. It is usually safe to use these in your own routines but do not depend on the values remaining after exit from your routine.
\$26-\$2A 38-42. Initial: Not applicable
These five bytes are used to store products from the multiplication routines. The numbers are stored in five byte packed format (as with variables).

\section*{\$2B-\$2C 43-44 Initial: Hex \$ \(\$ 8 \emptyset 1\) Dec \(2 \emptyset 49\)}

This vector is the pointer to where the Basic program starts in memory. This value is not changed once the Basic interpreter has been initialised. The value can be changed before loading a program so that some memory below the Basic program is protected. For example: POKE43,1:POKE44,64 will protect the bottom bank from the program. Unfortunately this will reduce the size of the program area by 14 K but will allow user defined characters and sprites to be stored without worry of corruption.

Note: Another POKE is required to ensure that the program will RUN: POKE(PEEK (43)+PEEK(44)*256)-1, \(\emptyset\).

\section*{\$2D-\$2E 45-46 Initial: Hex \$ \(\dagger 8 \emptyset 3\) Dec \(2 \emptyset 51\)}

This vector is the pointer to the start of the variable storage area. Its value always points to the location two bytes after the Basic program, thus it is changed every time a program line is changed.

\section*{\$2F-\$3 \(47-48\) Initial: Hex \(\$ \emptyset 8 \emptyset 3\) Dec \(2 \emptyset 51\)}

This vector is the pointer to the end of Basic variable storage. Before a variable is declared this vector is the same as the start of variable storage. Each time a variable is set up, this value will be increased by seven bytes (for simple strings, integer, real variables and functions). This vector is also the pointer to the start of array storage.

\section*{\$31-\$32 49-5 Initial: Hex \$ \(\$ 803\) Dec 2ø51}

This vector is the pointer to the end of array storage. Before any array is declared this value is the same as the start of variable storage. Each time an array is set up, the pointer is increased by the length of the entry. (This value is variable depending on the number of dimensions and the size of each dimension.)

\section*{\$33-\$34 51-52 Initial: Hex \$A \(\emptyset \emptyset \emptyset\) Dec \(4 \emptyset 96 \emptyset\)}

This vector is the pointer to the position where the last string was put. Strings are stored from the top of memory working downwards. When the string pointer passes the end of array pointer a garbage collect is done. This discards all strings that are not pointed to, thus giving as much free memory as possible. If this does not give enough memory to insert a variable, the message Out of memory will be displayed.

\section*{\$35-\$36 53-54 Initial: Hex \$Aめфф Dec \(4 \emptyset 96 \emptyset\)}

This vector is the utility string pointer.

\section*{\$37-\$38 55-56 Initial: Hex \$Aффф Dec \(4 \emptyset 96 \emptyset\)}

This vector points to the first unusable byte at the top of memory (normally the beginning of the Basic ROM). This value is not changed by the interpreter but can be changed by you to protect an area at the top of the Basic program for the use of machine code routines, data, etc.
\$39-\$3A 57-58 Initial: Hex \$FFxx Dec \(>65279\)
This two byte value is the store for the current Basic line number of the line being operated on. The high byte is set to \(\$\) FF to say that Basic is in direct mode(it disables GET and INPUT).

\section*{\$3B-\$3C 59-6 \(\emptyset\) Initial: Not applicable}

This two byte value stores the line number of the previous Basic line used.

\section*{\$3D-\$3E 61-62 Initial: Hex \$FFxx Dec >65279}

This vector is the pointer to the Basic statement to be operated on when the command CONT is called. Note: Do not use CONT inside a program as this value will point to itself (endless loop).

\section*{\$3F-\$4ф 63-64 Initial: Hex \$ \(\$ \emptyset \emptyset \emptyset\) Dec \(\emptyset\)}

This two byte value is the line number where the next value for READ is taken from in a DATA statement.
\$41-\$42 65--66 Initial: Hex \$ø8фф Dec \(2 \emptyset 48\)
This vector is the pointer to the memory of the first byte of the next DATA value.
\$43-\$44 67-68 Initial: Not applicable
This vector is the pointer to where the input for READ, GET, and INPUT is stored to convert to number form (if need be).

\section*{\$45-\$46 69-7 7 Initial: Not applicable}

These two bytes store the name of the last variable accessed. The high bits are set to give the correct type as well.

\section*{\$47-\$48 71-72 Initial: Not applicable}

This vector is the pointer in memory to the last variable accessed.

\section*{\$49-\$4A 73-74 Initial: Not applicable}

This vector is the pointer to the variable being used in the current FOR...NEXTloop.
\$4B-\$4C 75-76 Initial: Not applicable
These two bytes are used as a temporary storage for things such as Basic pointers.
\$4D 77 Initial: Not applicable
This byte is the comparison symbol accumulator which holds which comparison symbols have been found in the Evaluate expression routine.
\$4E-\$53 78-83 Initial: Not applicable
These six bytes are a work area for miscellaneous routines.
\$54-\$56 84-86 Initial: Not applicable
Location \(\$ 54\) holds the byte value for 'JMP' and the other two bytes are set up when a function is encountered.
\$57-\$6 87-96 Initial: Not applicable
These ten bytes are floating point accumulators three and four and are temporary areas for some of the arithmetic routines.
\$61-\$66 97-1ф2 Initial: Not applicable
This is floating point accumulator one. All calculations use these locations and the results of all arithmetic routines are left in here.
\$61 - exponent value
\$62-\$65 - mantissa
\(\$ 66\) - sign
\(\$ 67 \quad 1 \emptyset 3\) Initial: Not applicable
Some of the arithmetic routines use one of the two series to perform the calculation. This location holds the number of constants required for the series.

\section*{\(\$ 68 \quad 1 \emptyset 4\) Initial: Not applicable}

This byte holds the overflow from FPACC\#1 when some calculations are performed.

\section*{\$69-\$6E 1 \(105-11 \emptyset\) Initial: Not applicable \\ Floating point accumulator two.}

\section*{\$6F 111 Initial: Not applicable}

This byte holds the sign comparison byte for FPACC\#1 and FPACC\#2 for the use of division etc.
\$7Ø 112 Initial: Not applicable
This byte contains the underflow from FPACC\#1. It is used when transferring the value into memory. The byte may also be referred to as the 'rounding' byte.

\section*{28} Advanced Commodore 64 BASIC Revealed
\$71-\$72 113-114 Initial: Not applicable
The main use of this vector is as the pointer to a series constant.
\$73-\$8A 115-138 Initial: See text
This is the location of the zero page routine used by Basic to get the next character from the current input line (charget). For more information see Chapter 4.
\$8B-\$8F 139-143 Initial: See text
This is the seed value from which the next RND value will be calculated. The initial values are:
\(\$ 8 \emptyset, \$ 4 \mathrm{~F}, \$ \mathrm{C}, \$ 52, \$ 58\)

Table 1.2. Table of BASIC keywords and their tokens.
\begin{tabular}{ccl}
\multicolumn{3}{c}{ Token value } \\
Decimal & Hexadecimal & Keyword \\
\hline & & \\
128 & \(\$ 8 \emptyset\) & END \\
129 & \(\$ 81\) & FOR \\
\(13 \emptyset\) & \(\$ 82\) & NEXT \\
131 & \(\$ 83\) & DATA \\
132 & \(\$ 84\) & INPUT\# \\
133 & \(\$ 85\) & INPUT \\
134 & \(\$ 86\) & DIM \\
135 & \(\$ 87\) & READ \\
136 & \(\$ 88\) & LET \\
137 & \(\$ 89\) & GOTO \\
138 & \(\$ 8\) A & RUN \\
139 & \(\$ 8 B\) & IF \\
\(14 \emptyset\) & \(\$ 8 C\) & RESTORE \\
141 & \(\$ 8 D\) & GOSUB \\
142 & \(\$ 8 E\) & RETURN \\
143 & \(\$ 8 F\) & REM \\
144 & \(\$ 9 \emptyset\) & STOP \\
145 & \(\$ 91\) & ON \\
146 & \(\$ 92\) & WAIT \\
147 & \(\$ 93\) & LOAD \\
148 & \(\$ 94\) & SAVE \\
149 & \(\$ 95\) & VERIFY \\
\(15 \emptyset\) & \(\$ 96\) & DEF \\
151 & \(\$ 97\) & POKE \\
152 & \(\$ 98\) & PRINT\# \\
153 & \(\$ 99\) & PRINT \\
154 & \(\$ 9 A\) & CONT \\
155 & \(\$ 9 B\) & LIST \\
156 & \(\$ 9 C\) & CLR \\
157 & \(\$ 9 D\) & CMD \\
158 & \(\$ 9 E\) & SYS \\
159 & \(\$ 9 F\) & OPEN \\
& &
\end{tabular}
\begin{tabular}{|c|c|c|}
\hline \multicolumn{3}{|c|}{Token value} \\
\hline Decimal & Hexadecimal & Keyword \\
\hline \(16 \emptyset\) & \$Aø & CLOSE \\
\hline 161 & \$A1 & GET \\
\hline 162 & \$A2 & NEW \\
\hline 163 & \$A3 & TAB( \\
\hline 164 & \$A4 & TO \\
\hline 165 & \$A5 & FN \\
\hline 166 & \$A6 & SPC( \\
\hline 167 & \$A7 & THEN \\
\hline 168 & \$A8 & NOT \\
\hline 169 & \$A9 & STEP \\
\hline \(17 \emptyset\) & \$AA & + \\
\hline 171 & \$AB & - \\
\hline 172 & \$AC & * \\
\hline 173 & \$AD & 1 \\
\hline 174 & \$AE & \(\dagger\) \\
\hline 175 & \$AF & AND \\
\hline 176 & \$B \(\emptyset\) & OR \\
\hline 177 & \$B1 & > \\
\hline 178 & \$B2 & \(=\) \\
\hline 179 & \$B3 & < \\
\hline \(18 \emptyset\) & \$B4 & SGN \\
\hline 181 & \$B5 & INT \\
\hline 182 & \$B6 & ABS \\
\hline 183 & \$B7 & USR \\
\hline 184 & \$B8 & FRE \\
\hline 185 & \$B9 & POS \\
\hline 186 & \$BA & SQR \\
\hline 187 & \$BB & RND \\
\hline 188 & \$BC & LOG \\
\hline 189 & \$BD & EXP \\
\hline \(19 \emptyset\) & \$BE & COS \\
\hline 191 & \$BF & SIN \\
\hline 192 & \$C \(\emptyset\) & TAN \\
\hline 193 & \$C1 & ATN \\
\hline 194 & \$C2 & PEEK \\
\hline 195 & \$C3 & LEN \\
\hline 196 & \$C4 & STR\$ \\
\hline 197 & \$C5 & VAL \\
\hline 198 & \$C6 & ASC \\
\hline 199 & \$C7 & CHR\$ \\
\hline \(2 \emptyset \emptyset\) & \$C8 & LEFT\$ \\
\hline \(2 \emptyset 1\) & \$C9 & RIGHT\$ \\
\hline \(2 \emptyset 2\) & \$CA & MIDS \\
\hline \(2 \emptyset 3\) & \$CB & GO \\
\hline
\end{tabular}

\section*{Chapter Two}

\section*{Arithmetic Processing by BASIC}

\subsection*{2.1 How BASIC stores and uses numbers}

\subsection*{2.1.1 Numeric variables, types and range}

Basic uses two different types of numbers; integer and floating point. An integer number is stored as two bytes giving a sixteen bit signed number which can store numbers in the range +32767 to -32768 . Floating point numbers require five bytes and can store much larger values in the range \(+-1.7 \emptyset 141183\) E38 to \(+-2.93873588 \mathrm{E}-39\). In the Basic interpreter all calculations, whether on integer or floating point values, are performed using floating point values rather than simple integers or binary values. Consequently all integer values are first converted to floating point format before any calculations are performed.
The format for the storage of an integer value is very simple, consisting of two bytes stored as low order/high order bytes. Negative values are stored in a twos complement form. Floating point values are stored in either packed form occupying five bytes, or unpacked form in six bytes. Packed format is the normal mode for storing floating point variables in memory. Unpacked format is used when performing calculations upon floating point values. In either format there are three components of a floating point value; the sign, the exponent, and a four byte mantissa. In packed mode the sign is stored as bit seven of the most significant byte for the mantissa; in unpacked format the sign occupies its own byte.

\subsection*{2.1.2 The floating point accumulator}

In order to perform arithmetic operations on any floating point value the interpreter needs temporary storage locations for the values being worked upon and the result. There are two principal work areas, known as floating point accumulator \#1 and floating point accumulator \#2. These names are usually shortened to FAC\#1 and FAC\#2. Each floating accumulator occupies six bytes; FAC\#1 starts at \(\$ 61\), and FAC\#2 at \(\$ 69\). There are, in addition, three further areas where floating point numbers in packed format (occupying five bytes) are stored; these areas start at \(\$ 57, \$ 5 \mathrm{C}\) and \(\$ 26\). The format and location of the two floating accumulators are as follows:
\begin{tabular}{ccl}
\hline \multicolumn{2}{c}{ Location } & \multicolumn{1}{c}{ Function } \\
FAC\# 1 & FAC\#2 & \\
\hline\(\$ 61\) & \(\$ 69\) & Exponenent \(+\$ 80\) \\
\(\$ 62\) & \(\$ 6 \mathrm{~A}\) & Mantissa msb \\
\(\$ 63\) & \(\$ 6 \mathrm{~B}\) & Mantissa byte \#2 \\
\(\$ 64\) & \(\$ 6 \mathrm{C}\) & Mantissa byte \#3 \\
\(\$ 65\) & \(\$ 6 \mathrm{D}\) & Mantissa lsb \\
\(\$ 66\) & \(\$ 6 \mathrm{E}\) & Sign (\$FF \(=-\) and \(\$ \emptyset \emptyset=+\) ) \\
\hline
\end{tabular}

Other locations used are:
\$68 overflow byte for FAC\#1
\(\$ 6 \mathrm{~F}\) sign comparison byte
\(\$ 7 \emptyset\) rounding byte for FAC\#1

\subsection*{2.1.3 How a floating point number is stored}

The storage of a floating point number is fairly complex both in packed and unpacked format. The data used to store a floating point number can be divided into three components; the exponent, the sign, and the mantissa. In the unpacked format the exponent and sign both occupy one byte and the mantissa four bytes. The following is an explanation of each component of a floating point number.

Exponent The exponent indicates the position of the decimal point within the number. Bit seven of the exponent byte indicates the sign of the exponent, thus if the exponent is positive, bit seven is set to one and therefore the value of the exponent byte will always be greater than 128. If the exponent is negative then bit seven is set to zero and the exponent value is less than 128. The exponent is stored as a power of 2 and is multiplied by the mantissa value to produce the final value. The following formula can be used to convert a number N stored in the mantissa bytes (see Mantissa below for calculation of N ) to the full floating point number by multiplying it with a positive exponent:
\[
\text { Value }=N * 2 \dagger(\mathrm{E}-129)
\]

To determine the exponent of a number, find the highest power of two which can be subtracted from the number. Thus if the number is 18.256 , then the highest power of two is 16 or 214 . The exponent value is positive and therefore equals \(129+4\) or 133 . The fact that the exponent is derived in this way means that the mantissa for two different values may be the same, with the difference being registered solely by the contents of the exponent. Thus the floating point mantissa contents for the values 3.14159 (pi) and 6.28318 (pi*2) are identical:
3.14159 stored as: exponent \(13 \emptyset\) and mantissa \(73,15,218,161\)
6.28318 stored as: exponent 131 and mantissa \(73,15,218,161\)

As can be seen from this, multiplying and dividing a floating point number by two is a very simple operation involving adding or subtracting one from the exponent. The range of the exponent is \(+-2 \uparrow 128\); this equates approximately to \(+-1 \emptyset+38\).

Sign The sign of the value is stored in unpacked format as a single byte with a value of \(\$ F F\) for negative numbers and \(\$ \emptyset \emptyset\) for positive numbers. In packed format the sign is stored in bit seven of the highest byte of the mantissa. If bit seven is zero then the mantissa is positive and if one then it is negative. Thus the packed floating point values for +2 and -2 are:
```

number +2 is: exponent 13\emptyset and mantissa }\emptyset,\emptyset,\emptyset,
number -2 is: exponent 13\emptyset and mantissa 128,\emptyset,\emptyset,\emptyset

```

Mantissa The mantissa is stored in four bytes minus the most significant bit of the most significant byte of the mantissa which is used to store the sign bit. To convert a number stored in the mantissa into its numeric equivalent use the following formula:
\[
\mathrm{N}=1+((\mathrm{M} 1 \text { AND } 127)+(\mathrm{M} 2+(\mathrm{M} 3+\mathrm{M} 4 / 256) / 256) / 256) / 128
\]
where M1,M2, M3 and M4 are the mantissa bytes, with M1 the highest and M4 the lowest. When N has been obtained it should be multiplied by 21 (exponent -129) to give the actual value. Program 7 allows the input of a number then prints the contents of the exponent and mantissa bytes for that number as it is stored in floating point format. These values are then used by lines \(9 \emptyset\) to \(12 \emptyset\) to convert the floating point byte values back into the number.

To convert a number into floating point form is a slightly harder calculation and involves the following steps:
(1) Find the highest power of two which can be subtracted from the number. \(E=\) the value of two to this highest power.
```

5 F.EM **;* REAL NUMBER FORMAT (FFCKED)
10 A=0
:(0) C:F'EEK(45)+PEEK(46)*256+2
30 IFPUT" A RERL NUMBER";A
40 E=FEEK (C)
5G M1=FEEK (C+1)
50 M2=PEEK (C+2)
TM MB=PEEK (C+B)
30 M4:=PEEK(C+4)
90% FRINT
100 FRINTE:M1;M2;M3;M4
10:5 IFE=0THEHUPRINTD:END
S.10 SG=SGN(64-(M1 AHI 128))
120 N=(M1 FINI127)+128
130 N=N詨256+M2
140 N=N:256+M3
150 N=N*25E+N4
160 N=N*2t(E-160)*SG
200 FRINTN

```
（2）Let \(\mathrm{R}=\) the remainder after subtracting the value of \(2 \dagger \mathrm{E}\) ．The calculation is then as follows：
```

$\mathrm{T} \emptyset=(\mathrm{R} / \mathrm{E})^{*} 128$
$\mathrm{M} 1=\mathrm{INT}(\mathrm{T} \emptyset)+$ mantissa sign $($ sign $=\emptyset$ if positive, 128 if
negative)
$\mathrm{T} 1=(\mathrm{T} \emptyset-\mathrm{INT}(\mathrm{T} \emptyset))^{*} 256$
$\mathrm{M} 2=\mathrm{INT}(\mathrm{T} 1)$
$\mathrm{T} 2=(\mathrm{T} 1-\mathrm{INT}(\mathrm{T} 1))^{*} 256$
$\mathrm{M} 3=\mathrm{INT}(\mathrm{T} 2)$
$\mathrm{T} 3=(\mathrm{T} 2-\mathrm{INT}(\mathrm{T} 2))^{*} 256$
$\mathrm{M} 4=\mathrm{INT}(\mathrm{T} 3)$

```

M1，M2，M3，M4 are the four mantissa byte values，M1 being the highest． Program 8 makes this conversion of a number input at the beginning of the program into the five bytes of a floating point format which are displayed on the screen．The program then checks by putting these values into the first variable in memory defined as a simple variable A in line \(1 \emptyset\) ．
```

5 REM 家氺 REFLL NUMBER FORMAT (PACKED)
10 A=0
20 C=FEEK (45)+FEEK(46)*256+2
30 IHFUTB
35 IFB=0THENNPRINT0;0;0;0;日:PRINT:GOT0230
40 EX=INT(LOG(HES(B))/LOG(2))
50 E=EX+129
00 R=B-2TEX
70 SG=SGN(-B)絭E4+64
80 TE=\langleR/2tEM)*128
90 M1=INT(TO)+SG
100 T1=(TG-INT(TO))**256
110 M2=INT(T1)
120 T2=(T1-INT(T1))米256
130 M:=IHT(T2)
149 T3=(T`-INT(T2))家256
150 M4=INT (T3)
16@ FRINTE;M1;M2;M3;M14
170 FFIINT
180 POKEC,E
190 FOKEC+1,M1
200 POKEC+2.Mz
210 POKEC+3,MS
220 FOKEC+4,M4
2 3 0 ~ P R I N T A ~

```

Program 8.
The following are examples of the storage of some floating point numbers：
\begin{tabular}{|c|c|c|c|c|c|c|}
\hline Number & Exponent & M1 & M2 & M3 & M4 & Sign \\
\hline 1 & \＄81 & \＄8¢ & \＄0 \(\emptyset\) & \＄øø & \＄øø & \＄фф \\
\hline －1 & \＄81 & \＄8¢ & \＄0¢ & \＄0¢ & \(\$ \emptyset \emptyset\) & \＄FF \\
\hline ． 5 & \＄8ø & \＄8¢ & \(\$ \phi \emptyset\) & \(\$ \emptyset \emptyset\) & \(\$ \emptyset \emptyset\) & \＄0¢ \\
\hline 25 & \＄7F & \＄8ø & \＄ø \(\emptyset\) & \＄ø \(\emptyset\) & \＄ø \(\emptyset\) & \＄øø \\
\hline 1E38 & \＄FF & \＄96 & \＄76 & \＄99 & \＄52 & \＄00 \\
\hline 1E－39 & \＄øø & \＄\(\dagger \emptyset\) & \＄øø & \(\$ \emptyset \emptyset\) & \＄øø & \＄0¢ \\
\hline
\end{tabular}

The following are the principal routines within the interpreter which perform the arithmetic operations; all are usable by the programmer within machine code routines. These are all used by the Expression evaluation routine at \$AD9E.

\subsection*{2.1.4 Evaluate expression}

This is a long and very important routine which parses any expression, numeric or string, checking for syntax errors and evaluating the type of expression and result. The routine evaluates and expression whose starting address is pointed to by the charget pointers \(\$ 7 \mathrm{~A}, \$ 7 \mathrm{~B}\). Since the routine involves a lot of stack processing, it first checks that there is sufficient space (it should be noted that long and complex expressions can generate an Out of memory error because of insufficient stack space). The expression type is determined and stored in location \(\$ \emptyset \mathrm{D}\). If \(\$ \emptyset \mathrm{D}\) contains \(\$ F F\) then it is a string expression and if \(\$ \emptyset \mathrm{D}\) contains \(\$ \emptyset \emptyset\) then it is a numeric expression. A series of routines then evaluates the expression and if it is numeric stores it in FAC\#1. If it is a string expression then the string length is stored in the accumulator and the string pointer is in locations \(\$ 64, \$ 65\). The result value or string is then assigned to the specified variable. If the variable is not found in the variable tables or arrays then it is created and the value or string allocated. The following are the entry points and functions of some of the routines used:

SADA9 - push .a to stack and run routine
\$ADB8 - test for combination of \(<=>\) and store code in \$4D
\$ADD7 - process string operators
\$AE2 \(\emptyset\) - push argument in FAC\#1 onto the stack. The stack format is:
1. . \$AD
2.. \$FA

3 . . operation address msb
4. . operation address lsb
5. . sign of value in FAC\#1

6 . . value in FAC\#1 lsb
7 . . value in FAC\#1 2nd byte
8 . . value in FAC\#1 3rd byte
9 . . value in FAC\#l msb
10.. exponent in FAC\#1

11 . . compare flag (from loc \$4D)
12. . operation hierarchy

The operation address is obtained from a table starting at \(\$ A \emptyset 8 \emptyset\). This table also contains the operation hierarchy. This is stored in three bytes - hierarchy in one byte, and a two byte operation address. The operation hierarchy is derived from a hierarchy table at the start of the Basic interpreter. This places brackets and functions as the highest priority, followed by power, negate, */, +- , COMPARE, NOT, AND, OR. Bytes one and two of the stack are the return address and are fixed.
\$AE58 - puts stack contents into FAC\#2 and puts the exponent in .a
\$AE83 - evaluation routine checks for ASCII numeric strings and operators
\$AE83 - PI in floating point notation
SAEF1 - evaluates expression within brackets
\$AEF7 - Syntax error if charget does not point to ')'
\$AEFA - Syntax error if charget does not point to '('
\$AEFD - Syntax error if charget does not point to ','
\$AEFF - Syntax error if charget does not point to a byte identical to that in .a; if it does then .a returns with the next character

\subsection*{2.2 The arithmetic routines}

The Basic interpreter includes twenty-four major arithmetic subroutines. These subroutines can be grouped into four categories; floating accumulator to memory transfers, floating accumulator to floating accumulator transfers, floating point to integer conversion and the actual arithmetic function routines. The following tables show the routines and how they can be used, parameters passed etc. It is recommended that anyone wishing to use these routines should first examine the full source code for these routines which is contained in Volume 1 of this series, The Commodore 64 ROMs Revealed.

Routine: Transfer FAC\#1 to memory
Entry points:
\$BBC7 - pack FAC\#1 into \$ 005 C up
\$BBCA - pack FAC\# 1 into \(\$ \emptyset \emptyset 57\) up
\(\$ B B D \emptyset\) - pack FAC\#1 into current variable whose address is pointed to by locations \(\$ 49, \$ 4 \mathrm{~A}\)
\$BBD4 - pack FAC\# 1 into memory pointed to by .x and .y
Function: This routine compresses the six bytes of FAC\#1 into five bytes by storing the sign byte as the most significant bit of the mantissa msb. These five bytes are then stored in a memory location pointed to by .x (lsb) and .y (msb) index registers.

Input parameters: No input parameters are required by entry points \(\$ B B C 7\), \(\$ B B C A\) or \(\$ B B D \emptyset\).
.x index register - lsb of memory address pointer
. \(y\) index register - msb of memory address pointer
Output parameters:
Packed floating point value in memory, FAC\#1 unchanged
Rounding flag in \(\$ 7 \emptyset\) set to zero

Registers used: Processor registers .a, .x, . y
FAC\#1
Error messages: None
Example use: Example to transfer contents of FAC\#l to memory location starting at \(\$ C \emptyset \emptyset \emptyset\).

LDX \#\$ \(\dagger\); set .x to lsb address pointer
LDY \#\$C \(\emptyset\);set .y to msb address pointer
JSR \$BBD4 ;transfer
Routine: Transfer memory to FAC\#1
Entry point: \$BBA2
Function: This loads a value stored as a five byte floating point number, extracts a sign byte, and then stores it in the six bytes of FAC\#1. The location of the value in memory is pointed to by the contents of .a (lsb) and .y (msb) registers.

\section*{Input parameters:}

Accumulator - lsb of memory address pointer
.y index register - msb of memory address pointer
Output parameters:
FAC\#l contains the value which is still in memory
\(\$ 7 \emptyset\) (low order rounding byte) set to zero
Registers used:
Processor registers .a and .y
FAC\#1
Error messages: None
Example use: This routine will load FAC\#l with the contents of memory starting at location \(\$ C \emptyset \emptyset \emptyset\).

LDA \# \(\$ \emptyset \emptyset\); lsb of address pointer
LDY \#\$C \(\emptyset\);msb of address pointer
JSR \$BBA2 ;transfer
Routine: Transfer memory to FAC\#2
Entry point: \$BA8C
Function: This takes the value stored as a five byte variable in memory at an address pointed to by .a (lsb) and .y (msb), unpacks the sign byte and stores the value in the six bytes of FAC\#2.

Input parameters:
Accumulator - lsb of memory address pointer .y index register - msb of memory address pointer

Output parameters: FAC\#2 contains the value which is still stored in memory

Registers used:
Processor .a and .y registers
FAC\#2
Error messages: None
Example use: Will take the floating point value in memory at location \$C \(\varnothing \emptyset \emptyset\) and transfer it to FAC\#2.

LDA \#\$ \(\varnothing \emptyset\);lsb of address pointer
LDY \#\$C \(\emptyset\);msb of address pointer
JSR \$BA8C ;transfer
Note: To transfer FAC\#2 to memory, FAC\#2 must first be transferred to FAC\#1 then FAC\#1 transferred to memory.

Routine: Transfer FAC\#1 to FAC\#2
Entry point: \(\$ \mathrm{BC} \varnothing \mathrm{F}\)
Function: This moves the entire contents of FAC\#1 into FAC\#2, leaving both containing the same value.

Input parameters: FAC\#1
Output parameters: FAC\#2
Registers used: FAC\#1 and FAC\#2, registers .a and .x
Error messages: None
Example use: JSR \$BCØF
Routine: Transfer FAC\#2 to FAC\#1
Entry point: \$BBFC
Function: This moves the entire contents of FAC\#2 into FAC\#1, leaving both containing the same value.

Input parameters: FAC\#1
Output parameters: FAC\#2
Registers used: FAC\#l and FAC\#2, processor registers .a and .x
Error messages: None
Example use: JSR \$BBFC
Routine: Perform addition
Entry points:
\$B867 - add FAC\#1 to constant
\$B86A - add FAC\#1 to FAC\#2

Function: The contents of FAC\#1 are added to FAC\#2 and the result stored in FAC\#1. There are two entry points to this routine. The first at \$B867 loads a five byte constant from memory pointed to by .a and .y into FAC\#2 and adds it to FAC\#1. The second at \$B86A assumes that the two floating point numbers are already loaded into the two floating accumulators. The result is stored in FAC\#1.

Input parameters: For entry point \$B867
.a lsb memory address pointer to value \(B\)
.y msb memory address pointer to value \(B\)
FAC\#l contains value A
For entry point \$B86A
FAC\#l contains value A
FAC\#2 contains value B
Output parameters: FAC\#1 contains the result of the addition
```

Registers used:
Processor registers .a, .x, .y
FAC\#1 and FAC\#2

```

Error messages: Overflow error if the sum of the two values exceeds the maximum or minimum size floating point value

Example use: To load two floating point values from memory and add them together leaving the result in FAC\#1. The location of value A is \(\$ C \phi \emptyset \emptyset\) and value B is \(\$ D \phi \emptyset \emptyset\). FAC\#1 is loaded using the routine at \(\$ B B A 2\).

LDA \# \(\$ \emptyset \emptyset\); lsb of address of value A
LDY \#\$C \(\varnothing\);msb of address of value A
JSR \$BBA2 ; transfer value A from memory to FAC\#1
LDA \# \(\$ \emptyset \emptyset\); lsb of address of value B
LDY \#\$D \(\emptyset\) msb of address of value \(B\)
JSR \$B867 ;transfer value B to FAC\#2 and perform addition and store the result in FAC\#1

Routine: Perform subtraction
Entry points:
\$B850 - subtract FAC\#1 from constant
\$B853 - subtract FAC\#1 from FAC\#2
Function: The contents of FAC\#1 are subtracted from FAC\#2 and the result stored in FAC\#1. There are two entry points to this routine. The first at \$B85ø loads FAC\#2 with a five byte value from memory pointed to by .a (lsb) and .y (msb). The other entry point at \(\$ B 853\) assumes that the two values are already loaded into the two floating accumulators. The result is stored in FAC\#1.

Input parameters: For entry point \(\$\) B85 \(\emptyset\)
.a lsb of address of value \(A\)
.y msb of address of value \(B\)

FAC\#1 contains value B
For entry point \$B853
FAC\#l contains value B
FAC\#2 contains value A
Output parameters: FAC\#1 contains the result
Registers used:
Processor registers .a, .y, .x
FAC\#1 and FAC\#2
Error messages: Overflow error if maximum or minimum floating point values are exceeded by the subtraction

Example use: To load two values stored in memory and subtract them leaving the result in FAC\#1. Value A is stored at \(\$ C \emptyset \emptyset \emptyset\) and is placed in FAC\#1 by routine \(\$ B B A 2\). Value is stored at \(\$ D \emptyset \emptyset \emptyset\). The result of subtracting value \(A\) from value B is stored in FAC\#l.

LDA \# \(\$ \emptyset \emptyset\); lsb of address of value A
LDY \#\$C \(\emptyset\); msb of address of value A
JSR \$BBA2 ; transfer A to FAC\#1
LDA \# \(\$ \emptyset \emptyset\);lsb of address of value B
LDY \# \(\$ \mathrm{D} \emptyset\); msb of address of value \(B\)
JSR \$B85 \(\emptyset\);transfer B to FAC\#2 and perform subtraction.
Put the result in FAC\#1.
Routine: Perform multiplication
Entry points:
\$BA28 - multiply FAC\#1 by constant
\$BA2B - multiply FAC\#1 by FAC\#2
Function: The contents of FAC\#1 are multiplied by the contents of FAC\#2 and the result is stored in FAC\#1. There are two entry points to this routine. The first at \$BA28 loads a value into FAC\#2 from memory pointed to by .a (lsb) and .\(y(\mathrm{msb})\) then multiplies FAC\#1 by FAC\#2. The second entry point at \$BA2B assumes that both floating point accumulators have been loaded with the two values.

Input parameters: For entry point \$BA28
.a lsb of address of value A
.y msb of address of value A
FAC\#l contains value B
For entry point \$BA2B
FAC\#1 contains value B
FAC\#2 contains value A
Output parameters: FAC\#1 contains the result

Registers used:
Processor registers .a, .x, .y
FAC\#1 and FAC\#2
Product area \(\$ 26\) to \(\$ 2 \mathrm{~A}\)
Error messages: Overflow error if the exponent of FAC\#1 is \$FF
Example use: This example loads two values stored in memory into the floating point accumulators, multiplies them together and puts the result in FAC\#1. Value A is stored at \(\$ C \emptyset \emptyset \emptyset\) and is placed in FAC\#1 by routine \(\$ B B A 2\). Value B is stored at \(\$ \mathrm{D} \phi \phi \emptyset\). The result of multiplying A by B is stored in FAC\#1.

LDA \#\$ \(\varnothing\); lsb of address of value A
LDY \#\$C \(\varnothing\);msb of address of value A
JSR \$BBA2 ; transfer A to FAC\#1
LDA \#\$ø \(\emptyset\); lsb of address of value \(B\)
LDY \#\$D \(\emptyset\);msb of address of value \(B\)
JSR \(\$\) BA \(3 \emptyset\);transfer value B to \(\mathrm{FAC} \# 2\) and perform multiplication. Store the result in FAC\#1.

Routine: Perform division
Entry points:
\(\$ B B \emptyset F\) - divide value in memory by FAC\#1
\$BB12 - divide FAC\#2 by FAC\#1
Function: This divides FAC\#2 by FAC\#1 and puts the result in FAC\#1. The entry point \(\$ \mathrm{BB} \emptyset \mathrm{F}\) has the pointer to the five byte value stored in memory which must be transferred to FAC\#2, the pointer is stored in .a (lsb) and.Y (msb), and . \(x\) must be loaded with the sign comparison byte \(-\$ 6 \mathrm{~F}\). The contents of FAC\#2 are then divided by the contents of \(\mathrm{FAC} \# 1\), loaded prior to the routine entry. The result is stored in FAC\#1.

Input parameters: For entry point \(\$ B B \emptyset F\) .a lsb of memory address of value \(A\) .y msb of memory address of value \(A\) .x sign comparison byte from \(\$ 6 \mathrm{~F}\)
FAC\#l contains value B
For entry point \$BB12
.a exponent of FAC\#1 from \$61
FAC\#l contains value B
FAC\#2 contains value A
Output parameters: FAC\#1 contains the result of dividing A by B
Registers used:
Processor registers .a, .x, .y
FAC\#1 and FAC\#2
Product area \(\$ 26\) to \(\$ 2 \mathrm{~A}\)
Error messages:
Division by zero error if \(\mathrm{FAC} \mathrm{\# l}=\emptyset\)
Overflow error if FAC\#1 exponent is \$FF

Example use: This example loads two values from memory into the two floating point accumulators and divides the contents of FAC\#2 by the contents of FAC\#1 and stores the result in FAC\#1. Value A is stored at \(\$ C \emptyset \emptyset \emptyset\) and is placed in FAC\#l by the routine at \$BBA2. Value B is stored at \(\$ D \emptyset \emptyset \emptyset\).

LDA \# \(\$ \emptyset \emptyset\); lsb of address of value A
LDY \# \(\$\) C \(\emptyset ; \mathrm{msb}\) of address of value \(A\)
JSR \$BBA2 ; transfer A to FAC\#1
LDA \# \(\$ \emptyset \emptyset\); lsb of address of value B
LDY \# \(\$ \mathrm{D} \emptyset\); msb of address of value B
JSR \(\$\) BB \(\emptyset\) F ; transfer value to \(\mathrm{FAC} \# 2\) and divide B by A. Put result in FAC\#1.

\section*{Routine: Calculate SIN}

Entry point: \$E26B
Function: The argument in radians is stored in FAC\#1. It is evaluated and the sine of the angle stored in FAC\#1.

Input parameters: FAC\#1 contains the angle in radians
Output parameters: FAC\#1 contains the sine of the angle
Registers used:
Processor registers .a, .x, .y
FAC\#1
Error messages: None
Example use: Get the angle in radians from memory into FAC\#1 using routine \$BBA2, then convert it to a sine value.

LDA \#\$ \(\varnothing \emptyset\); lsb of address of value
LDY \#\$C ; ;msb of address of value
JSR \$BBA2 ;transfer value to FAC\#1
JSR \$E26B ;convert to sine and store in FAC\#1

\section*{Routine: Calculate COS}

Entry point: \$E264
Function: The argument in radians stored in FAC\#1 is converted to the cosine value which is stored in FAC\#1. The routine actually adds PI/ 2 to the value and then calculates the sine.

Input parameters: FAC\#1 contains the angle in radians
Output parameters: FAC\#1 contains the cosine of the angle
Registers used:
Processor registers .a, .x, .y
FAC\#1 and FAC\#2
Error messages: None

Example use: Get the angle in radians from memory at \(\$ C \emptyset \emptyset \emptyset\) into FAC\#1 using the routine \(\$ B B A 2\), then convert it to cosine value.

LDA \#\$ \(\varnothing\) ¢ ; lsb of address of value
LDY \#\$C \(\emptyset\);msb of address of value
JSR \$BBA2 ;transfer value to FAC\#1
JSR \$E264 ;convert to cosine and store in FAC\#1
Routine: Calculate TAN
Entry point: \$E2B4
Function: This routine calculates the tangent of an angle in radians stored in FAC\#l and puts the result in FAC\#1. The routine actually divides the sine of the value by the cosine of the value.

Input parameters: FAC\#1 contains the angle in radians
Output parameters: FAC\#l contains the tangent of the angle
Registers used:
Processor registers .a, .x, .y
FAC\#1 and FAC\#2
Temporary floating accumulators at \(\$ 4 \mathrm{E}\) and \(\$ 57\)
Error messages: None
Example use: Get the angle in radians from memory at \(\$ C \emptyset \emptyset \emptyset\) into FAC\#1 using the routine \(\$ B B A 2\), then convert it to tangent value.

LDA \#\$ \(\varnothing \emptyset\); lsb of address of value
LDY \#\$C \(\emptyset\); msb of address of value
JSR \$BBA2 ;transfer value to FAC\#1
JSR \$E2B4 ;convert to tangent and store in FAC\#1

\section*{Routine: Calculate ATN}

Entry point: \(\$ \mathrm{E} 3 \emptyset \mathrm{E}\)
Function: The arc-tangent of a value stored in FAC\#1 is calculated and the result in radians stored in FAC\#1.

Input parameters: FAC\#1 contains the value
Output parameters: FAC\#1 contains the result in radians
Registers used:
Processor registers .a, .x, .y
FAC\#1
Error messages: None
Example use: Get the value from memory at \(\$ C \emptyset \emptyset \emptyset\) into \(\mathrm{FAC} \# 1\) using the routine at \$BBA2, then convert it to radians and store it in FAC\#1.

LDA \#\$ \(\$ \emptyset\); lsb of address of value

LDY \# \(\$ C \emptyset\); msb of address of value
JSR \$BBA2 ;transfer value to FAC\#1
JSR \(\$\) E3 \(\emptyset \mathrm{E}\);convert to radians and store in FAC\#1
Routine: Calculate EXP
Entry point: \$BFED
Function: This routine calculates the exponent (the value of E to the power of the value in FAC\#1) and stores the result in FAC\#1.

Input parameters: FAC\#1 contains the value
Output parameters: FAC\#1 contains the exponent of the value
Registers used:
Processor registers .a, .x, .y
FAC\#1 and FAC\#2
Error messages: Overflow error if the value of the exponent is greater than \(88 . \emptyset 29\)

Example use: Get the value from memory at \(\$ C \emptyset \emptyset \emptyset\) into FAC\#1 using routine \$BBA2, then calculate the exponent.

LDA \# \(\$ \emptyset \emptyset\); lsb of address of value
LDY \#\$C \(\emptyset\);msb of address of value
JSR \$BBA2 ; transfer value to FAC\#1
JSR \$BFED ; calculate exp and put in FAC\#1
Routine: Calculate LOG
Entry point: \$B9EA
Function: This performs the calculation of the \(\log\) to the base E of a value in FAC\#1 and stores the result in FAC\#1.

Input parameters: FAC\#1 contains the value
Output parameters: FAC\#l contains the log of the value
Registers used:
Processor registers .a, .x, .y
FAC\#1 and FAC\#2
Product area \(\$ 26\) to \(\$ 2 \mathrm{~A}\)
Error messages: Illegal quantity if value is zero or minus
Example use: Get the value from memory at \(\$ C \emptyset \emptyset \emptyset\) into FAC\#1 using routine \$BBA2, then calculate the \(\log\) of the value and put the result in FAC\#1.

LDA \#\$ \(\varnothing \emptyset\); lsb of address of value
LDY \# \(\$\) C \(\emptyset\);msb of address of value
JSR \$BBA2; transfer value from memory to FAC\#1
JSR \$B9EA ;calculate log and put result in FAC\#1

Routine: Calculate power
Entry points:
\$BF78 - raise FAC\#2 to power of constant in memory
\$BF7B - raise FAC\#2 to power of FAC\#1
Function: The contents of FAC\#2 are raised to the power of the value stored in FAC\#1. Before using this routine FAC\#2 must be loaded. If either value is zero then FAC\#1 is loaded with either \(\emptyset\) or 1 depending on which FAC was zero. The evaluation is performed by saving FAC\#l to zero page and then multiplying the logarithm of FAC\#2 by FAC\#1 and getting the exponent of the result. There are two entry points. The first at \(\$ B F 78\) raises FAC\#2 to the power of a constant stored in memory and pointed to by .a (lsb) and .y (msb). The second entry point requires the values to be in FAC\#1 and FAC\#2.

Input parameters: For entry point \$BF78
.a lsb of power value in memory
.y msb of power value in memory
FAC\#2 - value to be raised to the power of constant
For entry point \$BF7B
FAC\#1 - value of power
FAC\#2 - value to be raised to the power of FAC\#1
Output parameters: FAC\#1 contains the result
Registers used:
Processor registers .a, .x, .y
FAC\#1 and FAC\#2
Product register \(\$ 26\) to \(\$ 2 \mathrm{~A}\)
Miscellaneous work area \(\$ 4 \mathrm{e}\) to \(\$ 53\)
Error messages: No error message is given if one of the FACs contains a zero. This error is flagged by the contents of FAC\#1, which contains zero if the power is zero and one if the value is zero. (Note: This is a potential source of error in a program.)
Illegal quantity error if either number is negative and the value is not an integer. If the result is too large an Overflow error is generated.
Example use: Get a value from memory at \(\$ C \emptyset \emptyset \emptyset\) into \(\mathrm{FAC} \# 2\) using the routine at \(\$ B A 8 C\), then raise it to the power of a value stored at \(\$ D \emptyset \emptyset \emptyset\), and put the result in FAC\#1.

LDA \# \(\$ \emptyset \emptyset\); lsb of address of value A
LDY \#\$C \(\emptyset\);msb of address of value \(A\)
JSR \$BA8C ; transfer to FAC\#2
LDA \#\$ \(\dagger\) ¢ ; lsb of address of power value B
LDY \#\$D \(\emptyset\);msb of address of power value \(B\)
JSR \$BF78 ;raise value B to the power of A and put the result in FAC\#1

Entry point: \$BF71
Function: The contents of FAC\#1 (the argument) are transferred to FAC\#2. FAC\#1 is then loaded with .5 and the routine jumps to the perform power routine at \$BF78. The result is stored in FAC\#1.

Input parameters: \(\mathrm{FAC} \# 1\) contains the argument.
Output parameters: FAC\#1 contains the result
Registers used:
Processor registers .a, .x, .y
FAC\#1 and FAC\#2
Product register \$26 to \$2a
Miscellaneous work area \$4e to \$53
Error messages: Illegal quantity error if it is a minus value
Example use: Get a value from memory at \(\$ C \emptyset \emptyset \emptyset\) into \(\mathrm{FAC} \# 1\) using routine \$BBA2, then find its square root and put the result in FAC\#1.

LDA \#\$ \(\$ \emptyset\); lsb of address of value of argument
LDY \#\$C \(\emptyset\);msb of address of value of argument
JSR \$BBA2 ;transfer value to FAC\#1
JSR \$BF71 ;calculate sqr of value and put result in FAC\#1
Routine: Fixed point to floating point number conversion
Entry point: \$B391
Function: This routine converts a two byte integer held in .a (msb) and .y (lsb) into its floating point equivalent. This value is stored in FAC\#1.

\section*{Input parameters.}
.a msb of integer value
.y lsb of integer value
Output parameters:
FAC\#1 contains the floating point equivalent
Variable type flag in \(\$ \emptyset \mathrm{D}\) is set to \(\emptyset\)
Registers used:
Processor registers .a, .x, .y
FAC\#1
Error messages: None
Example use: Convert the 16 bit integer value \(\$ \mathrm{~B} 7 \mathrm{FE}\) to floating point value in FAC\#1.

LDA \#\$B7 ;msb of integer value
LDY \#\$FE ; lsb of integer value
JSR \$B391 ;convert to floating point in FAC\#1
Routine: Floating point to fixed point number conversion

Entry point: \$BC9B
Function: The floating point number is stored in FAC\#1 and is converted to a two byte integer value which is stored in locations \(\$ 65(\mathrm{lsb})\) and \(\$ 66(\mathrm{msb})\). If the value in FAC\#1 is greater than +32767 or less than -32768 then the overflow is stored in \(\$ 68\).

Input parameters; FAC\#1 contains the floating point value
Output parameters:
\(\$ 65\) - lsb of integer value
\(\$ 66\) - msb of integer value
\(\$ 68\) - overflow if value exceeds maximum integer value
Registers used:
Processor registers .a, . y , .x
FAC\#1
Error messages: None
Example use: Convert a five byte floating point value in memory at address \(\$ C \emptyset \emptyset \emptyset\) to a two byte integer in .a (msb) and .y (lsb). The value is first moved to FAC\#1, then converted to an integer value in \(\$ 65, \$ 66\). These are transferred to .a and .y.

LDA \#\$ \(\varnothing\); 1 ls b of address of floating point value
LDY \#\$C \(\varnothing\);msb of address of floating point value
JSR \$BBA2 ;transfer value to FAC\#1
JSR \$BC9B ; convert to integer
LDA \$66 ;put integer msb in .a
LDY \$65 ;put integer lsb in .y
Routine: Convert the value stored as a string to floating point value
Entry point: \$BCF3
Function: The value stored as a string which is to be converted is stored in memory at a location pointed to by the charget program pointers \(\$ 7 \mathrm{~A}\) and \(\$ 7 \mathrm{~B}\). The numeric value stored in the string is checked then converted to floating point form in FAC\#1.

Input parameters:
\(\$ 7 \mathrm{~A}\) - lsb of address of start of string
\$7B - msb of address of start of string
The string is located in memory starting at an address pointed to by the above two parameters. The string is unchanged by this routine.

Output parameters: FAC\#1 contains the floating point equivalent of the string

Error messages: Overflow error if the value in FAC\#1 is too large or small
Example use: Convert a value stored as a string at starting address \(\$ C \emptyset \emptyset \emptyset\) into a floating point value in FAC\#1.

LDA \#\$ \(\varnothing \emptyset\); lsb of address of string start
STA \$7A ;store in charget pointer lsb
LDA \#\$C \(\emptyset\);msb of address of string start
STA \$7B ;store in charget pointer msb
JSR \$BCF3 ; convert string to floating point in FAC\#1
Routine: Convert a floating point number into a string
Entry point: \$BDDD
Function: The value stored in FAC\#1 is converted into an ASCII string stored in a buffer starting at location \(\$ \emptyset 1 \emptyset \emptyset\). On exit from the routine a zero terminating byte is placed at the end of the string and the buffer start address is stored in . \(\mathrm{a}(\mathrm{lsb}\) ) and . \(\mathrm{y}(\mathrm{msb}\) ). This is required to set the correct input parameters for the print string routine at \(\$ \mathrm{AB} 1 \mathrm{E}\).

Input parameters: FAC\#l contains the floating point value
Output parameters: Buffer starting at \(\$ \emptyset 1 \emptyset \emptyset\) contains the string
.a - lsb of buffer start address
. y - msb of buffer start address
Registers used:
Processor registers .a, .x, .y
FAC\#1
Error messages: None
Example use: Get the floating point value from memory at \(\$ C \emptyset \emptyset \emptyset\) into \(\mathrm{FAC} \mathrm{\# 1}\) and convert it to a string stored in the buffer at \(\$ \emptyset 1 \phi \emptyset\). This string is then displayed on the screen using routine \$AB1E.

LDA \#\$ \(\varnothing \emptyset \quad ;\) lsb of address of value
LDY \#\$C \(\emptyset\);msb of address of value
JSR \$BBA2 ;transfer floating point value to FAC\#1
JSR \$BDDD ;convert to a string in \(\$ \emptyset 1 \emptyset \emptyset\) up
JSR \$AB1E ; display string on current output device
Routine: Compare the contents of FAC\#l with a value in memory
Entry point: \$BC5B
Function: The value stored in FAC\#1 is compared with a five byte floating point value stored in memory at a location pointed to by .a (lsb) and .y (msb). On exit the accumulator contains the comparison flag: \(\$ \phi \varnothing=\) that both values are the same; \(\$ \emptyset 1=\) that \(\mathrm{FAC} \# 1\) is greater than the value in memory; and \(\$ F F=\) that \(\mathrm{FAC} \# 1\) is less than the value in memory.

Input parameters: \(\mathrm{FAC} \# 1\) contains the floating point value A .a lsb of address of floating point value in memory
.y msb of floating point value in memory
Output parameters: .a contains the comparison flag
Registers used:
Processor registers .a, .x, .y
FAC\#1
Error messages: None
Example use: Get a floating point value into FAC\#1 from memory at \$C \(\varnothing \emptyset \emptyset\) and compare it with a floating point value in memory at \(\$ D \emptyset \emptyset \emptyset\). Store the comparison flag in location \(\$ 12\).

LDA \# \(\$ \emptyset \emptyset\); lsb of address of value A LDY \#\$C \(\emptyset\);msb of address of value A JSR \$BBA2 ; trañsfer value A to FAC\#1
LDA \#\$ \(\dagger\); ; sb of address of value B LDY \#\$D \(\emptyset\);msb of address of value B JSR \$BC5B ;compare value A to value B STA \$12 ;save comparison flag in location \$12

Routine: Complement the contents of FAC\#1
Entry point: \$B947
Function: This routine replaces the contents of FAC\#1 by its twos complement. This means that all the zeros are converted to ones and vice versa, then one is added to the result.

Input parameters: FAC\#1 contains the value to be complemented
Output parameters: FAC\#l contains complemented value
Registers used:
Processor registers .a, .x, .y
FAC\#1
Error messages: None
Example use: Get the value into FAC\#l from memory at \(\$ C \emptyset \emptyset \emptyset\) and complement it. The result is stored in FAC\#1.

LDA \#\$ \(\dagger\) ¢ ; sb of address of value
LDY \#\$C \(\emptyset\);msb of address of value
JSR \$BBA2 ; transfer value to FAC\#1
JSR \$B947 ;complement FAC\#1 and store result in FAC\#1
Routine: Round FAC\#1
Entry point: \$BC1B

Function: The exponent of FAC\#1 in byte \(\$ 61\) is tested. If the content is zero then the routine exits; if not then the rounding byte in \(\$ 7 \emptyset\) is multiplied by two and the state of the carry flag checked. If carry is clear then it exits. Otherwise the floating point value is incremented by 1 .

Input parameters: FAC\#1 contains the value
Output parameters: FAC\#l contains the rounded floating point value
Registers used:
Processor registers .a
FAC\#1
Error messages: Overflow error if rounding makes the value too large or small
Example use: Get the floating point value into FAC\#1 from memory at \$C \(\varnothing \phi \emptyset\), then round it and leave the rounded value in FAC\#1.

LDA \# \(\$ \varnothing \emptyset\); lsb of address of value
LDY \#\$C \(\emptyset\);msb of address of value
JSR \$BBA2 ;transfer value to FAC\#1
JSR \$BC1B ;round value in FAC\#1

\subsection*{2.3 Using the arithmetic routines in a machine code program}

Using the arithmetic routines within the Basic interpreter can save the programmer a lot of time in program development. It can also greatly reduce the size of a machine code program. The only penalty is that in any program using eight or sixteen bit values the interpreter routines will have a considerably slower run time than specially written routines. When faced with the necessity of having to use arithmetic routines the best procedure is always to use the interpreter routines and replace these only if the program is running too slowly.

The best way of learning to use these routines, in addition to actually trying to use them, is to study some of the routines in this book which utilise them, in particular the matrix calculation routines in Chapter 5. It is also an excellent idea to examine the annoted assembly listings of any routine you intend using; these annotated listings are contained in The Commodore 64 ROMs Revealed in this series.

It is quite simple to utilise the interpreter arithmetic routines within a machine code program. The essential point to remember is that the interpreter does all its calculations on floating point numbers, therefore all integer values must first be converted to floating point. The following is an example of a routine using the interpreter arithmetic routines:
\[
\text { calculation } \# \mathrm{C}=(\mathrm{A}+22) /(\mathrm{B} * 5)
\]

Where values A and B are both positive unsigned sixteen bit integer values, these are both input from the keyboard at the beginning of the routine and the
result C is a five byte floating point value which is both stored in memory and displayed on the screen.

Variable storage locations in memory used by this routine are:
\(\$ C \emptyset \emptyset \emptyset\) - lsb of value \(A\)
\(\$ C \emptyset \emptyset 1\) - msb of value \(A\)
\(\$ C \emptyset \emptyset 2\) - lsb of value B
\(\$ C \emptyset \emptyset 3\) - msb of value B
\(\$ C \emptyset \emptyset 4\) to \(\$ C \emptyset \emptyset 8\) - temporary floating point value storage 1
\(\$ C \emptyset \emptyset 9\) to \(\$ C \emptyset \emptyset \mathrm{D}\) - temporary floating point value storage 2
\(\$ C \emptyset \emptyset E\) to \(\$ C \emptyset 12\) - floating point result C storage

\begin{tabular}{|c|c|}
\hline C06C R515 & LIAR 515 \\
\hline C06E 8003C0 & STA \(\mathrm{E}^{\prime}\) \\
\hline Carl RIOICO & LIAR AV +1 \\
\hline C974 AC0日C0 & LIIY RV \\
\hline Ca77 209183 & JSR \＄ 3391 \\
\hline Ca17A A204 & LIX \＃くTF1 \\
\hline COTC ROCO & Liv \＃\({ }^{\text {TFI }}\) \\
\hline Cale 260 D 4 BB & JSR \(\ddagger\) BED4 \\
\hline C081 A900 & LID \＃\＄ 69 \\
\hline C083 P6116 & LD＇r＇\＃\＄16 \\
\hline C085 2091B3 & JSR \＄B391 \\
\hline C088 H？\({ }^{\text {c }}\) & LIIA \＃\({ }^{\text {CTF1 }}\) \\
\hline Ca8A ABCO & LD＇\＃\＃TF1 \\
\hline C08C \(2067 \mathrm{B8}\) & JSR \％B367 \\
\hline C08F R204 & LDX \＃＜TF1 \\
\hline C091 AEICO & LD＇\＃\＃TFI \\
\hline C093 20148B & JSR \＄BED4 \\
\hline C096 HIEJCa & LDR EV＋1 \\
\hline C099 AC02C0 & LIT＇By \\
\hline C69C 2091B3 & JSR \＄B391 \\
\hline C09F R209 & LDX \＃（TF2 \\
\hline CQA1 HEACB & LI＇r \＃\({ }^{\text {TF2 }}\) \\
\hline CE1R3 20D4BB & JSR \＄BED4 \\
\hline C0R6 R916 & LIIR \＃\＄80 \\
\hline Can8 R005 & LDY \＃\(\ddagger\) 05 \\
\hline CGAR 209183 & ISR 5 B391 \\
\hline CARD FG 99 & LIAR \＃ 4 TF2 \\
\hline Canf mect & LI＇r＇\＃STF2 \\
\hline COB1 2028BA & JSR \＄ 4 A28 \\
\hline C0B4 H 994 & LIR \＃\({ }^{\text {STF }} 1\) \\
\hline C0E6 ABCO & LI＇T＇\＃．\({ }^{\text {a }}\) TF1 \\
\hline C0B8 200FBB & ISR \＄\(\$\) ESGF \\
\hline CabB H 20 E & LDX \＃くTF3 \\
\hline CORD A & LD＇\＃\({ }^{\text {STF3 }}\) \\
\hline CabF 26D4BR & JSR \(\$\) BED 4 \\
\hline COC2 2andBn & JSR \＄ELDII \\
\hline CAC5 201ERB & JSR \＄REIE \\
\hline Cac． 4 Cl 74 A 4 & JMF \(\ddagger\) R 474 \\
\hline
\end{tabular}

Program 9.
！GET FIRST YRLUE
！FLORT IT
！STORE IN TEMP FACI
！Y＇RLUE 22（\＄16）
！FLORT IT
！POINT TO TEMP
！FACI
！AIID
！STORE IN TEMP FAC1
！OET SECOND VALUE
！FLORT IT
ISTORE IN TEMP FAC2
！GET Y＇RLUE 5
！FLORT IT
！FOINT TO TEMP
！FACE
！MLLLTIFLY＇
！FOINT TO TEMF
！FACI
！IIMIDE
BTORE RESULT IN
！TEMA FRCS
！CONVERT TO STRING
！FRINT STRING
！＇READY．＇

\section*{Chapter Three The Keywords of BASIC}

\section*{ABS}

Abbreviated entry: A(shift)B
Token: Hex \$B6 Decimal 182
Modes: Direct and program
Purpose: The arithmetic expression contained in brackets following the ABS command is converted to its absolute value. This means that the value is always returned as a positive value.

Syntax: ABS (arithmetic expression). ABS can appear within a logical expression, in a PRINT statement and to the right of an assignment statement.
Errors: This routine can generate a number of errors; these are the result of either an invalid arithmetic expression or a non arithmetic expression.

Syntax error - wrong command syntax, e.g. missing closing bracket
Overflow error - result of expression evaluation which is too large
Division by zero - attempt within the expression to divide by zero
Type mismatch - using a non arithmetic expression
Use: This command has fairly limited applications, all confined to numerical operations.

ROM routine entry point: \$BC58
Routine operation: The routine is very short (three bytes !) and simply takes the sign byte of FAC\#1, in location \$66, and on it performs a logical shift right, thereby ensuring that it always contains a positive flag.

\section*{AND}

\footnotetext{
Abbreviated entry: \(\mathrm{A}(\mathrm{shift}) \mathrm{N}\)
Token: Hex \$AF Decimal 175
Modes: Direct and program
}

Purpose: This command performs a logical AND between two expressions. These expressions are first converted into double byte integer values, an AND performed, and the result returned as a two byte integer.

Syntax: Expression A AND expression B. The expression can be either arithmetic or logical but must always be either an integer value or a floating point value within the range +32767 and -32768 .

Errors: There are several errors associated with this command:
Syntax error - incorrect command syntax
Illegal quantity - if expressions exceed maximum/minimum values
Type mismatch - using a non arithmetic or logical expression
Use: The AND command acts either as a logical operator or as a bitwise operator on two straight 16 bit values.

As a logical operator the AND command is used to ensure that two conditions are met before a particular operation is performed, as in the following example:

\section*{IF \(\mathrm{A}=22\) AND \(\mathrm{B}=5\) THEN PRINT "TEST O.K."}

The result of a comparison gives -1 if the comparison is true and \(\emptyset\) if it is false. If a comparison is true then a value of -1 is returned by the comparison routine. This is represented as a twos complement value with a binary representation of:

\section*{\(1111 \quad 1111 \quad 1111 \quad 1111\) or hex \$FFFF or -1}

Similarly a false comparison returns a value of zero, represented as:
\(\phi \emptyset \emptyset \emptyset \quad \emptyset \emptyset \emptyset \emptyset \quad \emptyset \emptyset \emptyset \emptyset \quad \emptyset \emptyset \emptyset \emptyset \quad\) or hex \(\$ \emptyset \emptyset \emptyset \emptyset\) or \(\emptyset\)
Therefore an AND will give a true condition only when both conditions are true (both values are \$FFFF); all other states will be regarded as false.

A bitwise AND compares the first bit of one value with the first bit of the second value and gives a result according to the following truth table:

AND


Thus the command:
\[
1278 \text { AND } 3279
\]
has as its binary equivalent:
\begin{tabular}{llll}
\(\phi \emptyset \emptyset \emptyset\) & \(\emptyset 1 \phi \emptyset\) & 1111 & \(111 \phi\) \\
AND \(\emptyset \emptyset \emptyset \emptyset\) & \(11 \phi \emptyset\) & \(11 \phi \emptyset\) & 1111
\end{tabular}

This gives the result:

or decimal \(123 \emptyset\).

It should be noted, of course, that the AND operation is performed on two signed double byte integers. These are stored in twos complement form. Thus a value of -1 has a binary equivalent of 1111111111111111 and any number ANDed with -1 will always return the same number. Likewise a positive value ANDed with a negative will always give a positive result.

The hierarchy of logical operators is NOT, AND, OR, thus NOT always has a higher priority than AND.

\section*{ROM routine entry point: \$AFE9}

Routine operation: The two arguments in floating point format are stored in FACH\#1 and FAC\#2. They are first converted to fixed point integer values, the AND operation performed on the two 16 bit numbers, and the result converted back from integer to floating point form in FAC\#1.

\section*{ASC}

Abbreviated entry: \(\mathrm{A}(\mathrm{shift}) \mathrm{S}\)
Token: Hex \$C6 Decimal 198
Modes: Direct and program
Purpose: This command returns the ASCII code value of the first character in a string expression.

Syntax: ASC (string expression). The string expression can be any valid string expression either variable, literal or function including string concatenation. The exception is a null string which will return an Illegal quantity error, the reason being that such a null string (this is represented by "") has a length of zero.

> Errors: Syntax error - wrong command syntax e.g. missing closing bracket
> Type mismatch - use of a non string expression
> Illegal quantity error - null string expression

Use: This command is useful in any situation where it is required to convert a character into its corresponding value. It is particularly useful for trapping or validating individual characters within strings such cursor control, insert/delete and carriage return characters.

ROM routine entry point: \(\$ \mathrm{~B} 78 \mathrm{~B}\)
Routine operation: The routine first gets the string length and any string with a zero length is rejected with an Illegal quantity error. The .y index register is loaded with the character which is pointed to by locations \(\$ 22, \$ 23\). This character is then converted to a floating point number stored in FAC\#1.

\section*{ATN}

\section*{Abbreviated entry: \(\mathrm{A}(\mathrm{shift}) \mathrm{T}\)}

Token: Hex \$C1 Decimal 193
Modes: Direct and program
Purpose: This calculates the angle where the tangent of that angle is known. The angle is returned in radians.

Syntax: ATN (arithmetic expression). Any arithmetic expression can be used.
Errors: Syntax error - wrong command syntax e.g. missing closing bracket
Type mismatch - non arithmetic expression
Overflow error - if expression is outside floating point range
Use: This command is useful in many trigonometric applications. It should, of course, be noted that the returned value is in radians and not degrees; to convert to degrees multiply by \(18 \emptyset /\) pi.

ROM routine entry point: \(\$ \mathrm{E} 3 \emptyset \mathrm{E}\)
Routine operation: The tangent is stored in FAC\#1 from where it is converted to the equivalent angle in radians which is also stored in FAC\#1.

\section*{CHR\$}

Abbreviated entry: \(\mathrm{C}(\) shift \() \mathrm{H}\)
Token: Hex \$C7 Decimal 199
Modes: Direct and program
Purpose: This command generates a character from its equivalent ASCII code number.

Syntax: CHR (numeric expression). The expression within the brackets must, when evaluated, be within the range \(\emptyset\) to 255 .

Errors: Syntax error - wrong command syntax e.g. missing closing bracket Type mismatch - non numeric expression
Illegal quantity - expression is outside range \(\emptyset\) to 255
Use: This command is the reverse of the ASC command and has similar applications. This command is particularly useful when adding editor or colour control characters to strings.

CHR \$ can be used to convert values stored in memory (and accessed using PEEK) into string characters for display on the screen, or for use within the program. Since the CBM 64 does not use a standard ASCII character set another application is to use ASC to convert each character to its CBM ASCII code value, perform the required code conversion, and then use CHR\$ to convert back to the corresponding string character. This application is essential when using some non CBM printers or when communicating with other makes of computer. It could also be used in encoding and enscription routines.

The command CHR \$ has one oddity; the use of \(\mathrm{CHR} \$(\phi)\) allows the addition of a null character with length 1 to a string. The null character will never be printed but will register when LEN is used.

ROM routine entry point: \$B6EC
Routine operation: The single byte parameter is input and evaluated and checked for correct range \((\emptyset-255)\) by the routine at \(\$\) B7A1. A single character string space is then allocated, the character generated from the input parameter is stored in this string space and the string pointers are set up in the allocated string variable.

\section*{CLOSE}

\section*{Abbreviated entry: CL(shift)O}

Token: Hex \$A \(\emptyset\) Decimal \(16 \emptyset\)
Modes: Direct and program
Purpose: This command is used to inform the computer that the processing of a file is completed. The processor then deletes reference to the file from its file tables, depending on which output device is being accessed. The CLOSE command also sets various end of file pointers.

Syntax: CLOSE file number. The file number must be a value between 1 and 255.

Errors: Syntax error - if there is no file number Illegal quantity - if the file number is outside the range 1-255 Note: No error is generated if the file does not exist

Use: The CLOSE command deletes the file entries from the file tables set up by the OPEN command (see OPEN command for details of file tables). If the files opened were to either the screen (device 3) or keyboard (device \(\emptyset\) ) then no other action is taken. When closing cassette files which have been used to write data the last buffer is dumped to tape and an end of tape header is written containing the end of tape value 5 . Serial files, previously opened for write, when closed send the buffer contents to the serial device media together with an end of file command. This causes the serial device to close the file and set/reset any
pointers within the serial device (see The Commodore 64 Disk Drive Revealed for details on the functioning of the disk commands and the disk internal operating system). Serial and cassette devices opened for read will simply clear the input buffer.

ROM routine entry point: vector indirect entry \$ \(\emptyset 31 \mathrm{C}\)
routine entry \$F291
Routine operation: The logical file number of the file to be closed is passed in the processor accumulator. Keyboard, screen and unopened files just pass straight through the routine, but tape files open for write are closed by dumping the last buffer and conditionally writing an end of tape block. Serial files are closed by sending a close file command if a secondary address was specified in the open command.

\section*{CLR}

Abbreviated entry: \(\mathrm{C}(\) shift \() \mathrm{L}\)
Token: Hex \$9C Decimal 156
Modes: Direct and program
Purpose: Resets the variable pointers so that all variables are in practice erased while leaving the Basic program unchanged.

Syntax: CLR. This command has no parameters.
Errors: Will produce errors only if the programmer has been changing the variable pointers.

Use: This command does not in fact erase any of the variables by replacing them with nulls; instead it simply restores the variable pointers. Thus the start of an arrays pointer will contain the top of the Basic program address plus two, and the bottom of the strings pointer is set to the top of the memory pointer. The pointer to DATA statements is also cleared. The temporary string stack is cleared and the main stack is also cleared. The fact that the CLR command resets the processor stack pointer to the bottom of the stack means that although CLR can be used in program mode it will remove all loop returns. Therefore if CLR is performed within a GOSUB or FOR ... NEXT loop, then the program will fail on the RETURN or NEXT command. In many applications it is preferable to use POKE commands to change just the required pointers rather than use the CLR command. It should also be noted that the CLR command will do a partial close on all files to cassette or serial which are open; this will result in loss of data and the erasing of all open files from the file tables.

Routine operation: The CLR function first checks that there is no following parameter, then sets string pointers \(\$ 33, \$ 34\) equal to the top of memory pointers \(\$ 37, \$ 38\) and the start of arrays \(\$ 2 \mathrm{~F}, \$ 3 \emptyset\) equal to the start of variables \(\$ 2 \mathrm{D}, \$ 2 \mathrm{E}\) thus erasing all variable storage pointers. The I/O pointers are returned to default values and the stack pointer reset to remove unwanted stack variables. The routine performs a restore and blocks the CONT command.

\section*{CMD}

Abbreviated entry: \(\mathrm{C}(\) shift \() \mathrm{M}\)
Token: Hex \$9D Decimal 157
Modes: Direct and program
Purpose: This command is used to set the primary output device to a previously opened file rather than the screen. All output following the CMD command will then be directed to the new output device.

Syntax: CMD logical file number, string. The file number must be a value between 1 and 255 . The comma separator between the file number and the string is only necessary if a string is included within the CMD command.

Errors: Syntax error - wrong command syntax e.g. no file number
Illegal quantity - logical file number exceeds the limits of 1 to 255
File not open - if the specified logical file is not opened
Use: When this command has been used all PRINT or LIST commands will send data to the device specified in the previous OPEN command. This will continue until a PRINT\# file number command resets the output to the screen. It then uses a CLOSE command to close the file. An alternative method in direct mode is to perform any operation which will generate a syntax error; this will reset output to the default device. This should then be followed by a blank line output to 'unlisten' the output device.

ROM routine entry point: \$AA86
Routine operation: The parameter following the CMD command is evaluated by the routine at \(\$ B 79 \mathrm{E}\) which gets a single byte parameter. The result is stored in the.\(x\) index register, the output device number variable in location \(\$ 13\) is then set to the value in \(x\) and PRINT is performed.

\section*{CONT}

Token: Hex \$9A Decimal 154
Mode: Direct only - attempting to use CONT within a program will result in an endless loop within CONT and therefore a program crash.

Purpose: To restart the execution of a Basic program after either pressing the STOP key or the program encountering a STOP command.

Errors: Can't continue error - on using CONT after an execution error or after changing the program or using CLR

Use: The main use of CONT is in debugging a Basic program. By inserting STOP commands at strategic points within the program one can stop the program, examine all the variables in direct mode and then resume operation with CONT. While the program is stopped its variables can also be changed in the direct mode; however new variables or lines cannot be added.

ROM routine entry point: \$A857
Routine operation: This routine restores the line address pointer in chargot at locations \(\$ 7 \mathrm{~A}, \$ 7 \mathrm{~B}\) using the contents of the pointer to the Basic statement for the CONT variable at \(\$ 3 \mathrm{D}, \$ 3 \mathrm{E}\). It also sets the current line number variable in \(\$ 39, \$ 3 \mathrm{~A}\) equal to the previous line number in \(\$ 3 \mathrm{~B}, \$ 3 \mathrm{C}\). If, however, the contents of \(\$ 3 \mathrm{E}\) are zero then a Can't continue error is generated.

\section*{cos}

\section*{Abbreviated entry: None}

Token:Hex \$BE Decimal \(19 \emptyset\)
Mode: Direct and program
Purpose: This command evaluates the cosine of an angle in radians.
Syntax: COS (arithmetic expression). The expression must be syntactically correct and within the range permissible for floating point numbers.

Errors: Syntax error - wrong command syntax e.g. missing closing bracket Type mismatch - non arithmetic expression
Overflow error - expression is outside the permissible floating point
Use: This command is used within many trigonometric applications. It should be noted that the value of the expression must be in radians rather than degrees. An angle can be converted to radians by multiplying the angle by pi/18ø.

ROM routine entry point: \$E264
Routine operation: The argument in radians is stored in FAC\#1, this is then added to a value of pi/2 stored in FAC\#2 and the result stored in FAC\#1. The
routine then jumps to the perform SIN routine at \(\$\) E26B and the result is stored in FAC\#1.

\section*{DATA}

\section*{Abbreviated entry: \(\mathrm{D}(\mathrm{shift}) \mathrm{A}\)}

Token: Hex \$83 Decimal 131
Mode: Program mode only
Purpose: This command allows data to be stored within a program without the necessity of it being entered separately from the keyboard, tape or disk. The data, which can be any alphanumeric or ASCII character values or strings, is then accessed using the READ command.
Syntax: DATA followed by ASCII characters. Two delimiters are used in a DATA statement. A " is used to delimit string data, and a comma is used to separate each item of data. A colon encountered on the same line as a DATA statement signifies the end of the data.
Errors: None
Use: DATA statements are a very useful way of storing data, in particular constants, within a program. Though DATA statements can be placed anywhere within the program the order of data within these statements is important, since the READ command sequentially accesses the data. The data pointer can be reset to the beginning of all DATA statements only by the RESTORE command. To access DATA statements in a random manner one would need to know the start address of each data statement as it is stored within the program memory, and use these addresses to put into the pointers to the current DATA statement variable in locations \(\$ 41, \$ 42\). This would then cause a READ to get the desired data. Data statements can be forced into a program using the keyboard buffer to emulate the entry of a program line (see Chapter 2 for details of this and Chapter 4 for a Restore to line \# routine).

\section*{ROM routine entry point: \$A8F8}

Routine operation: This routine is part of the RETURN routine and is used to search for the next Basic statement following the DATA statement, thereby ignoring the data following the DATA statement. The main associated data accessing routine is the READ routine.

\section*{DEF FN}

\footnotetext{
Abbreviated entry: DEF is D (shift) E
FN has no abbreviation
}

\author{
Token: DEF Hex \(\$ 96\) Decimal \(15 \emptyset\) \\ FN Hex \$A5 Decimal 165
}

Modes: Program mode only
Purpose: This command is used to assign a user defined function which can be called later within the program by FN. The function can consist of any valid mathematical formula.

Syntax: DEF FN floating point variable (floating point variable) \(=\) arithmetic expression. The function definition must precede the FN call within a program and must fit within a single Basic line.

Errors: Syntax error - wrong command syntax e.g. non floating point variable (It should be noted that this error will be produced on the line using the FN rather than the DEF FN line)

Type mismatch - use of string variables
Division by zero - attempt to divide by zero within an expression
Out of memory - recursive calling of function by function
Overflow error - result of an expression evaluation which is
too large or small
Undefined function - FN call before DEF FN definition
Use: The principal use of the DEF FN command is to save program space and complexity by allowing a complex formula, used several times within a program, to be defined just once. In fact DEF FN acts rather like a special subroutine jump. It could be replaced by a jump to a subroutine but this would be considerably slower, and would only be justifiable if the expression required more than a single line of Basic program to define it. The function defintion is stored as a simple variable (see Chapter 2 for details on how this variable is stored). It should be noted that the variable in brackets does not change when a function is called. Although it is used by the function definition it is temporarily stored in an area of memory reserved for the function definition. Since the function definition is stored as a variable it can be redefined at any time within a program; similarly one function definition can call another function as its variable.

ROM routine entry points: perform DEF is at \$B3B3
perform FN is at \$B3F4
check FN syntax at \(\$\) B3E1
Routine operation: DEF - a syntax check is first carried out using the routine at \$B3E1. The mode of operation is then checked to make sure that it is in program mode, and a left bracket is searched for. If found, then the following variable is located in memory using routine \(\$ B \emptyset 8 B\). A right bracket is then checked for and the next character in Basic tested to make sure that it is an = sign. The five bytes of data obtained are then pushed onto the stack in the following format:
(1) function token of the first character in the variable name
(2) variable address pointer from locations \(\$ 47\)
(3) and \(\$ 48\)
(4) pointer to Basic for charget from \(\$ 7 \mathrm{~A}\)
(5) and \$7B

The evaluate FN function first calls the routine at \$B3E1 which checks syntax and then gets the variable address. The expression is evaluated and the result stored in FAC\#1. The data placed on the stack by the DEF routine is recovered and stored in RAM memory at a location pointed to by the values in locations \(\$ 4 \mathrm{E}, \$ 4 \mathrm{~F}\).

Both routines call a routine to check the FN syntax. This first checks for the FN token, \$A5, then sets the function flag in location \(\$ 1 \emptyset\) with the OR of the function name AND \(\$ 8 \emptyset\). If the function exists it is searched for; if not then it is set up. Finally the routine checks that the value is numeric.

\section*{DIM}

Abbreviated entry: D(shift)I
Token: Hex \$86 Decimal 134
Mode: Direct and program
Purpose: This command allocates space in memory for the storage of an array of specified name, number of dimensions, number of elements in each dimension and variable type.

Syntax: DIM name (arithmetic expression 1, arithmetic expression 2, ...., arithmetic expression \(n\) ) [, name 2 (arithmetic expression \(1, \ldots\). )]. The square brackets indicate optional repetitions. Each expression is evaluated and converted to a two byte positive integer which must be within the range \(\emptyset\) to 32767 (though high values like 32767 will always give an Out of memory error). It is usually best to dimension arrays at the beginning of a program, and any attempt to put a DIM statement within a loop or create a new array using the same variables will always give a Redimensioned array error.

Errors: Syntax error - wrong command syntax
Out of memory - number of elements is too large for the available memory
Redim'd array - attempting to redefine an existing array
Illegal quantity - number of elements is less than \(\emptyset\) or greater than 32767

Use: This is a very straightforward command which must be used before setting up an array. It is possible to use subscripted variables without having defined the array with a DIM, in which case the number of elements in each dimension will default to 11 . (Note: DIM A (1申) gives an array with eleven elements since
the zero element is used.) In a default array any attempt to use more than three dimensions will give an Out of memory error due to the fact that the default array will be \(1 \emptyset, 1 \emptyset, 1 \emptyset, 1 \emptyset\) and this uses more memory than is available on the CBM 64. For further details on how arrays are stored see Chapter 2.

\section*{ROM routine entry point: \(\$ \mathrm{~B} \emptyset 81\)}

Routine operation: The presence of a variable of the same name is first checked using the routine at \(\$ B \emptyset 9 \emptyset\). If one is not found then the routine sets up an array with the variable name and number of elements specified in the DIM statement. It checks to see if charget points to a comma as the next character; if so then the routine loops back and repeats the procedure for the next specified array.

\section*{END}

\section*{Abbreviated entry: \(\mathrm{E}(\) shift \() \mathrm{N}\)}

Token: Hex \(\$ 80\) Decimal 128
Modes: Direct and program
Purpose: Informs the computer that it has reached the end of the program, whereupon it exits to the direct mode and prints a Ready message. The CONT command can be used to resume execution after an END statement.

Syntax: END has no parameters but must always be followed by a colon or end of line marker.

Errors: Syntax error - following END by a parameter
Use: This command is used to halt execution of the program, a function it shares with the STOP command. The END command is not essential at the end of a program if the end is at the highest program line number, but is essential if the program is to end prior to that. Like the STOP command, END can be used to set break points in a program during debugging, where a CONT will resume program execution.

ROM routine entry point: \$A82C
Routine operation: This routine is called by either the STOP key detect routine at \(\$ F F E 1\), the routine at \(\$ \mathrm{~A} 7 \mathrm{BE}\) which detects the terminating double zero bytes of a Basic program, or by the keyword END. Which action is performed depends on the state of the Z and carry flags in the processor status register. If carry and Z are both set then a STOP break is initiated; if carry is clear then END is performed.

\section*{EXP}

Abbreviated entry: \(\mathrm{E}(\) shift \() \mathrm{X}\)
Token: Hex \$BD Decimal 189
Modes: Direct and program
Purpose: Calculates e (2.718281828) raised to any power in the range -88 to +88 , the result always being positive.

Syntax: EXP (arithmetic expression). If the expression exceeds \(88 . \emptyset 296919\) when evaluated then an Overflow error is generated.

Errors: Syntax error - wrong command syntax e.g. missing closing bracket
Overflow error - expression exceeds \(88 . \emptyset 296919\)
Use: EXP is the converse function of LOG and is used principally in scientific or statistical programs.

ROM routine entry point: \$BFED
Routine operation: The value of e to the power of the value in FAC\#1 is calculated. It first multiplies FAC\#1 by a constant equal to \(1 / \log\) e 2 which is then tested for range. If it is within the range then a series routine is called which calculates \(2 \uparrow(x / \log\) e 2\()\). The result is stored in FAC\#1.
FOR...TO...[STEP] and NEXT
\begin{tabular}{rl} 
Abbreviated entry: & FOR is \(\mathrm{F}(\) shift \() \mathrm{O}\) \\
& TO has no abbreviation \\
& STEP is ST(shift)E \\
& NEXT is N(shift)E
\end{tabular}

Tokens: FOR Hex \$81 Decimal 129
TO Hex \$A4 Decimal 164
STEP Hex \$A9 Decimal 169
NEXT Hex \(\$ 82\) Decimal \(13 \emptyset\)
Modes: Direct and program
Purpose: This command is used to repeat the program contained in the lines between the FOR ... TO ... [STEP] command statement and its associated NEXT. With each repetition of the loop the variable is incremented by the STEP value until it reaches the value in the TO variable.

Syntax: FOR floating point variable \(=\) arithmetic expression or floating point variable TO arithmetic expression or floating point variable [STEP arithmetic
expression or floating point variable]. The square brackets denote that the STEP command is optional; if STEP is not defined it defaults to a step increment of 1 .

Errors: Syntax error - wrong command syntax e.g. integer or array variables used
NEXT without FOR - if there is no FOR ... TO to match a NEXT; this can occur if the NEXT is simply omitted or a RETURN is used with a GOSUB/GOTO, called before the FOR ... NEXT loop

Use: Although FOR ... NEXT loops are probably one of the most useful commands in Basic the version of Basic used in the CBM 64 has several interesting features which can pose problems for the programmer. The first problem likely to be encountered is with nested FOR ... NEXT loops. The level of nesting is limited by the fact that the processor stack is used to store the loop variables and takes 18 bytes of stack space for every nested loop. To ensure correct nesting it is advisable to omit the variable from the NEXT statement; this will ensure that the interpreter simply takes the last entered FOR ... TO entry on the stack as referring to the NEXT statement. The level of nesting is limited in theory to \(1 \emptyset\) levels, though in practice it is fewer since the stack is also required for other purposes.

This use of the stack also gives several other effects. When a new FOR ... TO is set up the stack is scanned for an existing active loop with the same variable. If found then the new FOR ... TO replaces the old one. A RETURN after a GOSUB also has the effect of clearing all stack contents placed there during the GOSUB routine, thus erasing any FOR ... TO references set up during the GOSUB which are still open (the cause of the NEXT without FOR error encountered in such cases). The only way in which the variable denoting the upper limit of the loop or the loop step can be changed is to directly change the value in the stack, since these two variables are stored as part of the stack data. Thus the variables used to define the upper limit and step can be reused immediately after the FOR ... TO ... STEP command is set up without affecting the command operation.

The STEP command and associated variable, if not specified, defaults to 1 . It should be noted that the FOR ... NEXT command will always pass once through the loop. If STEP is specified it can lead to errors due to rounding of the floating point values; this will not occur with non fractional values except on very large numbers, but can be quite serious on some fractional values especially values like \(1 / 3\). The result of such rounding can easily give a loop count error of plus 1 , and is commonly encountered in routines like graphics circle drawing.

Routine operation: FOR ... TO setup evaluates the expression and then assigns 18 bytes on the stack for the active FOR loop, having checked that there is space on the stack. The format of the stack entry for an active FOR loop is:

Stack address 1 loop return address lo
2 loop return address hi
3 return line number hi
4 return line number lo
5 TO value in floating point notation (lsb)
6 TO value in floating point notation (lsb)
7 TO value in floating point notation (lsb)
8 TO (most significant byte + sign)
9 TO (mantissa)
\(1 \emptyset\) sign of STEP
11 STEP value in floating point notation (lsb)
12 STEP value in floating point notation (lsb)
13 STEP value in floating point notation (lsb)
14 STEP (most significant byte + sign)
15 STEP (mantissa)
16 variable address hi
17 variable address lo
18 FOR token \$81
The first function of the NEXT routine is to check for any variable name following the NEXT command. If there is none then the locations \(\$ 49\) and \(\$ 4 \mathrm{~A}\) are set to zero. If a variable name follows the NEXT command then its location is obtained using the routine at \(\$ B \emptyset 8 \mathrm{~B}\). This returns the pointers in the accumulator (low order address byte) and the .y index register (high order address byte). These values are stored in the variable pointer \(\$ 49, \$ 4 \mathrm{~A}\). The stack is then searched for a matching FOR command. If no variable is specified then the last entered FOR return data is used; if there is no matching return FOR then a NEXT without FOR error is generated. The step value in floating point is moved from the stack to floating point accumulator \#1 and added to the variable pointed to by \(\$ 49, \$ 4 \mathrm{~A}\). This is compared with the TO value stored on the stack, and if equal exits from the FOR ... NEXT loop. If not equal then the return line number is restored in \(\$ 39, \$ 3 \mathrm{~A}\) and the charget pointers in \(\$ 7 \mathrm{~A}, \$ 7 \mathrm{~B}\) are reset to the FOR entry point and a warm start to Basic initiated to restart the program at that point.

\section*{FRE}

\section*{Abbreviated entry: F (shift) R}

Token: Hex \$B8 Decimal 184

\section*{Modes: Direct and program}

Purpose: Calculates the number of unused bytes of memory available between the bottom of the string storage area and the top of the array storage. The routine also performs a 'garbage collect' which clears all unused string variables out of memory thus freeing the maximum amount of available memory space.

Sintax: FRE (expression). Since FRE is a function it requires an expression. However, in the case of FRE this expression is purely a dummy and can be any value.

Errors: Syntax error - wrong command syntax
Use: This command is used principally in the direct mode to find the size of a program, or in the program mode, where a program involves a lot of string storage and manipulation, to prevent an Out of memory error being generated because of insufficient space to store a new string. String storage can quickly use up available memory if a lot of string manipulation is being performed. The reason is that every time a new string is created it is stored in the string storage area which starts at the top of available RAM memory and extends downwards until it meets the top of the array storage area. New strings are simply added to the bottom of this memory area, and when a string variable is redefined the old string is not erased; the variable pointers are simply changed to point to the new string. This means that the interpreter must occasionally remove unassigned strings in order to release more free memory. This process is called 'garbage collection' and occurs at irregular intervals whenever it is not possible to add another string or variable to memory.

Unfortunately garbage collection can be a very lengthy operation (it can be well in excess of \(3 \emptyset\) minutes) which totally halts the program operation. Many users have been faced with a machine which ceases to operate, and have come to the conclusion that it has crashed, when in reality it is simply performing a 'garbage collect'. It should be noted, of course, that the amount of memory available on the 64 means that a garbage collect situation is, on most programs, rarely ever reached. If it is thought likely to occur then there are two precautions which can be taken to reduce the garbage collection delay time. The first is to lower the top of memory using the top of memory pointers, to reduce the space available for string storage to the absolute minimum, thereby forcing frequent small garbage collects, each of fairly short duration. The other method is to use the FRE command to force a garbage collect at some regular period within the program where there is normally a pause in program operation, e.g. after an input prompt.

ROM routine entry point: \$B37D
Routine operation: The routine discards all unwanted strings by calling the garbage collect routine and then calculates the amount of free memory available. This is returned as an integer stored as two bytes in \(\$ 62\) (lo), \(\$ 63\) (hi).
GET and GET\#

\author{
Abbreviated entry: G(shift)E \\ G(shift)E\#
}

Token: Hex \$A1 Decimal 161

\section*{Modes: Program mode only}

Purpose: These two commands input a single byte, GET from the keyboard and GET\# from any other input device. If there are no characters in the keyboard buffer then these commands will simply return a null string.

Syntax: GET variable name, [variable name], [variable name], .....
GET \# arithmetic expression, variable name, [variable name], .....
The GET and GET\# commands may be followed optionally by more than one variable, but must always have at least one variable. The GET\# command must always be followed by a logical file number between 1 and 255 .

Errors: Syntax error - wrong command syntax, or attempting to input a non numeric character using GET numeric variable
Illegal direct error - attempt to use the commands in direct mode Device not present - no input device corresponding to the logical file

Use: The GET commands have a great virtue over the INPUT commands in that they do not have the same conventions and restrictions. Therefore GET can be used to input any character (including " : , return and the screen editor characters which are not accepted in an INPUT command). The single character strings input by GET can then be validated by the program and if necessary concatenated to produce a longer string, thereby giving the programmer total control over input.

The GET command gets one character from the keyboard buffer where they are placed by the keyboard servicing part of the IRQ routine. The keyboard buffer is situated at \(\$ \emptyset 277\) and occupies \(1 \emptyset\) bytes of memory. This buffer is organised on a first in first out basis and the GET command takes a single character off the top of the buffer. If there are no characters in the buffer then GET will return a null character (it is for this reason that a GET command usually has to be structured as a loop which rejects all null characters and just returns the first character entered). Keypresses entered into the buffer prior to the GET command will be returned by GET instead of keys pressed during the GET command execution. This can be countered by clearing the keyboard buffer previously by setting the buffer pointer in \$C6 to zero.

The GET\# command is used primarily to get data, byte by byte, from either tape or disk, and as with GET its main value lies in the command's ability to take any character, such as colons and commas, rejected by the INPUT\# command. When reading from tape the GET\# command obtains characters from the cassette buffer. The cassette buffer is loaded with a 192 byte block of data from tape, the tape then pauses until this buffer is read, the pointers are reset and the next 192 byte block is read from tape (see The Commodore 64 Kernal and Hardware Revealed for further details on tape and disk storage).

ROM routine entry point: \$AB7B
Routine operation: Checks are first made by the routine to determine the operation mode, direct or program, and whether the command is GET or GET\#. If the command is in the direct mode it is rejected with an error message.

When it is a GET\# command the file number is input, the routine checks that a comma is present and sets the required device for input. The input buffer at \(\$ \emptyset 2 \emptyset \emptyset\) is then set up to accept just a single character, the buffer being filled with a null byte. The accumulator is loaded with \(\$ 4 \emptyset\) and the routine jumps to the GET character from the input device subroutine within the perform READ routine; the entry address is \$AC \(\emptyset\) f. This routine first stores the accumulator in location \(\$ 11\) to identify that it is a GET command. The character is then obtained from the input device, the input character being stored in \(\$ \emptyset 2 \emptyset \emptyset\).


Modes: Direct and program
Purpose: This performs a jump to another section of the program specified by a line number following the GOSUB command. On encountering a RETURN command the program will then return to the instruction following the GOSUB. The section of program jumped to is called a subroutine.

Syntax: GOSUB line number. The line number must be in ASCII numerals and be within the range \(\emptyset\) to 63999 . The RETURN command must be situated at the end of the subroutine called by GOSUB.

Errors: Syntax error - wrong command syntax e.g. line number out of range
Return without GOSUB - no GOSUB matching a RETURN
Undefined statement - line number does not exist
Out of memory - excessive use of GOSUB nesting using all the stack space

Use: This is a very important Basic command which allows the use of subroutines within a program, a subroutine being a piece of program code required more than once in a program. Like the loop command FOR ... NEXT, the pair of commands GOSUB ... RETURN make extensive use of the processor stack to save the return address and line number. Every time a GOSUB is used it requires eight bytes of the processor stack, therefore there is a limit to the number of levels to which subroutines can be nested within other subroutines. This limit is, in theory, 23 levels of nesting, but in practice it is much less since the stack is also required for other purposes such as FOR ... NEXT loops etc.

The RETURN command, when encountered, will delete all stack entries
above and including the last entered GOSUB stack entry. Any attempt to use levels of GOSUB nesting greater than this will result in an Out of memory error. This error will also result if an attempt is made by a GOSUB to call itself (the stack will fill up with return addresses which are not deleted by the RETURN command).

It is sometimes useful to be able to escape from a GOSUB without executing a RETURN: this is done by the POP command in Chapter 5. Another interesting feature of the GOSUB command is that when it checks the line number following the GOSUB it performs an incomplete validation, thus GOSUB followed by no line number or a non numeric character will always default to a GOSUB \(\emptyset\), a potentially useful feature. However, any attempt to do a computed GOSUB will fail and will default to \(\emptyset\) if a variable is used, or to the number if used first. A proper computed GOSUB routine is given in Program 10.

Source code for computed GOSUB.


BASIC loader for computed GOSUB.
```

10 INFUIT"RIIIRESS FOR CALCULATED GOSUB';I:S=I
20 REFIIA: IFF=-1 THEN50
30 FQKEI,A:I=I+1
40 T=T+A:GOTO2Q
50 IFT<<4566THENPRINT"MIMCHECKSUM ERROR :4560"T:END
60 IFI<br>S+37THENFRINT"RT\&\&|UMBER OF DATR ERROR":END
70 PRINT"胙TO LISE THE CRLCULATEN GOSUE:"
80 FRIHT"REYS("S"),LINE HJMEER"
90 ENI
100 DRTA32,253,174,32,138,173,32
110 DATAQ4, 183,164,104,169,3,32
120 IHTHE51,163,165,123,72,165,122
13G IINTAP2,165,58,72,165,57,72
14G IIATH169,141, 72,32,163,168,76
150 IRTA174,167,-1

```

Routine operation: The routine to perform the GOSUB command pushes the seven bytes of data required for a GOSUB onto the stack, having first checked that there is space on the stack. If there is not then an Out of memory error is generated. The format of the stack entry for an active GOSUB is:
```

Stack address 1 \$A7 return to control loop address msb
2 \$E9 return to control loop address lsb
3 return address hi
4 return address to
5 line number lo
6 line number hi
7 \$8D GOSUB token

```

Having placed this data on the stack the routine performs the same function as the GOTO command and scans the Basic program to locate the desired target line. It does this by first comparing the target line number with the current line number; if the target is larger then it scans up, if smaller than it scans up from the start of Basic. If the line is not found then an Undefined statement error is generated. Having found the line program the control jumps to it.

The routine to perform RETURN first checks for a GOSUB token \$8D on the stack by calling routine \(\$\) A38A. This searches for FOR entries on the stack which are then skipped and the next stack entry checked for a GOSUB. If found then all higher stack entries are erased and the pointers to the GOSUB calling routine recovered. If no GOSUB pointer is found then a RETURN without GOSUB error is generated. The original line number is stored in pointers \(\$ 39, \$ 3 \mathrm{~A}\). Charget is reset using the return address pointers from the stack. The routine then merges with the DATA routine which searches for the next statement after the pointer; this is used to ignore any commands following the GOSUB and to start execution on a new line following the GOSUB. The RTS terminating the DATA routine calls the routine pointed to by the return to control loop address on the stack.

\section*{GOTO}

Abbreviated entry: \(\mathrm{G}(\mathrm{shift}) \mathrm{O}\)
Token: Hex \(\$ 89\) Decimal 137
Modes: Direct and program
Purpose: Performs a jump to the specified line in the command. It can be used in conjunction with IF and ON to give conditional jumps.

Syntax：GOTO line number．The line number must be in ASCII numeric characters and in the range \(\emptyset\) to 63999.

Errors：Undefined statement－line number specified does not exist
Use：Programming purists do not approve of the GOTO command，however it is very useful especially for jumping on a conditional test．An interesting feature of the GOTO command is that if no line number is specified or a non numeric character follows the GOSUB，then the interpreter assumes a default of GOTO \(\emptyset\) ．Computed GOTOs are not allowed，but a simple routine to add this facility to Basic，is given in Program 11.

Source code for computed GOTO．
```

033C !CRLCULATED GOTO
0335
C060
!CRLCULATED GOTO
COOB 2GFDRE
CGM3 208ARD
CG日6 26FTB7
C649 4СНЗ月8
BASIC loader for computed GOTO

```
```

10 INFUT"ADNRESS FOR CALCULHTED GOTO";I:S=I

```
10 INFUT"ADNRESS FOR CALCULHTED GOTO";I:S=I
2G FEFIIH: IFF}=-1\mathrm{ THEH50
2G FEFIIH: IFF}=-1\mathrm{ THEH50
30 FOKEI, F:I=I+1
30 FOKEI, F:I=I+1
40 T=T+H: B0TC60
40 T=T+H: B0TC60
50 IFTパ1EP1THEHPRINT"MRIHECKSUM ERROR :1671"T:EHD
50 IFTパ1EP1THEHPRINT"MRIHECKSUM ERROR :1671"T:EHD
EG IFI<3S+12THEFFFRIHT"RIRHUMBEF OF DATA EFRROR":END
EG IFI<3S+12THEFFFRIHT"RIRHUMBEF OF DATA EFRROR":END
TE FFINT"RIRTIG LISE THE CFLCLILATED GOTO:".
TE FFINT"RIRTIG LISE THE CFLCLILATED GOTO:".
36 FFIIHT"㫙''S("S"),LINE NUMBER"
36 FFIIHT"㫙''S("S"),LINE NUMBER"
90. E!HI
90. E!HI
1610 IIHTA32,253,174,32,138,173,32
1610 IIHTA32,253,174,32,138,173,32
116 IINTA247,1:33,76,163,168,-1
```

116 IINTA247,1:33,76,163,168,-1

```

ISCAN PAST COMMR IGET LINE NUMEER ！INTO \(14, \$ 15\) ！EXECUTE GOTO

Program 11.

\section*{ROM routine entry point：\(\$ \mathrm{~A} 8 \mathrm{~A} \emptyset\)}

Routine operation：The line number used in the GOTO is first fetched and stored in locations \(\$ 14, \$ 15\) ．The line number is then compared with the current line number（note high bytes only are compared）．If the target line\＃high byte is larger than the current line\＃high byte，then the program is scanned upwards from the current line using the link pointers to achieve this scanning quickly．If the target line number is not found then an Undefined statement error is generated．If the line is found then the address of the zero before the start of the target line is loaded into the charget pointers at \(\$ 7 \mathrm{~A}, \$ 7 \mathrm{~B}\) and program execution is restarted on an RTS．

\footnotetext{
IF．．．THEN
}
\begin{tabular}{ll} 
Abbreviated entry：IF & None \\
THEN & \(\mathrm{T}(\mathrm{shift}) \mathrm{H}\)
\end{tabular}
\begin{tabular}{rll} 
Token: IF & Hex \$8B & Decimal 139 \\
THEN & Hex \$A7 & Decimal 167
\end{tabular}

\section*{Mode: Direct and program}

Purpose: This command allows the conditional execution of any statement following the IF including jumps or GOSUBs to other lines, depending on the value or expression following the IF statement. The IF command is usually associated with the THEN or GOTO commands.

Syntax: IF arithmetic or logical expression
THEN line number or expression
GOTO line number
THEN GOSUB line number
When GOTO is used it must not have a space between GO and TO.

\author{
Errors: Syntax error - wrong command syntax \\ Undefined statement - if the line number following THEN,GOTO or GOSUB does not exist
}

Use: The IF...THEN command structure is the primary conditional test in CBM 64 Basic and is therefore of great use. It functions by first evaluating the expression following the IF statement. If this gives a value greater or less than zero then the expression is deemed to be true; if the result is zero then the expression is false. If the expression is false then any further statements on the line are ignored and the next line executed. If the expression is true then the rest of the line - a THEN or GOTO statement - is executed plus any further commands separated by colons. If the IF command is followed not by an expression but just a variable, then the interpreter takes the value of the variable and uses that as the test. It should be noted, of course, that the sign of a value or expression is not considered by the IF command.

One interesting feature of the IF command is that the condition following the IF statement may be a string or string variable; it will not produce an error but will give some odd effects. If the condition is a string variable then the condition tests the contents of FAC\#1 left after the previous numeric calculation or numeric variable assignment. A previous string assignment will also affect the condition test; a false condition will be generated only if the assignment was a null string. The IF conditional test will work satisfactorily when making comparisons between two strings. If a subscripted string variable is included within the test, then the interpreter will ignore the string variable and simply take the number or numeric variable used in the subscription as the test value. The use of a string as the conditional test variable will give a false message if it is a null string and a true message in all other cases. However, this does not clear the string stack, and using it three times will give a Formula too complex error.

ROM routine entry point: \$A928
Routine operation: The expression following the IF is first evaluated by the routine at \$AD9E, the result of the evaluated expression being placed in floating
point accumulator \#1. The exponent value is also placed in the processor accumulator. The routine then checks whether the following statement is the token for either THEN (\$A7) or GOTO (\$89); if not then a Syntax error is generated. When the result of the evaluation is zero the exponent in the accumulator is set to zero. If the accumulator contains a zero then the condition is deemed 'false' and the control branches to the next line. This is done by taking the scan offset to the next line start address in the .y index register and adding it to the charget pointers in \(\$ 7 \mathrm{~A}, \$ 7 \mathrm{~B}\). If the accumulator is greater than zero then the condition is 'true' and the statement following the IF conditional expression is performed. A GOTO or THEN followed by a line number will execute a GOTO jump; if THEN is followed by GOSUB and a line number the GOSUB routine is executed. If THEN is followed by a variable then it is assigned.
\begin{tabular}{|c|c|c|}
\hline INPUT & and & INPUT\# \\
\hline \multirow[t]{2}{*}{Abbreviated entry:} & : INPUT & None \\
\hline & INPUT\# & I(shift)N \\
\hline Tokens: INPUT & Hex \$85 & Decimal 133 \\
\hline INPUT\# & Hex \$84 & Decimal 132 \\
\hline
\end{tabular}

Modes: Program mode only
Purpose: To input data into the computer, from the keyboard in the case of INPUT, and from a specified input device in the case of INPUT\#. The INPUT command also displays the input on the screen at the current cursor position. An INPUT or INPUT\# is terminated by the return key or a return ASCII character. INPUT can also include a string which is first output on the screen prior to data input.

Syntax: INPUT [string within quotes; variable name [, variable name].....
INPUT\# arithmetic expression, variable name [, variable name].....
With INPUT the string within quotes is optional as is also the use of more than one variable. When run, an INPUT command will first display any string following the command and then display a question mark followed by a flashing cursor as an input prompt. Extra input variables can be separated by commas. If carriage return is pressed after each then a double question mark is displayed to prompt. With the INPUT\# command the arithmetic expression following defines the logical file number and must evaluate to a value between 1 and 255. It should be noted that there is no optional displayed string with the INPUT\# command. With INPUT and INPUT\# the maximum length of a data item input is 79 characters including the terminating 'return' character and question mark prompt.

Errors: Syntax error - wrong command syntax
Illegal direct - attempting to use INPUT commands in the direct mode
Redo from start - attempting to input the wrong variable type Extra ignored - use of a comma separator within input indicates that there are more inputs than variables
File not open - no input file open in INPUT\#
Not input file - file not open for input
Use: Both INPUT and INPUT\# have strict rules covering permissible input characters. The characters not accepted are principally, :" and the screen editor commands plus the 'return' character if used as anything other than an input terminator. These limitations can be quite annoying and are one reason why GET or GET\# are often preferred to INPUT and INPUT\# because these restrictions do not apply and the programmer can use his own character trapping. The INPUT routines treat the comma as a separator between inputs and therefore ignore it and place the following input data in the next variable (if one was assigned in the INPUT command; if not then an extra ignored error is produced). A colon encountered within the input data will signify the end of the statement. If the " character is input then all following characters are treated as being a literal string until a matching " is found.

The INPUT and INPUT\# commands work by taking characters from the respective input device and placing them in the input buffer. This is an 88 byte block of memory at locations \(\$ \emptyset 2 \emptyset \emptyset\) to \(\$ \emptyset 257\). Characters continue to be put in this buffer until either the buffer contains \(8 \emptyset\) characters (in which case a String too long error is generated) or a carriage return, comma or colon character is input. When a carriage return or separator character is input a terminating zero is added to the end of the input, and the buffer contents are assigned to the designated variable.

\section*{ROM routine entry point: INPUT - \$ABBF \\ INPUT\# - \$ABA5}

Routine operation: The INPUT routine first checks for a quotation mark, \(\$ 22\), as the next character following the INPUT command. If a quotation mark is present then the string within the quotation marks is printed on the output device. The input buffer at \(\$ \emptyset 2 \emptyset \emptyset\) is set up to accept up to \(8 \emptyset\) characters, the status ST is then tested (derived from the value in \(\$ 13\) ), and the routine branches to the input line routine. It is the input line routine which is the cause of INPUT not accepting colons etc.

The INPUT\# command gets the file number and checks for a following comma, sets the input device and jumps into the main input routine. Having performed the input, the input device is turned off and location \(\$ 13\) set to zero.
\(\square\)
INT

Abbreviated entry: None
Token: Hex \$B5 Decimal 181
Modes: Direct and program
Purpose: Converts the value in the argument into an integer by removing the fractional component of the value.

Syntax: INT (arithmetic expression). The arithmetic expression must be given a valid numeric result within the range acceptable for floating point values.

\section*{Errors: None}

Use: The INT command is principally used in rounding values to whole numbers. However, since it removes just the fractional component of the number it will always round down all positive values and round up all negative values. To round up simply add .5 to the value then do an INT command. It should be noted that the value returned by the INT command is a floating point value and should not be confused with numbers stored as integers which have a maximum range of +32767 to -32768 .

ROM routine entry point: \$BCCC
Routine operation: This takes a value stored in FAC\#1 and rounds it down to the nearest integer which is left in full floating point form in FAC\#l.

\section*{LEFT\$}

Abbreviated entry: LE(shift)T
Token: Hex \$C8 Decimal \(2 \emptyset \emptyset\)

\section*{Modes: Direct and program}

Purpose: This takes the specified string and takes from it a substring consisting of the specified number of characters at the left end of the string.

Syntax: LEFT\$(string expression, arithmetic expression). The string expression can be a string literal, string variable, a string function like LEFT\$, or a combination of one or all of these, the only limitation being that the resulting string length must not exceed 255 characters. The arithmetic expression must be an integer number between \(\emptyset\) and 255 when evaluated.

Errors: Illegal quantity - value exceeds the limits \(\emptyset\) to 255
Use: The string functions are extensively used to manipulate strings and LEFT\$. The principal use is in getting rid of trailing characters or truncating strings to a fixed length.

ROM routine entry point: \(\$ \mathrm{~B} 7 \emptyset \emptyset\)
Routine operation: The string parameter data is first pulled from the stack by the routine at \(\$ B 761\). The .y index register contains the string length. The bulk of the routine from \(\$ 3796\) is shared with MID\$ and RIGHT\$ and involves creating a substring, storing it in memory and setting up the necessary pointers.

\section*{LEN}

Abbreviated entry: None
Token: Hex \$C3 Decimal 195
Modes: Direct and program
Purpose: Will return the length of a string or string expression.
Syntax: LEN (string expression). The string expression must be valid and can be either a string variable, string literal, or string function. The combined string length must not exceed 255 characters.

Errors: Type mismatch - if it is a non string expression
Use: LEN is often used within FOR...NEXT loops to perform an operation on each character in a string.

ROM routine entry point: \$B77C
Routine operation: This calls the routine at \(\$ 3782\) to obtain the string length which is returned in the accumulator with the.y index register set to zero. It then jumps to the routine at \(\$ B 3 A 7\) which converts the contents of.\(a\) and.\(y\) to a floating point value in FAC\#1.

\section*{LET}

Abbreviated entry: L(shift)E or by default nothing
Token: Hex \(\$ 88\) Decimal 136
Modes: Direct and program
Purpose: To assign a value or string to a variable
Syntax: LET is not actually required in CBM 64 Basic since if the first byte in any statement is not a token then the interpreter assumes that a LET command is intended by default. The interpreter parser then checks for an = sign following the variable and an expression or value following the equals sign. The type of variable allowed by the assignment is determined by the variable name. If the
last character is \(\%\) then the variable is an integer variable, if \(\$\) then it is a string variable; in all other cases a floating point variable is assumed. Variables can be either simple or array variables.

Errors: Type mismatch - wrong variable type assignment
Illegal quantity - value is outside the permitted size range
Use: The LET command is not necessary in CBM 64 Basic. For further details of variable type, storage and assignment see Chapter 2.

\section*{ROM routine entry point: \$A9A5}

Routine operation: The variable defined in the LET statement is first searched for amongst existing Basic variables using the routine at \(\$ \$ B \emptyset 8 B\). If it does not yet exist then it is set up. The variable pointer address is stored in locations \(\$ 49, \$ 4 \mathrm{~A}\). The routine then checks for an \(=\) sign (character value \(\$ B 2\) ). If this is not found then a Syntax error is generated. The value, string or expression following the equals sign is then evaluated and assigned to the corresponding variable pointed to by locations \(\$ 49, \$ 4 \mathrm{~A}\). The following are the start of the routines which assign the different variable types:
\$A9C4 assign integer variables
\$A9D6 assign floating point variables
\$AA2C assign strings, except
\$A9D9 which assigns TI\$
The routine which assigns TIS uses a routine at \(\$ A A 1 D\), which adds an ASCII digit to the contents of FAC\#1. The digit is pointed to by \(\$ 22\),.y.

\section*{LIST}

Abbreviated entry: L(shift)I
Token: Hex \$9B Decimal 155
Modes: Direct and program mode. In program mode this command will stop the program after listing the desired lines.

Purpose: This command will output all or part of the Basic program stored in memory on the current output device.

Syntax: LIST [line number][-[line number]]. The beginning and end of line numbers defining the listing range are optional; the line numbers specified need not actually exist but must be within the range \(\emptyset\) to 63999 .

Errors: Syntax error - wrong command syntax or if an unrecognisable token is encountered when listing

Use: The LIST command converts the tokenised Basic program back into an easily readable format which is displayed on the screen or to another peripheral
（if the OPEN and CMD commands have previously been used to set up an output device）；this would normally be a printer．The program can also be listed to cassette，disk or via a modem；this is often useful when transferring programs to non CBM devices．Another use for a Basic program listed to cassette is a simple merge routine．This is dealt with in The Commodore 64 Kernal and Hardware Revealed．

The LIST command has one quirk．After a REM command all shifted characters will be interpreted as tokens and output in their expanded form unless the shifted characters are enclused in quotes．This can be utilised when listing the REM command by including screen or printer control characters after the REM，thereby either improving the listing＇s legibility or providing a degree of unlistability by using cursor characters to backspace over lines and thereby hide their contents．

A very useful variation of the LIST command is given in Program 12；it is modified to convert all the graphics screen control and colour characters into more readable form．
```

1 FESTOFE
5 GOTO30G16
16 IIATA162.6,165,43,133,251,165
20 INATA44,133,252,168,0,177,251
814 DHTA133,253,2001,177,251,133,254
40 INTA201, 囯203,1,95,200,200
50 DATR206,177,251,201,0,208,13
60 IHTA1E5,253,133,251,165,254,133
FQ IHTH252,162,0,76,10,192,201
80 IINTAS4,268,10,232,224,2,208
G0 IFTA12,162,0,76,2B,192,224
1010 IHTA1,240,3,76,28,192,201
110 INTAE55,208,3,76,28,192,133
126 IHTH162,24,201,192,144,4,216
136 INTA56.233,96.261,96,176.7
140 IRTR201,33,144,3,76,28,192
150 IHTH1:34,1E10, 133,101,132,92,162
166 INTH1,266,177,251,197,102,208
176 IINTH4,232,76,106,192,134,102
180 INTH224,1,240,2,176,10,262
190, INTH165,161,201,32,208,3,76
200 IIHTA167,193,138,133,93,169.10
21日 INTA133,94,162,8,169,0,6
226 DHTH93,42,197,94,144,4,229
201 INTFG4,230.93.262,203,242,216
24日 IINTA24.105,48,133,94,24,216
ESTIRTA155,93.105,48,133,93,165
26日 INTH101,261,97.176,3,76,22
2TG IIHTA193,261,123,144,3,76,22
20 IATA193,216,56,233,32,133,101
206 DHTA162, 7,165,93,201,48,208
S46 LHTAB,262,165,94,201,43,2088
310 DATH1, 202,228,102,240,11,176
320 IRTAE,32,0,194,76,227,192
3%17 IHTAS2,168,194,164,92,169,91
S40 DRTA145,251,165,93,201,48,240
3501IHTA3,200, 145,251,165,102,201
B6G DATA1,240,5,165,94,200,145
37日 IRTA251,169,71,200,145,251,169
384 IATA62,200,145,251,165,101,200
390 IIRTA145,251,169,93,200,145,251
400 IIRTA165,100,76,28,192,133,101
410 IATA169,80,133,98,169,195,133

```

426 IIATR99, 162, 80, 160, 0, 177,98
430 IIRTA197, 101,240,9,200,200,200
440 IATH2 \(2,16,244,76,250,198,200\)
450 IFTF \(177,98,133,193,200,177,98\)
460 INTA \(133,99,165,193,133,98,160\)
47日 DRTAG, 177,98,133.193,216,24
480 IRTR105,4,170,165,93,201,48
490 DATREQB, \(8,202,165,94,261,48\)
5001 DATR208, 1, 202,228,102,240,11
510 DHTA176,6,32,0,194,76,105
520 DATA193. 32, 168,194,164,92,169
530 IATA \(1,145,251,165,93,201,48\)
540 DATH240, 3, 200, 145,251,165,102
55 IATH201, 1,240,5,165,94,200
560 IIRTA \(145,251,132,92,160,0,234\)
570 IRTA234, 200, 177, \(98,132,194,164\)
589 IATA92.269, 145,251,132,92,164
596 IATA \(194,196,193,208,238,164,92\)
561 DATA169.93,290.145.251,166,100
616 IATA \(6,23,192,164,92,166,100\)
ECO INTAF6.28, 192,-1
630 IHTA134. 194, 165,102,56,229, 194
E40 DATH \(133,187,24,165,251,101,92\)
E50 IIHTA \(133,95,165,252,195,0,133\)
600 INATH \(96.165,95,101,187,133,90\)
E7B IATA165, \(96,165,0,133,91,165\)
ESQ IRTR \(45,56,229,90.133,86,168\)
690 UHTA165, 46,229,91,170,232,152
P61 IRTA2 \(40,31,165,90,24,101,88\)
716 IFTF \(133,90,144.3,230,91,24\)
720 IHTA165, \(95.101,83,13: 9,95,144\)
736 DHTAE. 230, 96, 152, \(\mathbf{7 3}, 255,168\)
740 IRTA2000. 198,91, 198,96, 177,90
750 IATA145,95,200,208,249,230,91
760 DRTH230, 96. 202, 208,242,56,165
77 DI IHTH \(45,229,167,133,45,176,3\)
789 INTH \(198,46,56,166,0,165,253\)
790 IIRTAE29, 187,133,253,145,251,133
800 IATAE \(, 165,254,233,0,200,133\)
E10 IHTAE54, 133, 88, 145,251,136,177
E20 IHTAST, 133,185,200,177,87,133
8SEIIATF185.240.24,136,56,165,185
E46 IHTRE29.187,170.145,87,165,186
850 LIHTA23:3, \(0,200,145,87,133,88\)
E65 IHTH138, 133, 87, 76, 131, 194,96
376 DHTH138,56,229,162,133,187,24
880 IIATA165,92.101,187,176,4,201
890 DATA254, 144,3. \(76,65,199,165\)
906 IIRTA \(45,161,187,170,165,46,105\)
910 IHTAE, 197,56,203,7,228,55
920 IIATA \(144,3,76,99,199,24,165\)
330 IATA \(45,133,90,101,187,133,88\)
949 DHTH \(165,46,133,91,105,1,133\)
956 IRTAB9, \(165,251,101,92,133,95\)
EEE IHTA165, 252, 165, 0, 133,96,32


996 IRTA4E, 24, 165,253,191,187,133
1 GIM IIRTAES \(3,133,87,145,251,165,254\)
1619 THTH \(155,0,260,153,254,133,86\)
1626 IIATA145, 251, 136, 177, 87, 133, 185
1634 IHTHE61, 177, 87, 133, 166, 240, 24
1649 INTH1E6,24,165,165,101,187,170
1050 IHTH \(145,57,165,186,105,6,200\)
1660 TIHTH145, 87: \(133,88,138,133,87\)
1076 INTHFE. 19.195.96:-1
1089 IHTA \(5,56 \cdot 137 \cdot 17.661,197,18\)

\footnotetext{
169 IHTHE3,197.19.67,197,28.71
11 困 IHTH197, 29, 75, 197, 50, 88,197
1110 IHTHS1, 82, 197, 32, 86.197,96
1124 IHTHG6, 197, 123, 94, 197,124,98
1130 DATH197.125, 102,197.126,106,197
1146 IHTH127. 168, 197.129,112,197,133
115 INTM115, 197, 134, 119, 197,135, 122
1160 DATA197. 136, 125, 197,137,128,197
1176 IATFAS \(131,197,139,134,197,140\)
11 EG IATA \(137,197,144,140,197,145,144\)
1196 DHTA197,14E.147,197,147,151,197
12 E1G IATA145. \(155,197,149,159,197,150\)
1215 IHTA163,197,151,169.197,152,173
1220 IRTA197, 153,177.197,154,183,197
1250 INTH155. 189, 197, 156, 193, 197, 157
1248 IHTH197, 197, 158, 2610, 197, 159, 204
1250 IHTA197, 16 日, 206, 197, 161, 214, 197
126.1 IATA1 \(2,218,197,163,222,197,164\)

1204 IATA197. 167,238,197,168.242,197
1290 IHTA169,246,197,170,250,197,171
1306 IHTR254, 197, 172.2, 198.173.6
1310 IARTF138, 174,10,198,175,14,198
1326 DRTA \(176,18,198,177,22,198,178\)
1350 IAFTHE \(6,198,179,30.198,180,34\)
1349 IIATA198, 181, 38, 198, 182, 42. 198
1350 DATA183, 46,193,184,50,198,185
1360 DATA54,198,185,58,198,187,62
137 IRTA198, 188,66,198,189, 70. 198
1390 DHTA190. 74, 198, 191, 78, 198, 1
1390 IRTAB2, 198,2,85, 138,8,94
1404 IIRTA198,9,100, 198.14,106,198
1416 IIRTA142.112.198.141.118.198, -1
1426 IHTA3, \(37.72 .84,2,67.68\)
14501 IRTA3, \(82,69,86,3,72,79\)
\(144 \overline{1}\) IHTHT \(, 3,82,69,68,2.67\)
1450 DHTHE2, 3, 71, 82, \(78,3,66\)
1465 IATHP \(6,85,3,83,86,67,3\)
1476 IIRTA \(1,62,42,3,71,62,43\)
1485 DATA \(3,71,60,45,3,71,62\)
1490 IIRTA \(45,1,126,3,71,60,42\)
1506 IAFTF \(3,79,82,71,2,79,49\)
1510 11ATA \(2,70,51,2,70,53,2\)
1520 IATAP0,55,2,70,50,2,70
\(15: 30\) IATF \(5,2,76,54,2,-70,56\)
\(1545 \mathrm{DHTH} 3,66,76,75,2,67,85\)
1550 IATA3, 79.70.70,3,67.76
1560 IATAB3, \(3,68,69,76,3,66\)
1570 ILRTA82, \(78,5,76,32,82,69\)
1580 IATHE \(6,3,71,82,49,3,71\)
1596 IATHE \(, 56,5,76,32,71,82\)
1606 IIATAP \(8,5,76,32,66,76,85\)
1610 IRTA3, \(71,82,51,3,80,85\)
1620 DATHS2,2,67,76,3,89,69
1630 IATAT6, \(3,67,89,78,5,71\)
1640 IHTA62, 83, 80, 67. 3.71,60
1550 DATA \(75,3,71,60,73,3,71\)
\(16 E 0\) IHTA 60, 84,3,71,60.64,3
1670 IATA \(7,60,71,3,71,60,43\)
16601 IATAB , \(71,60,77,3,71,60\)
1696 IRTR92, 3, 71, 62,92,3,71
1760 IIATHE \(0,78,3,71,60,81,3\)
1710 IIATAP1, 60, 68, 3, 71,60,90
1726 DATR3, \(71,60,83,3,71,60\)
1730 IATASO, 3, 71, 60, 65,3,71
1740 IATA \(60,69,3,71,60,82,3\)
\(1750 \mathrm{IATRF} 1,60,87,3,71,60,72\)
}
```

1750 IATAS,71,60,74,3,71,60
1776 IINTAT6,3,71,60,89,3,71
1780 DATA60,85,3,71,60,79,3
1790 IIRTA7 1,62,64,3,71,60,70
1864 INTA3,71,60,67,3,71,60
1819 DATRE8,3,71,60,86,3,71
1826 IHTHGG, 66,5,67, 54,82,76
18,04 DATF65,5,67,84,82,76,66
1840 DATA5,67,84,82,76,72,5
1856 DATH67,84,82,76,73,5,67
1866 DATFB4,82,76,78,5,67,82
1870 DATAP1,62,78,5,67,82,71
1860 DATA62,77,-1
1890 IARTA165,95,201,27,144,3,76
1964 IATH165,199,105,64,141,24,199
1916 UHTA169,19,133,98,169,199,133
1920 DATA99,76,65,193,5,67,84
1936 DHTAR2,76,74,32,78,73,32
1940 DATH83,82,55,72,67,32,89
1950 IHTAP8,65,77,32,79,79,84
1960 IHTHE2,13,32,78,73,32,78
1976 DHTAB7,79,76,75,32,64,79
1980 IRTAPB,32,82,65,72,67,32
1990̆ IHTH13,162,20,189,24,199,32
2606 IATA210.255,202,208,247,160,2
201日 DATF1,7.251,133,57,200,177,251
2020 INTA133,58,32,201, 189,104,104
29:56 IINTA76,25,192,234,234,234,234
2040 DATA32,53:164,-1

```

```

3019 I=50938:J=51045:K=0

```



```

30:35 K=K+Y'FOKEZ,Y:NEXT
3040 FEFDY': IFY=-1 THEN40000
3050 IFK=58105THEN4E100
30601 PRINT"RE\&\& IIATA ERROR IN LINES 10 - 620 ":END
40614 K=⿹丁口:FORZ=CTOD:RERI': IF'Y=-1THEN4030
4@[5 K=K''r':POKEZ:'':HEXT
4010 READY: IFY=-1 THENS5000
4020 IFK=41386THEN5000

```

```

5010 K=|:FOR2=ETOF:REFI't'IF'T=-1THEN5B30
SG05 K=K+'r':FOKEZ,Y'HEXT
5010 REFD'' IF'T= 1 THEHEOOB

```


```

E0619 K=6:FOR2=[TOH:RERIY: IFY=-1THENG03G
E015 K=K+'T':FOKEZ, Y':HEXT
E014 REHI'\:IFY=-1 THENT0000
6020 IFK=17491 THENTG1]
60106 PRIHT"M@NQ DRTA EFROR IN LINES 1420 - 1880 ":END

```

```

T065 K=K+Y:FOKEZ, ':NEKT
TG16 REHD'T' IFY=-1THEF188000
FE201 IFK=112SETHENBOGO
7635 FRINT",REEG DATR ERROR IN LINES 1890 - 2040 ":END

```


```

S430 EHITI

```

Program 12.
ROM routine entry point：\＄A69C
Routine operation：The routine first checks and sets up parameters，converting
the line number from floating point into a memory address for the start of the link address of the Basic line in memory. The start address of the lowest line number is stored in locations \(\$ 5 F, \$ 6 \emptyset\) and the highest line number in \(\$ 14, \$ 15\). If no parameters are given in the command then the lowest start address defaults to \(\$ \$ 8 \emptyset 1\) and the highest to \(\$ F F F F\). Two important and useful routines are used: \$A6C9 lists a line of Basic pointed to by \(\$ 14, \$ 15\) to the output device, and \(\$ A 717\) converts a token value stored in the accumulator into a Basic keyword. The LIST routine involves two loops. The outer loop tests for the STOP key then prints carriage return and compares the next line number with the upper limit line number; if smaller it then prints the next line number. The inner loop displays the line character by character. It checks for a quote character, zero, and characters with ASCII codes greater than 128. If it finds a quote then all following characters are printed exactly as stored until another quote is found. An ASCII character is interpreted as a token and is expanded, the full expanded form being printed. A zero indicates that the line has terminated and the inner loop is closed, the outer loop being called again.

\section*{LOAD}

\section*{Abbreviated entry: L(shift)O}

\section*{Token: Hex \(\$ 93\) Decimal 147}

Modes: Direct and program
Purpose: To retrieve a program or memory dump from a storage device back into RAM memory, storage devices being either disk or tape.

Syntax: LOAD [string expression [, arithmetic expression [, arithmetic expression]]]. All the parameters within square brackets are optional. The string expression is the name of the program to be loaded; if omitted then the first program encountered is loaded. When used with a disk drive the program name must always be used. The first arithmetic expression is the device number which is one for the tape drive and eight for disk on the Commodore 64. The second arithmetic expression always follows the first and defines where the program will start in memory. If this value is zero, or no value is used, then the program will always start loading at an address pointed to by the contents of the .\(x\) and the . \(y\) index registers. This is normally the start of the Basic program storage area in the normal mode of operation. If the second arithmetic expression is \(<>\emptyset\) then the program will start loading at the address from which it was saved. The secondary address will have no effect on loading from tape if a secondary address of three was used in the SAVE command.

Errors: Load error - when verifying a procedure this indicates an error in the loaded program
Device not present - specified device is not connected

> Missing file name - no file name was specified when loading \(\quad\) from disk
> Break error - if run/stop key is pressed Illegal device number - invalid device number Illegal quantity - out of range device or secondary address \(\quad\) values (range is 1 to 255 )

Use: The functioning of this command varies according to whether it is used in direct or program mode. In direct mode the computer produces a series of messages which are displayed on the screen. These are:

\author{
Disk - LOAD "PROGRAM",8 SEARCHING FOR PROGRAM LOADING READY \\ Tape - LOAD ["PROGRAM 2"[, \([\) [, \(\emptyset]]]\) \\ PRESS PLAY ON TAPE \\ SEARCHING [FOR PROGRAM 2] [FOUND PROGRAM 1] FOUND [PROGRAM 2] LOADING [PROGRAM 2] READY
}

On tape the square brackets denote that if the program name is not included in the LOAD command then it will not be displayed in the messages, and the first program encountered on tape will be loaded. If the name is specified, and that program is not the first on tape, then the name of each program encountered will be displayed. Of course, if the program is not found then a File not found error will also be displayed.

In program mode the only message displayed by the LOAD command is PRESS PLAY ON TAPE when loading from tape. The program will load correctly, replacing the existing program and will start running from the beginning of the new program as soon as the loading is completed. There is one problem with using LOAD in the program mode; it does not change the variable pointers of the old program. This means that if the new program is larger than the old, it will be impossible to pass variables between the two programs, and because the variable pointers have not been set correctly for the new program, a crash will occur as soon as one tries to assign a variable. The best way to guard against this is to make sure that the start of the variable pointers is always set to an address above the end of the longest of the chained programs, thereby ensuring that variables will never be overwritten by a program. The setting of variable pointers can be achieved by finding the longest program and getting its start of variable pointer by peeking locations 45 and 46 . These values should then be poked into these same two locations as the very first command of the first program in the chain.

The method of loading and running the first program on tape or disk is by
pressing the SHIFT/RUN keys. This then works by forcing the command LOAD and RUN into the keyboard buffer. The interpreter then executes these as two direct mode commands.

ROM routine entry point: \$E168
Routine operation: This routine loads a program into the computer from disk or tape. After loading, if an error has occurred, the error message is printed, otherwise a check on direct mode is made. If in direct mode the variable pointers are set to the end of the program. READY is output and a CLR performed. If in program mode then charget is reset to the beginning of the program, the program is re-chained and the Basic program executed.

\section*{LOG}

Abbreviated entry: None
Token: Hex \$BC Decimal 188
Modes: Direct and program
Purpose: Calculates the logarithm to the base e of any positive non zero arithmetic expression.

Syntax: LOG(arithmetic expression). The arithmetic expression must be a positive non zero value within the permissible limits of a floating point number.

Errors: Illegal quantity - the arithmetic expression has a zero or negative value

Use: LOG is the converse function of EXP and is used principally in scientific or statistical programs.

ROM routine entry point: \$B9EA
Routine operation: This calculates the logarithm to the base e of a value stored in FAC\#1 and puts the result in FAC\#1. The logarithm is calculated using a fairly complex series evaluation.

\section*{MID\$}

Abbreviated entry: M(shift)I
Token: Hex \$CA Decimal \(2 \emptyset 2\)
Modes: Direct and program
Purpose: This takes the specified string and takes from it a substring.

Syntax: MID\$(string expression, arithmetic expression [,arithmetic expression]). The string expression can be either a string literal, string variable, a string function like LEFT\$, or a combination of one or all of these concatenated with the + sign, the only limitation being that the resulting string must not be longer than 255 characters. The arithmetic expressions, which must be within the range \(\emptyset\) to 255 , define the starting and ending character positions of the substring within the main string. If the second arithmetic expression is omitted then the substring will continue to the end of the main string. This has a similar function to RIGHT\$ but is often more useful, since it does not take just the designated number of characters from the right of the string, but starts at a designated character position within the string and takes all characters to the right irrespective of how many there are.

Errors: Illegal quantity - if either of the arithmetic expressions exceeds the permissible range \(\emptyset\) to 255

Use: The string functions are used extensively to manipulate strings and MID\$. The principal use is in splitting up long strings.

ROM routine entry point: \$B737
Routine operation: This checks the syntax and pulls the parameters from the stack before jumping into the LEFT\$ routine at \(\$ B 7 \emptyset E\). This creates the substring, stores it in memory and sets up the necessary pointers.

\section*{NEW}

Abbreviated entry: None
Token: Hex \$A2 Decimal 162
Modes: Direct and program mode
Purpose: This command erases a Basic program in memory by erasing the link address to the first line. The program can be resurrected after NEW with the OLD command in Chapter 5.

Syntax: NEW. There are no parameters.
Errors: Syntax error - if the character following the NEW token is neither a colon nor end of line, or if the first byte of the Basic program storage area does not contain a zero

Use: This command erases the program in memory by putting zeros into locations \(\$ 8 \emptyset 1\) and \(\$ 8 \emptyset 2\) (assuming the normal start of a Basic address). This means that virtually all other memory locations are unaltered, therefore NEW will have no effect on machine code programs (such programs should, of course, not start at the beginning of the Basic area).

ROM routine entry point: \$A642
Routine operation: This places zero into the first two bytes of the Basic RAM program storage area. The end of Basic pointers \$2D,\$2E are then loaded with the address of the start of the Basic storage area +2 bytes. Finally the routine at \(\$ \mathrm{~A} 68 \mathrm{E}\) sets the charget pointers \(\$ 7 \mathrm{~A}, \$ 7 \mathrm{~B}\) to point to the start of Basic storage -1 . The CLR routine is then entered.

\section*{NOT}

Abbreviated entry: \(\mathrm{N}(\) shift \() \mathrm{O}\)
Token: Hex \$A8 Decimal 168

\section*{Modes: Direct and program}

Purpose: This will evaluate the complement of the arithmetic expression following the command.

Syntax: NOT arithmetic or logical expression. The arithmetic or logical expression must be within the range +32767 to -32768 when evaluated.
Errors: Illegal quantity - values outside the range +32767 to -32768
Use: It should be noted that this command operates on the binary value not the decimal value and performs a twos complement on the binary value. This has the effect of converting all binary ones into zeros and vice versa. The NOT command has the highest priority in the hierarchy of logical operators and thus takes precedence over AND and OR.

ROM routine entry point: \$AED4
Routine operation: This converts the evaluated expression in FAC\#1 into integer format and performs a NOT operation on locations \(\$ 64, \$ 65\). It then refloats the value into FAC\#1.

\section*{ON}

Abbreviated entry: None
Token: Hex \(\$ 91\) Decimal 145
Modes: Direct and program
Purpose: This command is always linked with either GOTO or GOSUB and causes a branch to one of a series of line numbers; which one is dependent on the value of the variable following ON .

Syntax: ON arithmetic expression GOTO line number, line number,
ON arithmetic expression GOSUB line number, line number, .....
The expression following the ON command must evaluate to a number in the range \(\emptyset\) to 255 . (Note: The value will always be rounded down to an integer.)
Errors: Illegal quantity - if the arithmetic expression is outside the range \(\emptyset\) to 255
Syntax error - if the wrong command syntax is used e.g. if GOTO or GOSUB does not follow an arithmetic expression or if there is no space between GO and TO

Use: This is a multiple exit conditional branch, thus when the value of the expression is 1 then the branch is to the first line number, if 2 then the second line number and so on. When the value exceeds the number of line numbers specified after the GOSUB or GOTO command then the program simply branches to the following line. If no line number is specified then a default of line \(\emptyset\) is assumed by the interpreter. Thus a line ON X GOTO \(, \ldots, 2 \emptyset, \ldots 5 \emptyset\) is valid and just means that if x is \(1,2,3,4,6\) or 7 then the control will branch to line \(\phi\).
ROM routine entry point: \$A94B
Routine operation: This checks the variable type and evaluates it using the routine at \(\$\) B79E, which returns the value in location \(\$ 65\) and the.\(x\) index register. It then checks whether the next command following the ON is a token for either GOTO (\$89) or GOSUB (\$8D); if it is neither of these a Syntax error is generated. It then goes through a loop which decrements the value in location \$65, gets the first line number from the list of line numbers following the GOTO or GOSUB command, and checks for a comma following it. This loop is then repeated, decrementing \(\$ 65\) and getting the next line number and so on until either the value in \(\$ 65\) is zero or the line numbers are exhausted. If the contents of \(\$ 65\) are zero then the next line number to be accessed is the line to which the program control will be transferred. If the contents of \(\$ 65\) are not zero and there are no more line numbers then the next statement is executed by default.

\section*{OPEN}

\section*{Abbreviated entry: \(\mathrm{O}(\) shift \() \mathrm{P}\)}

Token: Hex \$9F Decimal 159
Modes: Direct and program
Purpose: This statement opens an I/O channel for input and/or output to a peripheral device.

Syntax: OPEN arithmetic expression [,arithmetic expression [,arithmetic expression [,string expression]]]. The first expression is the logical file number
and is compulsory; it must evaluate to a number within the range 1 to 255 . The second arithmetic expression is the device number. This is hardware specific (thus disk drives are usually device 8 ) and must be a value between \(\emptyset\) and 15 . The third arithmetic expression is a secondary address which is also hardware dependent and is used to send commands to the peripheral. The final string expression is the file name; it can also include file type and mode designators.

Errors: Device not present - device corresponding to the device number is not attached
File open - file has already been opened Too many files - more than \(1 \emptyset\) files are already open Illegal device number - device number is outside range Out of memory - RS232 channel has insufficient memory for buffers

Use: The open command is an essential part of the Basic file handling commands. The full functioning and operation of this command is dealt with in The Commodore 64 Kernal and Hardware Revealed and The Commodore 64 Disk Drive Revealed in this series.

\section*{ROM routine entry point: \$E1BE}

Routine operation: This routine opens a logical file on a specified device for reading or writing. It first gets the parameters using routine \$E1D6 and then uses the kernal routine at \(\$ F F C \emptyset\) to open the file (see The Commodore 64 Kernal and Hardware Revealed for further information on these routines).

\section*{OR}

\section*{Abbreviated entry: None}

Token: Hex \$B \(\emptyset\) Decimal 176
Modes: Direct and program
Purpose: This command performs a logical OR between two expressions. These expressions are first converted into double byte integer values, an OR performed and the result returned as a two byte integer.

Syntax: expression A OR expression B. The expression can be either arithmetic or logical but must always be either an integer value or a floating point value within the range +32767 and -32768 .

Errors: Syntax error - incorrect command syntax
Illegal quantity - if the expressions exceed maximum/minimum values
Type mismatch - using a non arithmetic or logical expression

Use: The OR command acts either as a logical operator or as a bitwise operator on two straight sixteen bit values.

As a logical operator the OR command is used to ensure that at least one of two conditions is met before a particular operation is performed, as in the following example:

\section*{IF \(\mathrm{A}<2\) OR A>8 THEN PRINT "VALUE IN RANGE"}

The result of a comparison gives - 1 if the comparison is true and \(\emptyset\) if it is false. If a comparison is true then a value of -1 is returned by the comparison routine. This is represented as a twos complement value with a binary representation of:

1111111111111111 or hex SFFFF or -1
Similarly a false comparison returns a value of zero, represented as:
\(\emptyset \emptyset \emptyset \emptyset \emptyset \emptyset \emptyset \emptyset \emptyset \emptyset \emptyset \emptyset \emptyset \emptyset \emptyset \emptyset\) or hex \(\$ \emptyset \emptyset \emptyset \emptyset\) or \(\emptyset\)
Therefore an OR will give a true condition only when one or both conditions are true (both values are \$FFFF); all other states will be regarded as false.

A bitwise OR compares the first bit of one value with the first bit of the second value and gives a result according to the following truth table:

OR
\begin{tabular}{|l|l|l|}
\cline { 2 - 3 } \multicolumn{1}{l|}{} & 1 & \(\emptyset\) \\
\hline 1 & 1 & 1 \\
\hline\(\emptyset\) & 1 & \(\emptyset\) \\
\hline
\end{tabular}

Thus the command:
1278 OR 3279
has as its binary equivalent:
\begin{tabular}{lllll} 
& \(\phi \phi \phi \emptyset\) & \(\emptyset 1 \phi \emptyset\) & 1111 & \(111 \phi\) \\
OR & \(\phi \emptyset \emptyset\) & \(11 \phi \emptyset\) & \(11 \phi \emptyset\) & 1111
\end{tabular}

This gives the result:
\(\begin{array}{llll}\phi \emptyset \emptyset \emptyset & 11 \phi \emptyset & 1111 & 1111\end{array}\)
or decimal 3327.
It should be noted, of course, that the OR operation is performed on two signed double byte integers, which are stored in twos complement form. Thus a value of -1 has a binary equivalent of 1111111111111111 and any number ORed with -1 will always return the same number. Likewise a positive value ORed with a negative will always give a negative result.

The hierarchy of logical operators is NOT, AND, OR, thus NOT and AND always have a higher priority than OR.

ROM routine entry point: \$AFE6
Routine operation: The two arguments in floating point format are stored in FAC\#l and FAC\#2. They are first converted to fixed point integer values, the

OR operation performed on the two sixteen bit numbers, and the result converted back from integer to floating point in FAC\#1.

\section*{PEEK}

\section*{Abbreviated entry: \(\mathrm{P}(\) shift) E}

Token: Hex \$C2 Decimal 194
Modes: Direct and program mode
Purpose: This command gets the contents of a desired memory location and returns its decimal value in the designated variable.

Syntax: PEEK (arithmetic expression). The arithmetic expression must be positive and all non integer values will be integerised; the value must be within the range \(\emptyset\) to 65535 .

Errors: Illegal quantity - value is negative or outside the range \(\emptyset\) to 65535
Use: This command is invaluable in any application which requires direct access to memory locations. The principal applications are in passing parameters between machine code routines and Basic, manipulating screen displays, using the VIC, I/O and SID chips and manipulating Basic variables. It should be noted that the only locations which cannot be PEEKed are \(\$ 14, \$ 15\), the reason being that these two locations contain the variable used by PEEK. For a double byte version of this command see the DEEK command in Chapter 5.

ROM routine entry point: \(\$ \mathrm{~B} 80 \mathrm{D}\)
Routine operation: The memory address parameter has previously been obtained using routine \(\$\) B7F7. The parameter is thus stored as a two byte integer in locations \(\$ 14, \$ 15\). The result is put in the .y index register. This is then converted to floating point form in FAC\#1 by the routine \$B3A2.

\section*{POKE}

Abbreviated entry: \(\mathrm{P}(\) shift \() \mathrm{O}\)
Token: Hex \(\$ 97\) Decimal 151
Modes: Direct and program mode
Purpose: This command puts the contents of a designated variable into a desired memory location.

Syntax: POKE (arithmetic expression) (arithmetic expression). The first
arithmetic expression defines the desired memory location and must be positive; all non integer values will be integerised. The value must be within the range \(\emptyset\) to 65535. The second expression is the value to be placed in the memory location; this must be a positive value in the range \(\emptyset\) to 255 . Attempts to POKE data to a ROM memory location will produce no effect on the ROM but will place the data in the corresponding RAM memory plane.

Errors: Illegal quantity - value is negative or outside the range \(\emptyset\) to 65535
Use: This command is invaluable in any application which requires direct access to memory locations. The principal applications are in passing parameters between machine code routines and Basic, manipulating screen displays, using the VIC, I/O and SID chips and manipulating Basic variables. One use of the POKE command is to transfer the ROM based operating system and Basic software to the corresponding RAM memory plane by using a PEEK followed by a POKE to the same locations in ROM. For a double byte version of this command see DOKE in Chapter 5.

ROM routine entry point: \$B824
Routine operation: The memory address parameter and contents parameter are obtained using routine \(\$ 37 E B\). This leaves the address parameter in \(\$ 14, \$ 15\) and the value parameter in the .x index register. This value is then transferred to the accumulator and stored in memory at the address pointed to by the first parameter in \(\$ 14, \$ 15\).

\section*{POS}

\section*{Abbreviated entry: None}

Token: Hex \$B9 Decimal 185
Modes: Direct and program
Purpose: It returns the position of the cursor on the current screen line. It should be noted that although the CBM 64 has only a \(4 \emptyset\) column screen, it works on an \(8 \emptyset\) character line by folding each output line onto two lines. Therefore if the POS command returns a value between \(4 \emptyset\) and 79 then it is located on the second display line.

Syntax: POS(expression). The expression used by the POS function is a dummy variable and any numerical expression is valid.

Errors: None
Use: This command has fairly limited applications. These are limited to tests for text justification and formatting.

Routine operation: The position of the cursor on the line is obtained using routine \(\$ F F F \emptyset\), which gets the value from location \(\$ D 3\). A zero is then put into the accumulator and the routine at \(\$ B 391\) used to put the value into FAC\#1.


Abbreviated entry: PRINT ?
PRINT\# P(shift)R
TAB( T(shift)A
SPC( S(shift)P
Tokens: PRINT Hex \(\$ 99\) Decimal 153
PRINT\# Hex \$98 Decimal 152
TAB( Hex \$A3 Decimal 163
SPC( Hex \$A6 Decimal 166

\section*{Modes: Direct or program}

Purpose: The PRINT and PRINT\# commands will evaluate and then display on the current output device any string or numeric expression. The PRINT command will display to the screen and the PRINT\# command to the currently opened output device. The output produced by PRINT and PRINT\# can be formatted by use of the commands TAB( and SPC( plus either a comma or semicolon following the variable or literal.

Syntax: PRINT [arithmetic or string expression][arithmetic or string expression]....
PRINT\# arithmetic expression, [arithmetic or string expression] [arithmetic or string expression].....
The first arithmetic expression following the PRINT\# command is the logical file number of the designated output device, and must be a positive integer in the range 1 to 255 . The following expression or expressions are the data to be output or displayed; if there is no expression then a carriage return is output. These expressions are identical in syntax for both PRINT and PRINT\#; each of the expressions can be separated by the following formatting commands:

SPC(arithmetic expression) - moves the cursor position right by the number of characters indicated by the arithmetic expression
TAB (arithmetic expression) - moves the cursor to the character position number indicated by the evaluated expression
comma - a comma after a printed variable means that the following printed variable starts on the tenth column or a column divisible by \(1 \emptyset\) semicolon - this leaves the cursor at its current position thereby preventing a carriage return at the end of a line

With any of the above format commands, if the following output is a positive numeric value then a space is added in front of the number; all numeric values have a space added to the end of the value. It should be noted that the value following the \(\mathrm{SPC}(\) and TAB ( commands must evaluate to a positive integer in the range \(\emptyset\) to 255 . It should also be noted that the TAB( and SPC( commands will not work after a PRINT\#. The TAB( and SPC( commands both work by displaying the required number of cursor right characters. This means that these two commands will not delete any characters displayed in the area of screen over which the cursor jumps. Any variable or literal used in the PRINT command can include cursor, colour control and graphics characters.

Errors: String too long - if the length of the concatenated strings exceeds 255 characters
Device not present - no specified output device for PRINT\#
Not output file - file not defined as output on PRINT\#
Illegal quantity - number is outside the range on TAB and SPC
Use: This is the principal output command in Basic and has a very wide range of applications and uses. The additional formatting commands of standard Basic are fairly limited, and to overcome this the CTL command in Chapter 5 gives the programmer greater power over cursor positioning and general screen control.

ROM routine entry points: PRINT - \$AAA \(\emptyset\)
PRINT\# - \$AA8 \(\emptyset\)
SPC( - \$AAF8
TAB ( - \$AAF8
Routine operation: There are four different routes which can be taken by the PRINT routine and these depend on the character or command following the PRINT command. Interesting subroutines within the main PRINT routine are:
```

\$AAA4 - test for TAB( branch if found
\$AAA8 - test for SPC( branch if found
\$AAAD - test for comma branch if found
\$AAB1 - test for semicolon branch if found
\$AABC - print numeral after converting to ASCII
\$AAD7 - print CR or CRLF
\$AA9D - print string
\$AB1E - print string from memory at .a (lsb) and .y (msb)

```

It should be noted that the output device number is stored in location \(\$ 13\). On completion the buffer is reset and location \(\$ \emptyset 2 \emptyset \emptyset\) is set to \(\$ \emptyset \emptyset, . \mathrm{x}\) is \(\$ F F\) and. y is \(\$ 01\).

The PRINT\# command is just a simple subroutine call to \$AA86 to perform the CMD operation and a jump to \$ABB5, the end of the INPUT\# routine. This restores the default I/O and sets location \(\$ 13\) to zero.

\section*{READ}

Abbreviated entry: R (shift) E

\section*{Token: Hex \$87 Decimal 135}

Modes: Direct and program mode, but in direct mode a program must be present which contains DATA statements, otherwise an Out of data error will be generated.

Purpose: This command reads data stored in a DATA statement. Each time a READ command is executed it gets a different item from the list of data statements.

Syntax: READ variable [,variable][,variable]. Any valid variable type, both simple and array, can be assigned by the READ command. However, the variable type must match the data within the DATA statement otherwise a Type mismatch error will be created.

Errors: Out of data error - no more data statements within the program
Syntax - variable type does not match the data. This is flagged as being on the line containing the data and not on the line containing the READ. This kind of error would normally generate Type mismatch but there is a bug in the error routine of READ which generates the wrong error message and position.

Use: The READ command associated with data statements within a program is a very useful way of storing information and constants which are always required by the program. The only drawbacks to the DATA statement/READ method of data storage are firstly the difficulty of amending or adding further data whilst the program is running, and secondly that data elements are read serially. The first of these problems can be overcome using the DATA statement generator listed in Chapter 2 and the second limitation is overcome by the Restore to line routine in Chapter 4.

ROM routine entry point: \$AC \(\emptyset 6\)
Routine operation: This routine is shared by both GET and INPUT. The three different functions are distinguished by the contents of \(\$ 11\). These values are:

GET - \$4
INPUT - \$ \(\emptyset\)
READ - \$98
These routines all scan the input buffer for blocks of data. In the case of GET a block of data is defined as a single character. For INPUT a terminating carriage return defines the input block. With READ the separating comma or end of line marker for the data statement pointed to by \(\$ 41, \$ 42\) defines the data block. The
block of data from whichever source is then assigned to the variable in the command. Of the entry points within this routine the following are interesting:
\$AC \(\emptyset \mathrm{D}\) - INPUT entry point
\(\$ A C \emptyset F\) - GET entry point
\$AC71 - assign string to string variable
\$AC89 - assign numeral to numeric variable
\$ACB8 - used by READ to scan for DATA statements
\$ACDF - checks for terminating zero at end of buffer; if not found prints 'extra ignored' unless there is an active file, in which case no warning is given.

\section*{REM}

\section*{Abbreviated entry: None}

Token: Hex \$8F Decimal 143
Modes: Direct and program
Purpose: This command allows comments to be added to a program; any text following the REM is ignored when the program is run but is listed on LIST.

Syntax: REM followed by any character
Errors: None
Use: Besides adding comments to Basic programs the REM command can be used for other purposes. One application is to store short blocks of data, which can be accessed by PEEK and POKE commands, or machine code subroutines in the text string following the REM command.

ROM routine entry point: \$A93B
Routine operation: The routine to perform the REM command is part of the IF routine and is the same as that used for a condition 'false'. It skips the rest of the line by setting charget pointers \(\$ 7 \mathrm{~A}, \$ 7 \mathrm{~B}\) to the start of the next line by adding to their current contents the scan to the next line \(\$ A 9 \emptyset 9\) offset in the .y index register.

\section*{RESTORE}

\section*{Abbreviated entry: \(\mathrm{RE}(\) shift \() \mathrm{S}\)}

Token: Hex \$8C Decimal \(14 \emptyset\)

Modes: Direct and program
Purpose: Resets the pointer to data statements in a Basic program to the first DATA statement.

Syntax: RESTORE has no following parameters

\section*{Errors: None}

Use: The RESTORE command will reset the data statement pointer to the beginning of the program so that the READ command can start accessing data again from the beginning of the data statement table. The drawback of this is that RESTORE returns to the beginning of the data table; this means that if you wish to go back only a few items in the data table you must go back to the beginning and then use READ to scan back up again to the desired location. This restriction can be overcome by using the routine at the end of this section which performs a RESTORE to a given program line.

ROM routine entry point: \$A81D
Routine operation: Sets the data statement pointer to the start of Basic program storage ( \(\$ \varnothing 8 \emptyset \emptyset\) ). This pointer is stored in locations \(\$ 41, \$ 42\). This routine is also used by the RUN, CLR, and NEW routines.

\section*{RIGHT\$}

Abbreviated entry: \(\mathrm{R}(\) shift \() \mathrm{I}\)

\section*{Token: Hex \$C9 Decimal \(2 \emptyset 1\)}

Modes: Direct and program
Purpose: This takes the specified string and extracts from it a substring consisting of the specified number of characters at the right end of the string.

Syntax: RIGHT\$(string expression, arithmetic expression). The string expression can be a string literal, string variable, a string function like LEFT\$, or a combination of one or all of these, the only limitation being that the resulting string length must not exceed 255 characters. The arithmetic expression must be an integer number between \(\emptyset\) and 255 when evaluated.

Errors: Illegal quantity - value exceeds the limits \(\emptyset\) to 255
Use: The string functions are used extensively to manipulate strings and RIGHT\$. The principal use is in getting rid of leading characters or truncating strings to a fixed length.

ROM routine entry point: \$B72C
Routine operation: This pulls the parameter data off the stack and sets the string position pointer before jumping to the routine in LEFT\$ at \$B7ด6, which creates the substring, stores it in memory and sets up the required pointers.

Abbreviated entry: \(\mathrm{R}(\mathrm{shift}) \mathrm{N}\)
Token: Hex \$BB Decimal 187
Modes: Direct and program
Purpose: This function generates a pseudo random number which it returns as a floating point fractional value in the range \(\emptyset\) to 1 .

Syntax: RND(arithmetic expression). The expression is used as a seed for the random value calculation and can be any valid floating point number.

Errors: None
Use: The random numbers produced by the RND are not truly random. For a given seed value they will repeat the same sequence of values providing the random seed has not been reset with a RND \((\emptyset)\). The seed value used in the RND function is important; a negative number will calculate a random number but will cause the next random number to have an identical value. A seed value of zero will set the seed to the contents of the timer in the CIA chip. This is the best way of generating a random value because it depends on the time since the machine was switched on and is thus unpredictable.

ROM routine entry point: \(\$ \mathrm{E} \emptyset 97\)
Routine operation: A random value is created by this routine and stored in FAC\#1. Prior to running this routine FAC\#l contains a 'seed' value used to initialise the random number calculation routine. The last random number generated is stored in locations \(\$ 8 \mathrm{~B}, \$ 8 \mathrm{~F}\). If a zero argument is given in the RND function then the value in the CIA timers is used for the seed.

\section*{RUN}

Abbreviated entry: \(\mathrm{R}(\mathrm{shift}) \mathrm{U}\)
Token: Hex \$8A Decimal 138
Modes: Direct and program
Purpose: Initiates the execution of a Basic program either from the beginning of the program or from a specified line number.

Syntax: RUN [line number]. The line number is optional, but when specified it must be an existing line within the range of valid line numbers. If a line number follows RUN then program execution starts at the specified line number.

Errors: Undefined statement error - line specified after RUN does not exist Syntax error - first byte of Basic program storage ( \(\$ \varnothing 8 \phi \phi\) ) or any end of line marker is not zero

Use: This initialises the execution of a Basic program. For a full explanation of how a program is executed see Chapter 1.

ROM routine entry point: \$A871
Routine operation: If RUN is followed by a line number, then RUN calls the CLR routine to clear the contents of variables and stack, and jumps to the GOTO routine. If RUN is not followed by a line number then the charget pointers at \(\$ 7 \mathrm{~A}, \$ 7 \mathrm{~B}\) are set to the start of Basic program storage, the CLR routine is called, and the RUN initiated with a return to the main Basic control loop.

\section*{SAVE}

Abbreviated entry: S(shift)A
Token: Hex \$94 Decimal 148
Modes: Direct and program mode
Purpose: This command saves the contents of a specified section of memory onto an output device, either disk or tape.
Syntax: SAVE [string expression [, arithmetic expression [, arithmetic expression]]]. All the parameters within square brackets are optional; the string expression is the name of the program to be saved. When used with a disk drive the program name must always be used. The first arithmetic expression is the device number which is one for the tape drive and eight for disk etc., on the Commodore 64. The second arithmetic expression always follows the first and defines where the program will start in memory. If this value is zero, or no value is used, then the program will always be saved so that it will start loading at an address pointed to by the contents of the.\(x\) and.\(y\) index registers, normally the start of the Basic program storage area. If the second arithmetic expression is \(<>\emptyset\) then the tape header will contain the address at which the program started. A secondary address of five will cause an end of tape block to be written; this has the effect of preventing the tape from reading past this block. The secondary address will have no effect on loading from tape if a secondary address of three is used in the SAVE command.

Errors: Device not present - specified device is not connected or device \(\emptyset\) or 3 designated
Missing file name - no file name was specified when loading from disk

> Illegal device number - invalid device number
> Illegal quantity - out of range device or secondary address
> values (range is 1 to 255 )

Use：The functioning of this command depends whether it is used in direct or program mode．In direct mode the computer produces a series of messages which are displayed on the screen．These are：

> Disk - SAVE "PROGRAM",8 SAVING "PROGRAM" READY
> Tape - SAVE ["PROGRAM"[,1[, \(\emptyset]]]\) PRESS PLAY ON TAPE SAVING "PROGRAM" READY

On tape the square brackets denote that if the program name is not included in the SAVE command then it will not be recorded on the header or displayed in the messages．In program mode the only message displayed by the SAVE command is PRESS PLAY ON TAPE when saving to tape．The program will save correctly（see Program 13）．

Source code for computed SAVE．


BASIC loader for computed SAVE．
```

10 INFUT"RDDFESS FOR MEMURY SAVE";I:S=I
20 RERDA: IFF}=-1\mathrm{ THEN50
30 PGKEI, A:I=I+1
40 T=T+H:GOT020
5 0 ~ I F T < > 6 7 1 2 T H E N P R I N T " ) I N C H E C K S U M ~ E R R O R ~ : 6 7 1 2 " T : E N D ~
60 IFI<\S+4>THENPRINT"瞅U|MBER OF DRTR ERROR":END
TO FRINT":IRIUSE MEMORY SAVE TO SRVE BLGCKS OF MEMORY"
6日 PRINT"颠Y'S("S"),START,END+1,"CHR$(34)"NAME"CHR$(34)"[,DEV]"

```
```


# EHD

1G4 IIRTA32,253,174,32,138,173,32
11日 DATA247, 183,165,20,133,251,165
124 DATA21, 133,252,32,253,174,32
1:39 UATA138,173,32.247,183,32,253
146 IIFTA174,32,212,225,169,251,166
1501 DHTR28,164,21,32,216,255,176
160 DATA1,96,76,249,224,-1

```

Program 13.
ROM routine entry point: \$E156
Routine operation: This routine saves a program from the computer to disk or tape. The start address of the block of memory to be saved is stored in locations \(\$ 2 \mathrm{~B}, \$ 2 \mathrm{C}\) (bottom of memory) and the end address of the SAVE is in locations \(\$ 2 \mathrm{D}, \$ 2 \mathrm{E}\) (start of variables). The file name and device number are obtained by the routine at \$E1D4.

\section*{SGN}

Abbreviated entry: S(shift)G
Token: Hex \$B4 Decimal 18ø
Modes: Direct and program
Purpose: This function returns the sign of an arithmetic function; -1 if the expression is negative, \(\emptyset\) if zero, and +1 if positive.

Syntax: SGN(arithmetic expression). The expression must evaluate to a number within the permissible floating point value range.

Errors: Illegal quantity - value is out of range
Type mismatch - non numeric expression
Use: This command has fairly limited applications, mostly confined to performing conditional tests on values.

ROM routine entry point: \$BC39
Routine operation: The routine to get the sign of FAC\#1 is called (\$BC2F). The sign of the value in FAC\#1 is put into the msb of FAC\#1, \(\$ 88\) is put into the exponent of \(\mathrm{FAC} \# 1\) and the rest of \(\mathrm{FAC} \# 1\) is zeroed.

\section*{SIN}

Abbreviated entry: \(\mathrm{S}(\) shift)I
Token: Hex \$BF Decimal 191

Mode: Direct and program
Purpose: This command evaluates the sine of an angle in radians.
Syntax: SIN (arithmetic expression). The expression must be syntactically correct and within the range permissible for floating point numbers.

Errors: Syntax error - wrong command syntax e.g. missing closing bracket Type mismatch - non arithmetic expression Overflow error - expression is outside permissible floating point range

Use: This command is used within many trigonometric applications. It should be noted that the value of the expression must be in radians rather than degrees; an angle can be converted to radians by multiplying the angle by pi/ \(18 \emptyset\).
ROM routine entry point: \$E26B
Routine operation: The argument in radians is stored in FAC\#1. It is evaluated to give the sine of the angle, and this is stored in FAC\#1.

\section*{SOR}

Abbreviated entry: \(\mathrm{S}(\mathrm{shift}) \mathrm{Q}\)
Token: Hex \$BA Decimal 186
Mode: Direct and program
Purpose: Calculates the square root of a value.
Syntax: SQR(arithmetic expression). The arithmetic expression must be positive and within the normal range for floating point values.

Errors: Illegal quantity - value is negative
Use: This command is not essential since it can easily be replaced by the expression \(\times \uparrow .5\), but the SQR function is convenient and slightly faster. When using machine code routines the SQR routine can easily be rewritten to use powers of any other value; this is because the routine uses a constant of .5 stored in memory as a floating point value. The pointers to this constant can easily be changed in a rewritten routine to point to a new constant (see The Commodore 64 ROMs Revealed for a listing of the routine).

\section*{ROM routine entry point: \$BF71}

Routine operation: The contents of FAC\#1 (the argument) are transferred to FAC\#2, FAC\#1 is then loaded with the constant. 5 (pointed to by .a and .y) and the routine jumps into the perform power routine at \$BF78. The result is stored in FAC\#1.

\section*{STOP}

Abbreviated entry: \(\mathrm{S}(\mathrm{shift}) \mathrm{T}\)
Token: Hex \$9Ø Decimal 144
Mode: Direct and program
Purpose: Causes a program to exit from the program mode to the direct mode and print a message showing on which line the program stopped. This command is like END; typing CONT will allow the program to continue execution.

Syntax: STOP has no parameters but must always be followed by a colon or end of line marker.

Errors: Syntax error - if STOP is not followed by colon or end of line marker

Use: The STOP command can be used to set break points within the program during de-bugging, where a CONT will resume program execution.

ROM routine entry point: \(\$ \mathrm{~A} 82 \mathrm{~F}\)
Routine operation: This routine is shared with END (see END command for explanation).

\section*{STR\$}

Abbreviated entry: ST(shift)R
Token: Hex \$C4 Decimal 196
Modes: Direct and program mode
Purpose: This command converts a number or numeric expression into a string.
Syntax: STR\$(arithmetic expression). The arithmetic expression can evaluate to any floating point value within the permitted range. The resulting string will have the same format as that produced by PRINT when displaying the numeric variable.

Errors: Type mismatch - non numeric expression
Use: This command is used only to insert numeric values into strings, usually in association with a numeric formatting routine.

ROM routine entry point: \$B465
Routine operation: The routine first checks that there is a numeric evaluation to
the argument. The argument is stored in FAC\#1, and this is converted into an ASCII string starting at location \(\$ \emptyset 1 \emptyset \emptyset\) by the routine at \(\$ B D D F\). The string and its related pointers are then set up in memory by the routine \(\$\) B487.

\section*{SYS}

Abbreviated entry: \(\mathrm{S}(\mathrm{shift}) \mathrm{Y}\)
Token: Hex \$9E Decimal 158
Modes: Direct and program
Purpose: This command transfers program control to a machine code program starting at the address following the SYS command. Control can be returned to Basic when an RTS gets the return address to the SYS routine off the stack.

Syntax: SYS arithmetic expression. The arithmetic expression must evaluate to a positive integer value within the range \(\emptyset\) to 65535 ; all non integers are rounded down.

Errors: Illegal quantity - address is outside the range \(\emptyset\) to 65535
Use: This is an essential command when calling machine code routines from a Basic program. The SYS command also allows the passing of parameters which will initialise the \(. \mathrm{x}, . \mathrm{y}\), .a and status registers on entry to the machine code routine, and then save these same registers on exit. The contents of these registers are stored in the following memory locations:
\$ \(\$ 30 \mathrm{C}\) - save accumulator
\(\$ \emptyset 3 \emptyset \mathrm{D}\) - save .x register
\(\$ \emptyset 30 \mathrm{E}\) - save .y register
\(\$ \emptyset 3 \emptyset \mathrm{~F}\) - save status register
ROM routine entry point: \$E12A
Routine operation: This first gets a two byte value (the address) and puts it in locations \(\$ 14\) (lsb) \(\$ 15\) (msb), then pushes the return address to the stack followed by the processor status register from \(\$ \emptyset 3 \emptyset \mathrm{~F}\), and loads the \(. \mathrm{a}, \mathrm{x}, . \mathrm{y}\) registers with the parameters stored in locations \(\$ \emptyset 3 \emptyset \mathrm{C}\) to \(\$ \emptyset 3 \emptyset \mathrm{E}\). Control then jumps to the machine code routine using an indirect jump via locations \(\$ 14, \$ 15\). On returning from the machine code routine the contents of the \(. a, . x, . y\) and status registers are saved in the above memory locations.

\section*{TAN}

Abbreviated entry: None
Token: Hex \$C \(\emptyset\) Decimal 192

Modes: Direct and program
Purpose: This command evaluates the tangent of an angle in radians.
Syntax: TAN (arithmetic expression). The expression must be syntactically correct and within the range permissible for floating point numbers.

Errors: Syntax error - wrong command syntax e.g. missing closing bracket Type mismatch - non arithmetic expression
Overflow error - expression is outside the permissible floating point range

Use: This command is used within many trigonometric applications. It should be noted that the value of the expression must be in radians rather than degrees; an angle can be converted to radians by multiplying the angle by pi/ 180 .

ROM routine entry point: \$E2B4
Routine operation: The argument in radians is stored in FAC\#1. It is calculated by dividing the sine of the angle by the cosine, using the routines at \$E26B (sine) and \$E264 (cosine) to give the tangent of the angle; this is stored in FAC\#1.

\section*{USR}

\section*{Abbreviated entry: U(shift)S}

Token: Hex \$B7 Decimal 183
Modes: Direct and program
Purpose: This is an arithmetic function which will call a user written machine code routine.

Syntax: USR(arithmetic expression). The expression must evaluate to a value within the permissible range for floating point numbers.

Errors: Illegal quantity - if USR is not defined
Use: This command is useful when using machine code routines within a Basic program which involve passing parameters in full floating point form. The expression within the brackets following the USR command is evaluated and the result stored in FAC\#1. This value can then be used by a machine code routine which starts as a jump routine to the actual routine. The jump is stored in three bytes from \(\$ \emptyset 31 \emptyset\) to \(\$ \emptyset 312\). If the jump is not set then it defaults on power up to give an illegal quantity error. On leaving the machine code routine the contents of FAC\#1 are assigned to the variable on the other side of the equals sign.

ROM routine entry point: The routine will always jump to the vector jump starting at \(\$ \emptyset 31 \phi\).

Routine operation: As in all functions, the expression is first evaluated and the result stored in FAC\#1. The routine then jumps to the vector jump in \(\$ \emptyset 31 \emptyset\) which has been set up by the programmer to point to the machine code subroutine. On encountering an RTS instruction terminating the machine code routine, the return address on stack transfers control to a routine where the contents of \(\mathrm{FAC} \# 1\) are assigned to the variable preceding the function.

\section*{VAL}

Abbreviated entry: V(shift)A
Token: Hex \$C5 Decimal 197

\section*{Modes: Direct and program}

Purpose: This command converts a string or string expression into a numerical value; this command is the converse of STR\$.

Syntax: VAL(string expression). The string command can consist of string variables, string literals, string functions like LEFT\$, or a combination of these concatenated by \(a+\). The maximum string length is one where the resulting number does not exceed the maximum permissible size of a floating point number. The resulting number will, if very large, be rounded and stored in exponent/mantissa form.

Errors: Overflow - resulting number exceeds the maximum range for floating point numbers
Type mismatch - non string expression
Use: This command is the converse of STR\$ and is usually used in conjunction with this command. It should be noted that any spaces in the string are ignored, but if there is an alpha character in the string then all following numbers are ignored - unless that character is an E following a number, when the E is interpreted as indicating that the following number is an exponent.

ROM routine entry point: \(\$ \mathrm{~B} 7 \mathrm{AD}\)
Routine operation: The string pointed to by charget pointers \(\$ 7 \mathrm{~A}, \$ 7 \mathrm{~B}\) is located and converted into a floating point number by the routine \$BCF3; the result is stored in FAC\#1.

\section*{VERIFY}

Abbreviated entry: V(shift)E
Token: Hex \$95 Decimal 149

Modes: Direct and program
Purpose: This command checks that the contents of a block of memory stored on tape or disk are identical to the current contents of the same block of memory. The VERIFY command is a special version of the LOAD command.

Syntax: The syntax is identical to LOAD.
Errors: Verify error - contents of the tape or disk do not match memory contents

Use: The VERIFY command is used principally to check that a program has been saved correctly. It does this by reading the program from tape or disk byte by byte and comparing it with the corresponding byte in memory. For this reason VERIFY cannot be used with data files, only with memory dumps. If the VERIFY is satisfactory then the computer gives an OK message, and when used in the program mode will continue executing the rest of the program.

ROM routine entry point: \(\$ \mathrm{E} 165\)
Routine operation: This routine sets the flag for 'verify' and continues with the LOAD routine. After the Kernal LOAD/VERIFY routine had been called, the status is checked to see if the VERIFY was correct. If so it prints OK, otherwise it gives an error message.

\section*{WAIT}

Abbreviated entry: W(shift)A
Token: Hex \$92 Decimal 146
Modes: Direct and program
Purpose: Halts the execution of a Basic program until the contents of a specified memory location have one or more bits set according to a bit pattern parameter.

Syntax: WAIT arithmetic expression, arithmetic expression [,arithmetic expression]. The first arithmetic expression is a memory location and must be a positive integer in the range \(\emptyset\) to 65535 , the second arithmetic expression is the bit pattern to match and must therefore be a value in the range \(\emptyset\) to 255 , the third optional parameter is another bit pattern matching byte which is ORed with the result of the second parameter and ANDed with the contents of memory; if the result is non zero then the WAIT loop is terminated.

Errors: Illegal quantity - first expression is outside the range \(\emptyset\) to 65535 and the second and third parameters are outside the range \(\emptyset\) to 255

Use: The format of the WAIT command is WAIT I,J,K. When this is executed, the contents of location I are ORed with K and ANDed with J. If the result of
this is zero then the loop is repeated until it becomes non zero. The command is a test on bits in a memory location and the values in J and K would be powers of 2 ( \(\emptyset, 1,2,4,8,16,32,64,128,255\) or a combination of these values). It should be noted that while the computer is in the WAIT loop the STOP key is not being tested and one should therefore be very careful that the bit combination chosen will occur. As an example of the use of WAIT the line:
\(1 \emptyset \emptyset\) GET A \(\$\) : IF A \(\$=\) " THEN \(1 \emptyset \emptyset\)
can be replaced by:

\section*{\(1 \emptyset \emptyset\) WAIT 198,1:GETA\$}

This waits for a keypress before getting a character in A\$. The WAIT command can also be used to test when the joystick is moved or when the fire button pressed. Another application is a timed pause using the timers in the CIA chip.
ROM routine entry point: \$B82D
Routine operation: The two parameters are obtained using the routine at \(\$ 37 E B\). This leaves the address parameter in location \(\$ 14, \$ 15\) and the second parameter in the .x index register. This second parameter is stored in \(\$ 49\), and the optional third parameter is then obtained by routine \(\$ 37 \mathrm{~F} 1\) and stored in \(\$ 4 \mathrm{~A}\); if there is no third parameter it defaults to zero. The routine then performs a loop which continues until the value at the location pointed to by \(\$ 14, \$ 15\) is not equal to zero when exclusively ORed with the third parameter and ANDed with the second.

\section*{Chapter Four}

\section*{BASIC Wedges and Vectors}

This chapter covers the different types of wedge routine which can be used to intercept normal program execution and thereby be used to add extra commands to Basic or simply modify existing commands and operating system functions. All of the wedge programs, with the exception of the wedges into 'charget' and 'warm start' are required as the wedge routines for the extended Basic package in Chapter 5.

\subsection*{4.1 Charget}

The charget routine is a short machine code routine located in zero page RAM memory which is used by the Basic interpreter to read the program, character by character, from memory. Charget occupies 24 bytes and starts at location \(\$ \emptyset \emptyset 73\). The reason why charget is located in this part of RAM memory is that it contains a variable load address which is used to point to the current character to be accessed in the Basic program. This variable load address or pointer to source text is stored in locations \(\$ 7 \mathrm{~A}, \$ 7 \mathrm{~B}\). There are two entry points to the charget routine. They are:

Charget - entry point \(\$ \emptyset \emptyset 73\). This gets the next character in the Basic program following the location pointed to by the address in \$7A, \$7B.
Chargot - entry point \(\$ \emptyset \emptyset 79\). This gets the character in the Basic program currently pointed to by the address in \(\$ 7 \mathrm{~A}, \$ 7 \mathrm{~B}\).
The charget routine is designed to ignore spaces within a program, thus if the character accessed is a space, then the pointer in \(\$ 7 \mathrm{~A}, \$ 7 \mathrm{~B}\) is incremented and the following character accessed. (If that also is a space then this is continued untila non space character is reached.) The mode of the character is then checked before the character is passed to the calling routine in the accumulator. This mode check decides whether the character is numeric or not. If the character is numeric then the array flag in the processor status register is cleared, otherwise it is set. When using charget or any routines calling charget it is important to remember this use of the carry flag.

The charget routine is as follows:
\begin{tabular}{|c|c|c|c|c|}
\hline Loc & \multicolumn{2}{|l|}{Bytes} & Operation & Comments \\
\hline ¢073 & E67A & CHARGET & INC \$7A & ;increment the character pointer lsb \\
\hline ¢075 & Dфф2 & & BNE CHARGOT & ;no rollover from lo byte \\
\hline ¢077 & E67B & & INC \$7B & ;increment the high byte \\
\hline ¢079 & AD**** & CHARGOT & LDA \(\$^{* * * *}\) & ;get the byte into.A \\
\hline ¢07C & C93A & & CMP \#\$3A & ;is it colon? \\
\hline ¢07E & Вф¢ \({ }^{\text {¢ }}\) & & BCS CHAREND & ;not numeric \\
\hline ¢¢ \(9 \varnothing\) & C920 & & CMP \#\$2ф & ;is it a space? \\
\hline ¢082 & FQEF & & BEQ CHARGET & ;yes, ignore \\
\hline 9084 & 38 & & SEC & \\
\hline ¢085 & E930 & & SBC \#\$3 \({ }^{\text {d }}\) & ;set the carry for any value less than \\
\hline 0987 & 38 & & SEC & \(; \# \$ 3 \emptyset\) which is the character for ' \(\phi\) ' \\
\hline 9088 & E9D \(\emptyset\) & & SBC \#\$D \(\emptyset\) & \\
\hline \(\emptyset \emptyset 8 \mathrm{~A}\) & \(6 \emptyset\) & CHAREND & RTS & ;return to main routine \\
\hline
\end{tabular}

Note that the instruction at \(\$ \phi 79\) (CHARGOT) reads LDA \(\$^{* * * *}\). The \({ }^{* * * *}\) indicate that the address in locations \(\$ 7 \mathrm{~A}, \$ 7 \mathrm{~B}\) is variable.

It is fairly easy to wedge into the charget subroutine, and such wedges are used in applications like a DOS wedge. Here a certain character, such as '@' is used to indicate that a wedge into current operation must occur, and the new routine executed. One good thing about wedging into charget is that any command can be trapped before it is executed. This is best done by replacing the first three bytes by JMP \$zzzz, where zzzz is the address of the wedge routine. Then by pulling and pushing the two bytes of the return address one can find where charget was called from (example: HIMEM in Chapter 5). If charget was called by the execute statement routine, one can check that the next character is a wedge identifier character like '@'. If the next character is a wedge identifier then the required operation is performed, otherwise a JMP \$ \(\emptyset \emptyset 79\) will return to chargot. It must be remembered that the charget pointer address in \(\$ 7 \mathrm{~A}, \$ 7 \mathrm{~B}\) must always be incremented before returning to the charget routine with a JMP \(\$ \varnothing \emptyset 79\).

The chargot routine is best demonstrated by Program 14 which causes Basic to run in RAM and then modifies some of the command vectors to point to routines in the \(\$ C \phi \emptyset \phi\) area of memory. Each of the modified routines uses a chargot at the beginning to check for a wedge identifier character(s). The routines that have been modified in this way are:
\(\mathbb{P R I N T}\) and \(\mathbb{I N P U T}\) (which now allow the positioning of the cursor by the @ character, thus simulating PRINT AT). Therefore to start printing a string A\$ starting at the coordinates \(x, y\) on the screen, one could use the command:

PRINT@ \(\mathrm{x}, \mathrm{y}\);A\$

Source code for charget wedge.


Advanced Commodore 64 BASIC Revealed


BASIC loader for charget wedge．
```

10 I=49152
20 RERDA: IFA=-1THEN550
30 POKEI, A: I=I+1
40 T=T+A:GOITO20
50 IFT<336249THENPRIHT"販䬱HECKSLMM ERROR - 36249"T:END
60 FRINT"眐明'OU NON HA'wE 4 MORE COMMFHNIS:"
TO FRINT"睢RINT EX,Y,···...":PRINT"RINPUT EK,Y......."
80 FRINT":盺OKE !RD,2WRL":PRINT"䀠ESTORE LINHUM"
90 S''S49152
100 IRTA169,160,133,252,169,0,133
110 IIATA251,166,0,177,251,145,251
120 DHTA200,208,249,230,252,165,252
130 DRTA201, 192,206,241,165,1,41
140 IRTA254,133,1,162,70,189,44
150 IATA192,157,11,160,202,208,247
160 IIRTAPG,116,164,48,168,65,167
170 IHTA29, 173, 247,168,164,171,114
184 IRTA192,128,176,5,172,164,169
196 IATA159,168,112,168,39,169,194
200 INTA192.130,168,209,168,58,169

```
```

210 DATA46, 168,74,169,44,184,103
220 IRTF2225,85,225,100,225,178,179
230 ILHTA146,192,127,170,130,192,86
240 IIRTA168,155,166,93,166,133,170
250 IRTTR41, 225,189,225,198,225,122
260 IARTA171,65,166,32,121,0,201
270 INTH64,240,3,76,191,171,32
280 INTR242,192,76,191,171,32,121
290 DRTA0, 201,64,240,3,76,160
300 IRTA170,32,242,192,76,160,170
310 DATA32,121,0,201,33,240,3
320 IITTAT6,36,184,32,115,0,32
330 IRTA138,173,32,247,183,165,20
340 IIATA133,251,165,21,133,252,32
350 IIRTA253,174,32,138,173,32,247
360 ILRTF183,160,0,165,20,145,251
3,B DATA206,165,21,145,251,96,32
3810 DATF121,0,144,3,76,23,168
390 INTA2EB,3,76,29,168,32,138
40日 IRTF17:3,32,247,183,32,19,166
4 1 0 ~ I I R T F 1 E S , ~ 9 5 , ~ 2 0 8 , 2 , 1 9 8 , 9 6 , 1 9 8 ~
420 DATA95,165,95,133,65,165,96
43G IIATA133,66,165,26,133,63,165
449 DATA21,133,64,96,32,115,0
450 IRTR32,158,183,134,251,32,241
460 INTR183,224,25,144,3,76,72
470 IIGTA178,164,251,192,40.176,247
480 DATA24, 32, 240,255,76,121,0
4 9 0 ~ D R T A - 1 ~

```

Program 14.
\(\mathbb{P O K E}\) has a check for '!' enabling a two byte poke (see DOKE in Chapter 5). To use this command to put a value into two consecutive memory locations use the following command syntax:

POKE! address, two byte value
\(\mathbb{R E S T O R E}\) is the other command to be changed. This checks for any character that is not a colon or end of line. If so, then a line number is read in to bring about a restore to line number. This command has the following syntax:

RESTORE line number
An example of using this command is shown in Program 15.
```

10 RERD A,B,C
2G FESTORE110
30 FEHD D,E
4 0 ~ F R I N T R ; B ; C ; D ; E ~
50 EHD
1 0 0 ~ I A T A ~ 1 ~
110 INRTA }
120 DATA 3

```

Program 15.

\subsection*{4.2 Warm start vector wedge}

The warm start routine is a loop routine which waits for the entry of a program
line or direct command. When not actually running a program the computer will always be in this warm start loop. The Basic warm start vector ( \(\$ \varnothing 3 \phi \emptyset\) ) contains the entry address of the warm start routine; this is used as an indirect jump to the warm start by the other interpreter routines. Since this indirect or vector jump address is stored in RAM it can be changed to point to another routine. One example of this is to use the warm start vector to protect a Basic program from being listed or otherwise accessed outside a normal run mode. When the program is running the Basic warm start vector is changed to point to \$FCE2 and any program break-in will cause the computer to cold start. This will reset all system variables to power up values and NEW the program.

Program 16 will save a Basic program so that it will automatically run, when loaded using a short machine code routine, and be protected from unauthorised break-in. It should be noted that following a LOAD the computer will return to the warm start loop. The routine utilises this and the warm start vector change.

Source code for warm start vector wedge.

\begin{tabular}{|c|c|c|c|c|}
\hline C05 & ADIPCS & & LDA StEAS & !RESTORE EFSIIC POINTERS \\
\hline CosD & 852B & & STA 20 B & !RESTORE RASIC POINTERS \\
\hline COSF & AD18C1 & & LIIA STEASt 1 & \\
\hline Ca62 & 852C & & STA 52 C & \\
\hline C064 & AD19C1 & & LIf Endbas & \\
\hline C067 & 852D & & STR \(\ddagger 2 \mathrm{~T}\) & \\
\hline 06169 & AD1AC1 & & LDA EMDBAS +1 & \\
\hline C06C & 852E & & STA \$2E & \\
\hline C06E & H987 & & LIAR \#くSAVE & ISET SRVE VECTOR \\
\hline CQ70 & SI3203 & & STA \(\$ 0332\) & \\
\hline CG73 & АэС0 & & LDA \#)SAVE & \\
\hline C.275 & 8113303 & & STA 10333 & \\
\hline cors & F983 & & LDA \#583 & !PESET WARM START \\
\hline CQ7A & 850203 & & STA \(\$ 0302\) & \\
\hline C07D & H9n4 & & LIA \#FA4 & \\
\hline caif & 8 DO 0303 & & STA \(\$ 0303\) & \\
\hline C082 & A900 & & LIA \#\$ \({ }^{\text {a }}\) & !SET RUN MODE \\
\hline C084 & 859D & & STA 590 & \\
\hline 0086 & 60 & & RTS & \\
\hline C087 & & \(!\) & & \\
\hline C037 & F9ED & SAVE & LDA \#SED & !RESET SAVE YECTOR \\
\hline \({ }_{C 089} \mathrm{COB}\) & \(8 \mathrm{EL3203}\) & & STA \(\$ 8332\) & \\
\hline \({ }^{\text {C08C }}\) &  & & LDA \#\#F5 & \\
\hline Co91 & A901 & & LDA \#\$01 & ! DEVICE TAFE \\
\hline C093 & FR & & tax & \\
\hline C094 & A8 & & TRY & \\
\hline C095 & 2QbafF & & JSR 9 FFFBA & \\
\hline C098 & A901 & & LDA \#\$01 & ! LENGTH OF NAME \\
\hline Cash & A2AG & & LDX \#f \({ }^{\text {d }}\) & ! POINTER TO NAIME \\
\hline C09C & H002 & & LDY \# & \\
\hline Coge & 20 BDFF & & JSR \(9 F F B D\) & \\
\hline C0R1 & \(2859 E 1\) & & JSR \$E159 & ! SAvE FILE \\
\hline Cen4 & A990 & & LIR \#500 & \\
\hline CORE & 85FB & & STR \(\$\) FB & \\
\hline COR8 & A9088 & & LDH \#508 & \\
\hline CGAR & 85FC & & STA \#FC & \\
\hline COAC & AE11 & & LIY \#\$01 & \\
\hline COAE & F1FB & SASE2 & LDA ( FFB \(^{\text {P }}\), Y & !DECONE PROGRAM \\
\hline Casa & 49 FF & & EOR \#FFF & \\
\hline Cas2 & 91FE & & STR (\$FB), Y & \\
\hline Cabi & \({ }_{\text {Cs }}\) & & INY & \\
\hline Cans & IGAF? & & BHE SAVE2 & \\
\hline CGB7 & EGFC & & INC. FFC & \\
\hline Cab9 & HSFC: & & LDA FFC & \\
\hline Cueb & C9Fer & & C.MP \#\# \({ }^{\text {a }}\) & \\
\hline COEI & IVEF & & BHE SAvE2 & \\
\hline CasF & 60 & & RTS & \\
\hline caca & & & & \\
\hline \(\mathrm{CaCO}_{\mathrm{CaC}}\) & R98.3 & AUTOCD & LDA \#\$83 & IRESET WARM START \\
\hline cacs & A9\%4 & & STA \({ }^{\text {S } 2302}\) & \\
\hline CaC? & E116303 & & STR \(\$ 0303\) & \\
\hline CaCA & A909 & & LIA \#\$00 & ISET RUN MODE \\
\hline cacc & 859 D & & STA \$9D & \\
\hline COCE & 2015 FFF & & JSR FFFDS & ! DUMMY LOAD \\
\hline Cons & \({ }_{\text {Hab }}\) & & LTAX \#501 & \\
\hline \(\mathrm{Can4}\) & H8 & & TAY & \\
\hline cons & 2日EAFF & & ISR \$FFBR & ! SET FILE DETAILS \\
\hline cans & H901 & & LDA \#\$01 & ISET FILE DETAILS \\
\hline COIH & А2нӧ & & LIX \#\$86 & \\
\hline conc & Hele & & LD \({ }^{\text {\# }}\) \$ 02 & \\
\hline CGDE & 2GEDFF & & JSR 4 FFBD & !SET Name netails \\
\hline CaE 3 & Hega & & LIR \#\$09 & \\
\hline CuES & 20115 FF & & JSR \(\ddagger\) FFL5 & ! LOAD \\
\hline CUES & 862 D & & STX 52 D & ! SET VARIABLE POINTERS \\
\hline
\end{tabular}
\begin{tabular}{|c|c|}
\hline CuE8 & 862F \\
\hline COEA & 8631 \\
\hline CuEC & 842E \\
\hline CaEe & 8430 \\
\hline COFE & 8432 \\
\hline C0F2 & H900 \\
\hline COF4 & 84FE \\
\hline C0F6 & A9018 \\
\hline CGF8 & S5FC． \\
\hline COFF & C8 \\
\hline COFB & A9FF \\
\hline COFD & 51FE \\
\hline C．aFF & 91FB \\
\hline C101 & C8 \\
\hline C102 & n＠F？ \\
\hline 0104 & E6FC \\
\hline C106 & A5FC \\
\hline C108 & Cera \\
\hline C10H & DGEF \\
\hline C10\％ & 2900 \\
\hline C19E & \(265{ }^{\text {2 }}\) \\
\hline C111 & \(298 \mathrm{Ef6}\) \\
\hline C114 & 4Chers \\
\hline &  \\
\hline
\end{tabular}
\begin{tabular}{|c|c|}
\hline & STX \＄2F \\
\hline & STX \＄31 \\
\hline & STY \({ }_{\text {STH }}\) \\
\hline & STY \(\$ 32\) \\
\hline & LDY \＃\＄90 \\
\hline & STY \＄FB \\
\hline & LDA \＃\＄08 \\
\hline & STA \＄FC \\
\hline & IHY \\
\hline RUTOC． & LIA \＃\＃FFF \\
\hline & EOR（FFB），Y \\
\hline & STA（ \(\$ F B\) ），Y \\
\hline & IHY \\
\hline & BNE RUTOCI \\
\hline & INC \(\$\) FC \\
\hline & LIIR \({ }^{\text {FFC }}\) \\
\hline & CMP \＃\＃AO \\
\hline & BNE RUTOCI \\
\hline & LDA \＃\＄08 \\
\hline & JSR \＄R65E \\
\hline & JSR \＄\({ }^{\text {S68E }}\) \\
\hline & JMP \＄APAE \\
\hline STRASS & WUR \\
\hline
\end{tabular}

BASIC loader for warm start vector wedge．
```

1000 I=49152:T=0
1010 RERDA: IFA=-1 THEN1040
1020 FOKEI,A:T=T+A
1030 I=I+1:GOT01010
1040 IFT<>371`1THENFRINT"CHECKSUM ERROR "37131,T:END
1050 IFI<349431THENPRINT"NUMBER OF DRTA V'RLUE ERROR":END

```

```

1070 PRINT"㯘LORD THE PROGRAM AND ENTER:"
1080 FRINT"的自SYS(49152)"CHR$(34)"FILENAME"CHR$(34)":SAYE":END
1030 DATR165,43,141,23,193,165,44
1106 DRTR1 41,24,19:3,169,165,133,43
1110 DATR141,2,3,169,2,133,44
1120 DATA141,3,3,165,45,141,25
1134 INTA193,165,46,141,26,193,169
1149 IIRTA3,133,46,169,4,133,45
11513 URTA162,86,189,192,192,157,165
1160 DATR2,202,16,247,169,8,133
1170 DATR252,169,0,133,251,160,1
1180 DRTA177,251,73,255,145,251,200
1190 INTA208,247,230,252,165,252,201
1200 DATA160,208,239,32,212,225,169
1210 NATA3,133,185,32,89,225,173
12,0 DATR23,193,133,43,173,24,193
1234 DRTF133,44,173,25,193,133,45
1240 DATA173,26,193,133,46,169,135
1256 DATA141,50,3,169,192,141,51
1260 INATA3,169,131,141,2,3,169
1270 DRTR154,141,3,3,169,0,133
1280 DATH157,96,169,237,141,50,3
1290 DATA169,245,141,51,3,169,1
13G10 DATR170,168,32,186,255,169,1
1310 DATR162,121,160,192,32,189,255
1320 DRTA32,89,225,169,0,133,251
13.30 IATA169,8,133,252,160,1,177
1340 IRTR251,73,255,145,251,200,208
1350 DRTA247,230,252,165,252,201,160
1360 DATR208,239,96,169,131,141,2
1370 DHTA3,169,164,141,3,3,169
1370 DATF0,133,157,32,213,255,169

```
```

1390 DATR1,170,168,32,186,255,169
14E10 DATR1, 162,166,160,2,32,189
1410 DATA255,169,8,32,213,255,134
1420 DATA 45, 134,47,134,43,132,46
14:34 IHTR132,48,132,50,160,0,132
1440 IATH251,169,8,133,252,200,169
1450 DRTA255,81,251,145,251,200,208
1450 IATA247,230,252,165,252,201,160
1470 DATR208,239,169,0,32,94,166
1480 DATA32,142,166,76,174,167,-1

```

Program 16.

The following routines are the start of the Basic extension commands. These are the main control routines that patch the extra commands into the Commodore 64's Basic. They should be used in the order in which they appear.

\section*{Initialisation}

This file contains the initialisation routines and the table of added commands and their vectors. The commands are initialised by calling the cold start (\$FCE2 - 64738) which is a simulation of power-up. The routines cannot be used with a cartridge as they take up the same memory locations and simulate a cartridge.

The routine labelled 'COLD' is the actual power-up routine and the routine labelled 'WRST' is the NMI routine that makes sure that the function keys and lister are not disabled.
\begin{tabular}{|c|c|c|c|c|c|}
\hline LOC & CODE & \multicolumn{4}{|l|}{LINE} \\
\hline 0000 & & & . LIE & INITRT & \\
\hline 9000 & & & \% - \(=\) ¢ & 8000 & \\
\hline 8000 & 7 A 80 & & . WOF & COLD & ; COLD Stakt enteiy \\
\hline 8002 & 3780 & & . WOF & WFST & ; FESTORE ENTEY \\
\hline 8004 & C3 & & .E.YT & \$C3, \$C & D, '88' \\
\hline 8005 & C 2 & & & & \\
\hline 8006 & CD & & & & \\
\hline 8907 & 3830 & & & & \\
\hline 8009 & & , & & & \\
\hline 8009 & 8P. E3 & LINK & . WOF & \$E388. & \\
\hline 800 P . & 83 A4 & & . WOR & \$ A483 & \\
\hline 8000 & C9 81 & & . WOF & CFNCHT & \\
\hline 800F & 9E 82 & & . WOF: & FRINT & \\
\hline 8011 & F7 82 & & . WOF & HANDLE & \\
\hline 8013 & 3483 & & . WOF & AFITH & \\
\hline 8015 & & & & & \\
\hline 8015 & 4 C 48 P 2 & VECTOF & JMF & \$8.248 & ;USF JUMF \\
\hline 8018 & 00 & & - RYT & 0 & \\
\hline 8019 & 31 EA & & . WOF & \$EA31 & ; IFQ \\
\hline 801 P & 4480 & & . WOR & WFSTO1 & ; PREAK \\
\hline 8010 & 47 FE & & . WOF & \$FE47 & ; NMI \\
\hline 801F & \(4 \mathrm{AF3}\) & & . WOF & \$F34A & ; OFEN \\
\hline 8021 & 91 F 2 & & . WOFi & \&F291 & ; CLOSE \\
\hline 8023 & QE F2 & & . WOF & \$F20E & ; SET INFUT \\
\hline 8025 & 50 Fa & & . WOR & \$F250 & ; SET OUTFUT \\
\hline 8027 & 33 F 3 & & - WOR & \$F333 & ; FESTORE I/O \\
\hline 8029 & E3 83 & & . WOF & LISTEF & ; INFUT \\
\hline 8022. & CA F1 & & . WOF & \$F1CA & ; OUTFUT \\
\hline 8020 & ED F6 & & . WOF: & 9F6ED & ; TEST-STOF \\
\hline
\end{tabular}
\begin{tabular}{|c|c|c|c|c|c|c|c|}
\hline L.OC & \multicolumn{3}{|l|}{CODE} & \multicolumn{3}{|l|}{L.INE} & \\
\hline 802F & 3E & F1 & & & . WOF & \$F13E & ; GET \\
\hline 8031 & 2 F & F3 & & & . WOF & \$F32F & ;ABOFTT I/O \\
\hline 8033 & 44 & 80 & & & . WOR & WFST01 & ; WARM RESTART \\
\hline 8035 & A & F4 & & & - WOF & \$F4A5 & ; LOAD \\
\hline 8037 & ED & F5 & & & .WOF & \$FSED & ; Save \\
\hline 8839 & & & & & & & \\
\hline 8039 & 20 & P.C & F6 & WFST & JSF & \$F68.C & ; UFDATE TIME \\
\hline 803 C & 20 & E1 & FF & & JSF & \$FFE1 & ;STOF KEY? \\
\hline 803F & F0 & 03 & & & E.EQ & WFiST01 & ; YES \\
\hline 8041 & 4 C & 72 & FE & & JMF & \$FE72 & ; NO \\
\hline 8044 & 20 & A3 & FD & WFST01 & JSK & \$FDA3 & ; INIT I/O \\
\hline 3047 & 20 & 18 & ES & & JSR & \$E518 & ; INIT UIC CHIF \\
\hline 804A & 20 & 50 & 80 & & JSK & SETKEF & ;INIT KERNAL VECTORS \\
\hline 804D & 20 & CC & FF & & JSR & \$FFCC & ; RESTORE I/O \\
\hline 8050 & A9 & 08 & & & LDA & \# \(\$ 00\) & \\
\hline 8052 & 85 & 13 & & & STA & \$13 & ; INFUT F'ROMF T FLAG \\
\hline 8054 & 20 & 7A & A6 & & JSK & \$A67A & ; INIT PASIC \\
\hline 8057 & 58 & & & & CLI & & ; ENABLE IFQ \\
\hline 8058 & A2 & 80 & & WFST02 & LDX & \#\$80 & ; SET FOF FEADY \\
\hline 805A & 4 C & 88 & E3 & & JMF & \$E388 & ; GO TO READY \\
\hline 805D & & & & & & & \\
\hline 805D & A2 & 15 & & SETKER & LDX & H¢VECTOR & ;FOINT TO \\
\hline 8857 & A0 & 80 & & & LDY & H.UECTOF & ; KEFNAL UECTOFS \\
\hline 8061 & 86 & C3 & & & STX & \$C3 & \\
\hline 8863 & 84 & C4 & & & STY & \$C4 & \\
\hline 8065 & A0 & 23 & & & LDY & H\$23 & ; LOOF TO COFY VECTORS \\
\hline 8067 & 8.1 & C3 & & STKEF:1 & LDA & (\$C3), Y & ; GET RYYTE \\
\hline 8067 & 97 & 10 & 0.3 & & STA & \$0310, Y & ;STORE IT \\
\hline 806C & 88 & & & & OEY & & \\
\hline 8060 & 10 & F8 & & & P.F'L & STKER1 & ;AND NEXT \\
\hline 806F & A9 & 68 & & & LDA & H FINC & ;FOINT TO FUNCTION \\
\hline 8071 & A0 & 83 & & & LDY & H.FUNC & ; KEY FOUTINE \\
\hline 8073 & 80 & 8F & 02 & & STA & \$028F & ; STORE IN KEYROAFD \\
\hline 8076 & 8C & 90 & 02 & & STY & \$0290 & ; TAPLEE SETUF VECTOR \\
\hline 8079 & 60 & & & & FiTS & & \\
\hline 807A & & & & & & & \\
\hline 807A & 8 BE & 16 & D8 & COLD & STX & \$D016 & ; SHFINK SCFEEN \\
\hline 8070 & 20 & A3 & FD & & JSR & 9FDA3 & ; INIT I/O \\
\hline 8080 & 20 & 50 & FD & & JSFi & \$FD50 & ; INIT SYSTEM CONSTANTS \\
\hline 8083 & 20 & 5 E & FF & & JSR & \$FFSE. & \\
\hline 8086 & 20 & 5D & 80 & & JSR & SETKEF & ;SET KEFNAL VECTOFS \\
\hline 8089 & 38 & & & & CLI & & ; ENAPLE IRQ \\
\hline 808A & 20 & ES & 80 & & JSF & SETPAS & ; SET RASIC VECTORS \\
\hline 8080 & 20 & BF & E3 & & JSR & \$E3P.F & ;INIT BASIC \\
\hline 8090 & A9 & 80 & & & LDA & \#\$80 & ; SET TOF OF FAM \\
\hline 8092 & 85 & 34 & & & STA & \$34 & \\
\hline 8094 & 85 & 36 & & & STA & \$36 & \\
\hline 8096 & 85 & 38 & & & STA & \$38 & \\
\hline 8098 & A9 & Co & & & L.DA & H\$00 & \\
\hline 809A & 85 & 33 & & & STA & \$33 & \\
\hline 809C & 85 & 35 & & & STA & \$35 & \\
\hline 809 E & 85 & 37 & & & STA & \$37 & \\
\hline 80A0 & A9 & AC, & & & LDA & HSFOWER & ; FOINT TO FOWER \\
\hline 80A2 & A \({ }^{\text {a }}\) & 80 & & & LDY & H \(\\) FOWEF & ; UF MESSAGE \\
\hline 80A4 & 20 & 2 D & E4 & & JSF & \$E42D & ;OUTFUT MESSAGE \\
\hline 80A7 & A2 & FE. & & & LDX & \#\$FP. & \\
\hline 80A9 & 9A & & & & TXS & & ; SET STACK FOINTEF \\
\hline 80AA & D0 & \(A C\) & & & BNE & WFST02 & ; ALWAYS \\
\hline 80AC & & & & & & & \\
\hline 80AC & 93 & & & FOWEF & -R.YT & \$93, \$00 & \\
\hline 80AD & 0 D & & & & & & \\
\hline 80AE & 20 & 20 & & & . P.YT & \% \(\quad\) \% \(\quad\) \% & EXTENDED 64 P.ASIC' \\
\hline 80C8 & 20 & 56 & & & .BYT & , V01 & , , \$00, \$00 \\
\hline 8001 & 0 D & & & & & & \\
\hline 80D2 & OD & & & & & & \\
\hline 8003 & 20 & 36 & & & .P.YT & , 64K FAAM & SYSTEM , ,\$00 \\
\hline
\end{tabular}
LOC CODE LINE

\begin{tabular}{|c|c|c|c|c|}
\hline 120 & \multicolumn{4}{|l|}{Advanced Commodore 64 BASIC Revea} \\
\hline LOC & CODE & \multicolumn{3}{|l|}{L.INE} \\
\hline 81.74 & & ; & & \\
\hline 8174 & 444545 & & -RYT & 'DEE', \#CR \\
\hline 8177 & CP. & & & \\
\hline 8178 & 4849 & & . E.YT & 'HIME', \$CD \\
\hline 817C & CD & & & \\
\hline 8170 & 4C 4F & & . EYT & 'LOME', \(\ddagger\) CD \\
\hline 8181 & CD & & & \\
\hline 8182 & 5641 & & .P.YT & 'VAFFT', ED 2 \\
\hline 8187 & D2 & & & \\
\hline 8188 & 00 & & . E.YT & 0 \\
\hline 8189 & & ; & & \\
\hline 8189 & 1890 & CADDE & . WOF & FUN-1 \\
\hline 818. & AA 83 & & . WOF & CTL-1 \\
\hline 819 D & D7 84 & & . WOF & AFFEND-1 \\
\hline 818F & 3685 & & . WOF & AlJTONO-1 \\
\hline 8191 & E.5 85 & & . WOF & Catlog-1. \\
\hline 8193 & P. 786 & & . WOF & CHANGE-1 \\
\hline 8195 & 8386 & & - WOF & CHAIN-1 \\
\hline 8197 & FE 97 & & . WOF & CFIUNCH-1 \\
\hline 8199 & AC 89 & & - WOF & DELETE-1 \\
\hline 819 P & 4 C 8 A & & . WOF & DISK-1 \\
\hline 8190 & DE 8A & & . WOF & DOKE-1 \\
\hline 819 F & 018 P & & . WOR & DUMF--1 \\
\hline 81A1 & CD 3C & & . WOF & EXEC-1 \\
\hline B1A3 & 9280 & & - WOF & FIND-1 \\
\hline 8165 & D0 8E & & - WOFi & GET-1. \\
\hline 8147 & 1390 & & . WOR & KEY-1 \\
\hline 81A9 & 179.1 & & . WOF & MAT-1 \\
\hline 81 AE & AF 97 & & . WOF & MEFGE-1 \\
\hline 81AD & 8498 & & . WOR & OLD-1 \\
\hline 91AF & P.A 98 & & . WOF & \(\mathrm{FOF}-1\) \\
\hline 81 P 1 & 7999 & & . WOF & FUT-1 \\
\hline 81 P 3 & 5 C 9A & & . WOF & FENUMP--1 \\
\hline 818.5 & F190 & & - WOF & FEFFEAT-1 \\
\hline 81 B 7 & 24 9D & & . WOR & SORT-1 \\
\hline 818.9 & FC 9E & & . WOF & TF:ON-1 \\
\hline 81 P . & 4297 & & . WOR & TROFF-1 \\
\hline 8180 & 4 F 9F & & - WOR & TYFEE-1 \\
\hline 8.1 PF & 6P. 9F & & . WOR & UNTIL-1 \\
\hline 8161 & & ; & & \\
\hline 81 Cl & 9489 & & . WOF & DEEK-1 \\
\hline 81.3 & DE 8F & & . WOR & HIMEM-1 \\
\hline 8165 & 5 C 90 & & . WOR & LOME.M-1 \\
\hline 81.7 & C.9 9F & & . WOF & VAFFFTF-1 \\
\hline 8109 & & & & \\
\hline 8109 & & FNSTR & \(=29\) & \\
\hline 8109 & & & . ERD & \\
\hline
\end{tabular}
LOC CODE LINE:
\begin{tabular}{|c|c|c|c|c|c|c|}
\hline 8109 & \multicolumn{6}{|c|}{LIP CFENACH-TOKEN} \\
\hline 81c? & & & \multicolumn{4}{|l|}{; CFUUNCH KEYWORD L.INK} \\
\hline 9169 & & & \multicolumn{4}{|l|}{; FOK USE WITH THE FIOUTINES IN} \\
\hline 8109 & & & \multicolumn{4}{|l|}{'ADUANCED COMMODORE 64 B.ASIC REVEALED'} \\
\hline 81.9 & & & \multicolumn{4}{|l|}{} \\
\hline 8109 & A6 & 7A & CRNCHT & \multicolumn{2}{|l|}{L.DX \(\$ 7 \mathrm{~A}\)} & \\
\hline 81 CR & A 0 & 04 & & LDY & H\$04 & \\
\hline 81 CD & 84 & 0 F & & STY & ま0F & \\
\hline 81.CF & E. \({ }^{\text {d }}\) & 0802 & CFiNCO1 & LDA & \$0200, x & ; GET CHAF \\
\hline 8.102 & 10 & 87 & & P.FL & CRNCO2 & ; CHAF IS OK \\
\hline 81D4 & c9 & FF & & CMF' & \# \(\mathrm{FFF}^{\text {F }}\) & ;FIFFINT \\
\hline 8106 & FO & 2 B & & P.EQ & CFiNCO8 & ; YES, SEND IT \\
\hline 8108 & E9 & & & INX & & ; NO, ILLEGAL CHAFi \\
\hline 8109 & & & & B.NE & CRNC01 & ; SO DO NEXT \\
\hline 810 D & & & & & & \\
\hline 810 P & C9 & 20 & CFNCO2 & CMF & \#\$20 & ; SF'ACEFRINT \\
\hline 8100 & F0 & 24 & & B.EQ & CFNC08 & ; YES, SEND IT \\
\hline 810F & 85 & 08 & & STA & \$08 & \\
\hline 81 E1 & C. 9 & 22 & & CMF & \#\$2? & ; QUOTESFFINT \\
\hline 81 E3 & F0 & 47 & & P.EQ & CRNC12 & ; YES, SCAN QUOTE END \\
\hline 8155 & 24 & QF & & B.IT & \$0F & \\
\hline 81 E7 & 70 & 1 A & & P.US & CFNC08 & ; SEND CHAR \\
\hline 8159 & C9 & 3 F & & CMF' & \#\$3F & ;'FRINT' FRINT \\
\hline B1EP & D9 & 94 & & B.NE & CRNC03 & ; NO \\
\hline 81ED & A9 & 99 & & LDA & \#\$99 & ; SET TO FFINT TOKEN \\
\hline 81 EF & D8 & 12 & & B.NE & CRNC08 & ;SEND IT \\
\hline 81 F 1 & & & & & & \\
\hline 81F1 & C9 & 30 & CFiNC03 & CMF & \#\$30 & - FRINT \\
\hline 8173 & 90 & 04 & & B.CC & CRNC04 & ; YES, HUNT FOF KEYWORD \\
\hline 8175 & C9 & 3 C & & CMF' & \#\$3C & ; ' \({ }^{\text {C }}\) FRINT \\
\hline \(81 F 7\) & 90 & OA & & B.CC & CFNC08 & ; YES, SEND CHAFi \\
\hline \(81 F 9\) & 4 C & 4682 & CFNCO4 & JMF' & CRNC15 & ; HIJNT FOR KEYWORD \\
\hline 81FC & & & ; & & & \\
\hline 81FC & A9 & EE & CFNCOS & LDA & \#SEE & ;ONE OF MINE \\
\hline 81FE & 2 C & & & . BYT & \$2C & ;SKIF NEXT 2 R.YTES \\
\hline 31FF & & & ; & & & \\
\hline 81FF & 05 & OR. & CFiNC06 & ORA & \(\ddagger 0 \mathrm{P}\) & ;ONE OF E.ASJC'S \\
\hline 8201 & A 4 & 71 & CRNCO7 & LDY & \$71 & ; RESTORE Y \\
\hline 8203 & E8 & & CFNC08 & INX & & ;NEXT FOSITION \\
\hline 8204 & C8 & & & INY & & \\
\hline 8205 & 99 & FE. 01 & & STA & \$01FP, Y & ; STOFE IT \\
\hline 8208 & C9 & EE & & CMF' & \#\$ & ;MINEFRINT \\
\hline 820A & Fo & 31 & & PEQ & CFiNC14 & ; YES, SEND 2ND RYTE \\
\hline 820 C & P. 9 & FE 01 & & LDA & \$01FR, Y & ;NO, END OF INFUTFFINT \\
\hline 820F & F0 & 22 & & PEQ & CFNC13 & ; YES \\
\hline 8211 & 38 & & & SEC & & \\
\hline 8212 & E. 9 & 3 A & & SP.C & \# \(\$ 3 \mathrm{~A}\) & ;':' FRINT \\
\hline 8214 & F0 & 34 & & P.EQ & CFiNCO9 & ; YES \\
\hline 8216 & C9 & 49 & & CMF' & \#\$49 & ; DATA ? \\
\hline 8218 & D0 & 02 & & RNE & CFNC10 & ; NO \\
\hline 821A & 85 & QF & CFNC09 & STA & \$0F & \\
\hline 821C & 38 & & CFNC10 & SEC & & \\
\hline 8210 & E9 & 55 & & SEC & \#\$55 & ; FEM ? \\
\hline 821F & D0 & AE & & B.NE & CFNC01 & ;NO DO NEXT CHAF \\
\hline 8221 & 85 & 48 & & STA & \$08 & ; SET QuOTE FLAG \\
\hline 8223 & 2.0 & 0002 & CFiNC 1.1 & LDA & \$0200, X & ;GET PYTE \\
\hline 8226 & F0 & DE & & P.EA & CFNCO8 & ; END JF INFUT, SEND \\
\hline 8228 & C5 & 08 & & CMF & \$08 & ; QUOTE FLAGFRINT \\
\hline 822A & F0 & D7 & & PEO & CFNCO8 & ; YES, SEND \\
\hline 822C & C8 & & CFNC12 & INY & & : STORE CHAF \\
\hline 822 D & 99 & F. 01 & & STA & \$01FE, Y & \\
\hline 8230 & E3 & & & INX & & \\
\hline 8231 & D8 & \(F\) & & P.NE & CFiNC11 & ;DO NEXT \\
\hline 8233 & & & & & & \\
\hline 8233 & 99 & FD 01 & CFiNC13 & STA & \$01FD, Y & ;STORE ZEFO \\
\hline
\end{tabular}
LOC CODE L.INE
\begin{tabular}{|c|c|c|c|c|c|c|c|}
\hline 8236 & C6 & 78 & & & DEC & \$78. & \\
\hline 8238 & A9 & FF & & & LDA & HaFF & \\
\hline 8:3A & 85 & 7A & & & STA & \$7A & \\
\hline 823 C & 60 & & & & FITS & & ; EXIT CRUNACH \\
\hline 8230 & & & & ; & & & \\
\hline 8230 & AS & OR. & & CFNC14 & LDA & \$0. & ;GET 2ND R.YTE \\
\hline 823 F & C8 & & & & INY & & \\
\hline 8240 & 99 & FR. & 01 & & STA & \$01FR, Y & ; STORE IT \\
\hline 8243 & 4 C & CF & 81 & & JMF' & CRNC01 & ;DO NEXT RYTE \\
\hline 8246 & & & & & & & \\
\hline 8246 & 84 & 71 & & CRNC15 & STY & \$71 & ; SAUE OFF \(Y\) \\
\hline 8248 & A 8 & FF & & & LDY & \#\$FF & \\
\hline 824 A & 86 & 7A & & & STX & \$7A & ; AND X FOINTERS \\
\hline 824C & CA & & & & DEX & & \\
\hline 8240 & A9 & 01 & & & LDA & H\$01 & ; START TOKEN UAL=1 \\
\hline 824F & 85 & 0 B & & & STA & \(\ddagger 0 \mathrm{~B}\) & \\
\hline 8251 & C8 & & & CRNC16 & INY & & \\
\hline 8252 & E. 8 & & & & INX & & \\
\hline 8253 & E.D & 00 & 02 & CRNC17 & LDA & \$0200, X & ;GET BYTE \\
\hline 8256 & 38 & & & & SEC & & \\
\hline 8257 & F9 & F1 & 80 & & SPC & CLIST, Y & ; AS KEYWORD TABLEFFRINT \\
\hline 825A & F0 & F5 & & & PEA & CRNC16 & ; YES, CHECK NEXT \\
\hline 825 C & C9 & 80 & & & CMF & \#\$80 & ; SHIFT OUTPRINT \\
\hline 825E & F0 & 9C & & & PEQ & CFNC05 & ; YES, FOUND \\
\hline 8260 & A6 & 7 A & & & LDX & \$7A & ;RESTORE PUFFER FOINTER \\
\hline 8262 & E6 & 0 B & & & INC & \$0R. & ; NEXT TOKEN \\
\hline 8264 & C8 & & & CRNC18 & INY & & \\
\hline 8265 & P. 9 & F0 & 80 & & LDA & CLIST-1, Y & ; END OF KEYWORDFRINT \\
\hline 8268 & 10 & FA & & & PF'L & CRNC18 & ; NO \\
\hline 826A & P. 9 & F1 & 80 & & LDA & CLIST, Y & ; END OF TABLEFRINT \\
\hline 8260 & DO & E4 & & & R.NE & CRNC17 & ; NO, CHECK NEXT \\
\hline 826F & A0 & 00 & & & LDY & \# \(\$ 00\) & ; START TOKEN AT 0 \\
\hline 8271 & 84 & 0 D & & & STY & \$0B. & ;FOR P.ASIC \\
\hline 8273 & 88 & & & & DEY & & \\
\hline 8274 & Ab & 7A & & & LDX & \$7A & ; GET INFUT FOINTER \\
\hline 8276 & CA & & & & DEX & & \\
\hline 8277 & C8 & & & CFNC19 & INY & & \\
\hline 8278 & E8. & & & & INX & & \\
\hline 8279 & P. \({ }^{\text {d }}\) & 00 & 02 & CFNC20 & LDA & \$0200, x & ; GET P.YTE \\
\hline 827C & 38 & & & & SEC & & \\
\hline 8270 & F9 & 9E & A 0 & & SEC & \$A09E, Y & ; AS IN TABLEFFRINT \\
\hline 8280 & F0 & FS & & & BEQ & CFNC19 & ; YES, CHECK NEXT \\
\hline 8282 & C9 & 80 & & & CMF & H\$80 & ; SHIFT OUTFRINT \\
\hline 8284 & D0 & 03 & & & P.NE & CFiNC21 & ; NO, TEY NEXT WORD \\
\hline 8286 & 4C & FF & 81 & & JMF' & CRNCO6 & ; YES, SEND P.ASIC TOKEN \\
\hline 8289 & A 6 & 7A & & CFNC21 & LDX & \$7A & ; FESTOFE INFUT FOINTEF: \\
\hline 828P. & E6 & 0 D & & & INC & \$0. & :NEXT TOKEN \\
\hline 8280 & C8 & & & CFNC22 & INY & & \\
\hline 328 E & 8.9 & 9D & A0 & & LDA & \$A09D, Y & ; END OF WORDFRINT \\
\hline 8291 & 10 & FA & & & PFL & CFNC22 & ; NO \\
\hline 8293 & 8.9 & 9E & A 0 & & LDA & \$A09E, Y & ; END OF TAPLEFRINT \\
\hline 8296 & D0 & E1 & & & PRE & CFinczo & ; NO, TFY MEXT WORD \\
\hline 8298 & P. \({ }^{\text {c }}\) & 00 & 62 & & LDA & \$0200, x & ;ELSE SEND RYTE \\
\hline 829. & 4 C & 01 & 82 & & JMF' & CFiNC07 & \\
\hline 829E & & & & & . END & & \\
\hline
\end{tabular}

\section*{Tokens to text}

This routine is wedged into the print token link at locations \(\$ \varnothing 3 \emptyset 6-\$ \emptyset 3 \emptyset 7\) (774-775). Tokens to text is used in the list command only to convert any token value (greater than 127 for normal Basic or preceded by \$EE-238 for extended Basic) back into the command word and print it to the output device.


\section*{Execute statement}

This routine is wedged into the start new Basic code link at locations \(\$ \emptyset 3 \emptyset 8-\$ \emptyset 3 \emptyset 9\) (776-777). This is the control part of the main Basic interpreter loop. It takes a token value and executes the routine via the vector table in the initialisation file. There is a special case routine for PRINT which uses the same token as in normal Basic but the routine has been rewritten to allow the CTL command.


\section*{Execute arithmetic}

This routine is wedged into the arithmetic link at locations \(\$ 03 \emptyset \mathrm{~A}-\emptyset 3 \emptyset \mathrm{~B}\) (778-779). This routine is called by the evaluate expression and transfers control to one of the four arithmetic routines included in this package. If the extended Basic command is not one of the four arithmetic routines, a Syntax error is output.
```

LOC CODE LINE

```

8334
8334 8334 8334 8334 8334 AS 08 ARITH LDA \(\# \$ 00\);TYFE F:.AS TO NUMERIC 8336850 S STA \(\$ 0 \mathrm{D}\) 8338207300
-LIR AFIITH-TOKEN
AFITHMETIC LINK
FOF USE WITH THE FOUTINES IN
'ADVANCED COMMODJRE 64 BASIC FEVEALED'
LDA \(\# \$ 0\)
STA \(\$ 0 \mathrm{D}\)
JSF \(\ddagger 0073\);GET EYTE
\begin{tabular}{|c|c|c|c|c|c|c|}
\hline - BC & CODE & & L. JME & & & \\
\hline 8339. & CF EE & & & CMF' & \# \({ }^{\text {E }}\) E & ;ONE OF MINE? \\
\hline 8330 & F0. 86 & & & EEQ & AFITH1 & ; YES \\
\hline 833F & 2079 & 00 & & JSFi & \$0079 & ;GET CURFENT CHAR \\
\hline 8342 & 4C 8D & \(A E\) & & JMF' & \$AE8D & ; OFEFATE \\
\hline 8345 & & & ; & & & \\
\hline 8345 & 2088 & 8 E & AFITH1 & JSF & FIND13 & ;GET TOKEN CHAF \\
\hline 8348 & C7 10 & & & CMF' & \#FNSTKT & ; IS IT A FUNCTION \\
\hline 834A & 8003 & & & P.CS & AFITH2 & ; YES \\
\hline 834 C & 4 C 08 & AF & & JMF & \$AF08 & ;SYNTAX EFROR \\
\hline 834 F & & & & & & \\
\hline 834 F & 8524 & & AFITH2 & STA & \$24 & ; SAve token val \\
\hline 8351 & A 9 AD & & & LDA & \(\# \$ A D\) & ; SETUF FETUFN ADDFESS \\
\hline 8353 & 48 & & & F'HA & & \\
\hline 8354 & A9 8C & & & LDA & \# \(\$ 8 \mathrm{C}\) & \\
\hline 8356 & 48 & & & F'HA & & \\
\hline 8357 & C6 24 & & & DEC & \$24 & \\
\hline 8359 & A5 24 & & & LDA & \$24 & ; GET TOKEN \\
\hline 835. & 0 A & & & ASL & A & ;TIMES 2 \\
\hline 835C & AA & & & TAX & & \\
\hline 8350 & E.D 8A & 81 & & LDA & CADDF \(+1, \mathrm{X}\) & ;GET HI P.YTE \\
\hline 8360 & 48 & & & FHA & & \\
\hline 8361 & P.D 89 & 81 & & LDA & CADDF, \(X\) & ;GET LO PYTE \\
\hline 8364 & 48 & & & F'HA & & \\
\hline 8365 & 4073 & 00 & & JMF' & \$0073 & ; EXECUTE FUNCTION \\
\hline 8368 & & & & .END & & \\
\hline
\end{tabular}

\section*{Function keys}

This routine is wedged into the keyboard table set-up vector at locations \(\$ \emptyset 28 \mathrm{~F}-\$ \emptyset 29 \emptyset(655-656)\). The routine checks whether the computer is in direct or program mode; if in direct mode then the normal routine is executed, if in program mode the quotes flag is checked, and if set the normal routine is executed.

The current key pressed is checked for one of the four function keys and the shift key. If it was a function key the text for that key is read from behind the Basic ROM, and put into the keyboard buffer until all eight characters or a zero byte terminator are found. If it was not a function key the normal routine is executed.
\begin{tabular}{|c|c|c|c|c|}
\hline LOC & CODE & L.T.NE & & \\
\hline 8368 & & & .LIP FUNC-KEYS & \\
\hline 8368 & A5 90 & FUNC & LDA \$90 & ; DIFECT? \\
\hline 836A & F0 10 & & BEQ FUNCO1 & ; NO \\
\hline 836C & A9 0]. & & LDA \#\$01 & ; QuOTES? \\
\hline 836E & 24 D4 & & P.IT \$D4 & \\
\hline 8370 & De OA & & RNE FUNCO1 & ; YES, IGNOFE \\
\hline 8372 & AS CR & & LDA \$ 6 R & ; KEY FRESSED \\
\hline 8374 & C9 03 & & CMF H\$03 & ; F7? \\
\hline 8376 & 9084 & & BCC FUNCO1 & ;NO, LESS THAN \\
\hline 8378 & C9 07 & & CMF \# \(\$ 07\) & ; \(\mathrm{FS}_{5}\) ? \\
\hline 837A & 9003 & & RCC FUNCO2 & ; YES, IS A FUNCTION KEY \\
\hline 837C & 4 C 48 EP & FUNCO1 & JMF ¢EP. 48 & ; DO NOFMAL KEYS \\
\hline 837 F & & & & \\
\hline 837F & C5 C5 & FUNC02 & CMF \$C5 & ; ALFEADY DONE? \\
\hline 8381 & F9 F9 & & B.EQ FUNCO1 & ; YES \\
\hline 8383 & A 00 & & LDA \#\$80 & ; CLEAF FOINTEF \\
\hline
\end{tabular}
\begin{tabular}{|c|c|c|c|c|c|c|}
\hline 8385 & 85 & FC & & STA & \$FC & \\
\hline 8387 & 85 & Fe. & & STA & \$FP. & \\
\hline 8389 & A9 & 01 & & LDA & \#\$01 & ;SHIFT KEY? \\
\hline 838 E . & 2 C & \(80 \quad 02\) & & P.IT & \$028D & \\
\hline 838E & F0 & 04 & & E.EO & FUNC03 & ; NO \\
\hline 8390 & A9 & 20 & & LDA & \#\$20 & \\
\hline 8392 & 85 & FP. & & STA & \$FE. & \\
\hline 8394 & A9 & EF & FUNC03 & LDA & \#\$ P F & ; ADD START OF STORE \\
\hline 8396 & 85 & FC & & STA & \$FC & ; TO FOINTER \\
\hline 8378 & A9 & C0 & & LDA & \# \(\mathrm{C}_{\text {co }}\) & \\
\hline 839A & 18 & & & CLC & & \\
\hline 8391. & 65 & FP. & & ADC & \$FE. & \\
\hline 8390 & 85 & FP & & STA & \$FP & \\
\hline 839F & AS & CB & & LDA & \$C. & \\
\hline 83A1 & C9 & 03 & & CMF & \#\$03 & ; F7? \\
\hline 83A3 & D0 & 04 & & RNE & FUNC:04 & ;NO \\
\hline 83 A5 & A9 & 18 & & LDA & H24 & \\
\hline 83A7 & D0 & 12 & & R.NE & FUNC07 & \\
\hline 83 A9 & C9 & 06 & FUNCO4 & CMF' & \#\$06 & ; F5? \\
\hline 83AE. & D 0 & 04 & & R.NE & FUNCOS & ;NO \\
\hline 83AD & A9 & 10 & & LDA & \#16 & \\
\hline 83AF & D0 & \(0 A\) & & PNE & FUNC07 & \\
\hline 838.1 & C9 & 05 & FUNC05 & CMF' & \#\$05 & ; F3? \\
\hline 83 P 3 & D0 & 04 & & R.NE & FUNC06 & ; NO \\
\hline 838.5 & \(A^{\prime} 9\) & 08 & & LDA & \#8 & \\
\hline 83 P .7 & D0 & 02 & & E.NE & FUNC07 & \\
\hline 838.9 & A \({ }^{3}\) & 00 & FUNCO6 & LDA & H\$00 & ; MUST PEE F1 \\
\hline 83 EP . & 18 & & FUNC: 7 & CLC & & ;SET UAL INTO FOINTEF \\
\hline 83 CL C & 65 & FR & & ADC & \$FE & \\
\hline 83PE & :35 & FP. & & STA & \$FP. & \\
\hline 83C0 & A0 & 00 & & LDY & \#\$00 & \\
\hline 83 C 2 & \(A^{\text {A }}\) & 36 & & LDA & \#\$36 & ; SWITCH OUT EAS FIOM \\
\hline \(83 C 4\) & 85 & 01 & & STA & \$0.1 & \\
\hline 83C6 & P 1 & FE. & Funcer & LDA & ( \(\ddagger\) FB), Y & ; GET CHAF \\
\hline \(83 \mathrm{C8}\) & Fg & 98 & & P.EQ & FUNCO7 & ;ZEFO BYTE TEFMINATOR \\
\hline 83CA & 99 & 7702 & & STA & \$0277, Y & ; STOFEE IN RUFFEF \\
\hline 83CD & C8 & & & INY & & \\
\hline 83 CE & CO & 08 & & CFY & \# 008 & ; AlL 8 ? \\
\hline 8350 & D0 & F4 & & PNE & FUNC08 & ; NOT YET \\
\hline 8302 & 84 & C6 & FUNCO9 & STY & \$C.6 & \% \(\# C H A F S\) IN EUFFEF \\
\hline 8304 & AP & 37 & & LDA & H\$37 & :FUT RASIC FOM PACK \\
\hline 8306 & 85 & 81 & & STA & \$01 & \\
\hline 8308 & AS & CP. & & LDA & \$CP & ; SET LAST=FRESENT \\
\hline 83DA & B5 & CS & & STA & \$C5 & ; KEYS, \\
\hline 83DC & AD & 8D 02 & & LDA & \$0280 & ; SHIFT COMPO \\
\hline 83DF & 8D & 8E: 02 & & STA & \$028E & \\
\hline 83 E 2 & 60 & & & FiTS & & ;ALL DDNE \\
\hline 83E3 & & & & . END & & \\
\hline
\end{tabular}

\section*{Program lister}

This routine is wedged into the INPUT vector at locations \$ \(\$ \mathbf{3 2 4 - \emptyset 3 2 5}\) (8ø4-8ø5). This routine completely simulates the normal input routine. First the input device is checked for keyboard input and if it is not so the normal routine is executed. Direct mode is then checked for and if it is not, the normal routine is executed.

The next part of the routine is copied directly from the kernal routine except that the cursor down key is checked for and, if found, the cursor position is checked. If the cursor is not on the bottom line of the screen, the cursor down
character is printed. If the cursor is on the bottom line, instead of printing cursor down the next line number is found and that line is listed (for any output device). (Note: There is no check for quotes, which means that if you are entering a line on the bottom line of the screen, the line will be wiped out and a line listed if you press the cursor down key even from within quotes.)

When the last line of the program is listed the cursor will remain at the end of the line. Pressing the cursor down key again will produce the message:

\section*{END OF PROGRAM}

After this, the program will start listing from the beginning again.
\begin{tabular}{|c|c|c|c|c|c|}
\hline LOC & CODE & & LINE & & \\
\hline 83E3 & & & & LIE LISTEF & \\
\hline 83E3 & A5 79 & & LISTEF & LDA \$99 & \\
\hline 83E5 & 1004 & & & ENE LIST01 & ; NOT KEYROARD \\
\hline \(83 E 7\) & AS 9D & & & LDA \$90 & \\
\hline 83E9 & D0 03 & & & BNE LIST02 & ; IS DIRECT INFUT \\
\hline 83EE & 4 C 57 & F1 & L.IST01 & JMF \$F1.57 & ;DO NORMAL \\
\hline 83EE & & & & & \\
\hline 83EE & A5 D3 & & LJ.ST82 & LDA \$03 & ; SAUE CUFFENT CUFSGEAE \\
\hline 83F0 & 85 CA & & & STA \$CA & ; COLUMN \\
\hline 83F 2 & AS D6 & & & LDA \$D6 & \\
\hline 8354 & 85 C 9 & & & STA \$C9 & ; AND FOOW \\
\hline 83F6 & 98 & & & TYA & ; SAVE . X AND . Y \\
\hline \(33 F 7\) & 48 & & & FHA & \\
\hline 83F8 & 8A & & & TXA & \\
\hline 83F9 & 48 & & & FHA & \\
\hline 83FA & A5 DO & & & LDA \$DO & ; SCREEN OR KEYROARD? \\
\hline 83FC & F0 06 & & & EEQ LIST04, & ; KEYBOARD \\
\hline 83FE & 4C 3A & E6 & & JMF \$E63A & ;DO FOR SCREEN \\
\hline 8481 & & & & & \\
\hline 8101 & 2016 & E7 & L.JST03 & JSFi \$E716 & ;DISFLAY CHAF TO SCREEN \\
\hline 8404 & AS C6 & & LIST04 & LDA \$C6 & ;ANY CHAFS IN BUFFER? \\
\hline 8406 & 85 CC & & & STA \$CC & ; IF NOT, RLINK CURSOF \\
\hline 8408 & 8 D 92 & 02 & & STA \$0292 & ; AUJTO SCROLL DOWN \\
\hline 840 B & Fe F7 & & & PEE LIST04 & ; REFEAT UNTIL CHAR \\
\hline 8400 & 78 & & & SEI & ; DISAPLE KEYBOARD \\
\hline 840E: & AS CF & & & LDA \$CF & ;CUFSOF RLINK? \\
\hline 3410 & FO OC & & & REQ LISTOS & ; NO \\
\hline 84.12 & AS CE & & & LDA \$CE & ; FESTORE OFIGINAL CHAF \\
\hline 8414 & AE 87 & 02 & & LDX \$0287 & ; AND COLOUR \\
\hline 8417 & A0 00 & & & LDY \#\$00 & \\
\hline 8419 & 84 CF & & & STY \$CF & ; SWITCH OFF PLINK \\
\hline 841 E & 2013 & EA & & JSF \$EA13 & ; RESTORE \\
\hline 841 E & 208.4 & ES & LIST05 & JSF \$ESP4 & ; REMOVE CHAR FFOM BUFFER \\
\hline 8421. & C9 83 & & & CMF \#\$83 & ;RUN/STOF? \\
\hline 8423 & D0 10 & & & P.NE LISTO7 & ; NO \\
\hline 8425 & A2 09 & & & LDX \# 909 & ; COFY TEXT INTO RUFFEF \\
\hline 8427 & 78 & & & SEI & \\
\hline 8428 & 86 C6 & & & STX \$C6 & \\
\hline 842A & P. E E6 & EC & LISTOB & LDA \$ECE6, X & \\
\hline 8420 & 9076 & 02 & & STA \$0276, X & \\
\hline 8430 & CA & & & DEX & \\
\hline 8431 & D F 7 & & & R.NE LIST06 & ; REFEAT UNTIL ALLL DONE \\
\hline 8433 & FO CF & & & BEQ I.IST04 & ;DONE, OFERATE ON FUUN/STOF \\
\hline 8435 & C9 00 & & LIST07 & CMF \(\# \$ 00\) & ;CAFIFIAGE FIETUFN? \\
\hline 8437 & D203 & & & B.NE LIST08 & ;111 \\
\hline 8439 & 402 & E6 & & JMF \$E602 & ; END OF INFUT \\
\hline 843 C & & & & & \\
\hline 843 C & C9 11 & & LJST08 & CMF \#\$11 & ; CUFSSOF DOWN? \\
\hline 84.3 E & D) Cl & & & R.NE LIST03 & ; NO GET NEXT CHAF \\
\hline
\end{tabular}
\begin{tabular}{|c|c|c|c|c|c|c|c|c|}
\hline 8440 & A6 & D6 & & & L.DX \({ }^{\text {d }}\) & \$D6 & & \\
\hline 8442 & E0 & 18 & & & CFX & \#24 & ; SCFOLL SCFEEN? & \\
\hline 8444 & F0 & 03 & & & BEE L & LIST09 & ; YES & \\
\hline 8446 & 4 C & 01 & 84 & & JMF L & LIST93 & ;NO, NEXT CHAR & \\
\hline 8449 & A2 & 18 & & LIST09 & LDX & \#24 & : SET CURESOF TO & \\
\hline 8440. & A 9 & 00 & & & LDY & \# 000 & ; REGINNING OF LITE & \\
\hline 8440 & 18 & & & & CLC & & & \\
\hline 844 E & 20 & F0 & FF & & JSF & \$FFF0 & & \\
\hline 8451 & E6 & 14 & & & INC & \$1.4 & ;FJND NEXT LINE TO & \\
\hline 8453 & D0 & 02 & & & ENE 1 & I.IST10 & ; LIST & \\
\hline 8455 & E6 & 15 & & & INC. \$ & \$14+1 & & \\
\hline 8457 & 20 & 13 & \(A B\) & LIST10 & JSR & \$Ab13 & :GET ADDFESS & \\
\hline 845A & A0 & 01 & & & LDY & \#\$01 & & \\
\hline 845C & 8.1 & 5 & & & LDA & (\#5F), Y & ;END OF FROGRAM? & \\
\hline 845 E & D0 & 10 & & & BRE & LIST11 & ; NO & \\
\hline 8460 & A9 & FF & & & LDA & \# \(\mathrm{FFF}^{\text {F }}\) & & \\
\hline 8462 & 85 & 14 & & & STA & \$14 & ; NEXT LINE NUMEEF=0 & \\
\hline 8464 & 85 & 15 & & & STA & \$14+1 & & \\
\hline 8466 & A9 & AE. & & & LDA & \# EOFMES & ; TELL USEF THAT THE & \\
\hline 8468 & A0 & 84 & & & LDY & HEEOFMES & ; END OF FR'OGRAM HAS & \\
\hline 846A & 20 & 1 E & AP. & & JSF & \$AB.1E & ; PEEN FEACHED & \\
\hline 8460 & 4 C & 84 & 84 & & JMF & LIST04 & ; GET NEXT CHAF & \\
\hline 8470 & A0 & 02 & & LIST11 & LDY & H\$02 & ;GET LINE NUMPER & \\
\hline 8472 & P. 1 & 5 F & & & LDA & (\$5F), Y & ;LO RYTE & \\
\hline 8474 & 85 & 14 & & & STA & \$14 & & \\
\hline 8476 & C8 & & & & INY & & & \\
\hline 8477 & E. 1 & 5 F & & & LDA & (\$5F), Y & ;HI RYTE & \\
\hline 8479 & 85 & 15 & & & STA & \$14+1 & & \\
\hline 8472. & A9 & 94 & & & L.DA & HLISTI2 & ; FETUFN TO LISTI2 & \\
\hline 8470 & 8D & 00 & 03 & & STA & \$0300 & ;AFTEF L.IST & \\
\hline 8480 & A9 & 84 & & & LDA & \#1ilsti2 & & \\
\hline 8482 & 8 D & 01 & 03 & & STA & \$0301 & & \\
\hline 8485 & 68 & & & & FLA & & ; SAve 2 gYtes in & \\
\hline 8486 & 80 & AP & 84 & & STA & Stack & ; SAFE LOCATION & \\
\hline 8489 & 68 & & & & FLA & & & \\
\hline 848A & 80 & AA & 84 & & STA & STACK+1 & & \\
\hline 8480 & A 0 & 01 & & & LDY & \#¢01 & & \\
\hline 848F & 84 & 0 F & & & STY & \$0F & & \\
\hline 8491 & 4 C & D7 & A6 & . & JMF' & \$A6D7 & ; LISt LINE & \\
\hline 8494 & A9 & 2 P & & LIST12 & LDA & \# \(\$ 8 \mathrm{~B}\) & ; FESET ERROR VECTOR & \\
\hline 3496 & 8D & 00 & 03 & & STA & \$0300 & & \\
\hline 3499 & A9 & E3 & & & LDA & H\$E3 & & \\
\hline 8498. & 8 D & 01 & 03 & & STA & \$0301 & & \\
\hline 849 E & AD & AA & 84 & & LDA & STACK+1 & ;RESTOFE 2 PYTES & \\
\hline 84A1 & 48 & & & & FHA & & & \\
\hline 84A2 & AD & A 3 & 84 & & LDA & STACK & & \\
\hline 84A5 & 48 & & & & FHA & & & \\
\hline 84 AB & 4 C & 04 & 84 & & JMF' & LIST04 & ;DO NEXT CHAF & \\
\hline 84 A9 & 00 & 00 & & STACK & . WOF & F 0 & & \\
\hline 84AP. & 0 D & & & EOFMES & .RYT & T \$0D, \$0D, & & \\
\hline 84AC & 0 D & & & & & & & \\
\hline 84AD & 12 & & & & & & & \\
\hline 84AE & 2 A & 2 A & & & . EYT & T \(\rightarrow\) \% \(\%\) \% & \% \(\%\) END OF FFIOGRAM &  \\
\hline 8406 & 0 D & & & & .R.YT & T \(\$ 00\), \(\$ 00\) & & \\
\hline 8407 & 00 & & & & & & & \\
\hline 8408 & & & & & . END & & & \\
\hline
\end{tabular}

\section*{Chapter Five}

\section*{Extended BASIC - A Complete Package}

\section*{Introduction}

This chapter contains a collection of programs which will create 31 extra commands to the Commodore 64's Basic and modify two other commands. These extra commands will be of considerable use to any Basic programmer. The commands require the wedge programs in Chapter 4 to be loaded as part of the assembly; these wedges allow the following commands to be used as ordinary Basic commands. The commands and a description of their use is given in the documentation accompanying each of the routines. All these extra commands and their associated wedge, tokenising the parsing routines are designed to be stored in the cartridge ROM area of \(\$ 8 \emptyset \emptyset \emptyset\) up for an area of just under 8 K of memory. The routines are designed to emulate a ROM cartridge based program and will thus power up on cold start. The listings are all in CBM assembler format. For readers wishing to obtain these programs in machine readable form, they are available as both source and object code at an inclusive cost of \(£ 10\) from: Advanced Commodore 64 BASIC Revealed Software Offer, 40 Bowling Green Lane, London ECl. (Please make cheques payable to Zifra Software Ltd.)

The extended Basic commands are:
\begin{tabular}{llll} 
APPEND & AUTO & CATALOG & CHAIN \\
CHANGE & CRUNCH & CTL & DEEK \\
DELETE & DISK & DOKE & DUMP \\
EXEC & FIND & GET & HIMEM \\
KEY & LOMEM & MAT & MERGE \\
OLD & POP & PRINT & PUT \\
RENUMBER & REPEAT\&RUN & SORT & TRACE ON \& \\
TYPE & UNTIL & VARPTR & TRACE OFF
\end{tabular}

\section*{APPEND}

\section*{Abbreviated entry: \(\mathrm{A}(\) shift \() \mathrm{P}\)}

Affected Basic abbreviations: None
Token: Hex \$EE,\$ \(\$ 3\) Decimal 238,3

Modes: Direct and program
Recommended mode: Direct
Purpose: To load a program into memory so that it appears 'on top' of the current program. This routine will work with both disk and cassette and the variable pointers when loaded are set to the end of the combined program. When this routine is used, you should check that the line numbers of the APPENDed program are larger than the line numbers of the program in memory.

Syntax: APPEND [filename[ \([, \mathrm{d}[, \mathrm{s}]]]\) - where d is the device number and s is the secondary address.

Errors: The same errors will be encountered as in the Basic command LOAD.
Use: This routine would be used mostly to add Basic library routines onto the end of your programs. It would be used rather than MERGE because of the difference in speed. APPEND is much faster than MERGE.

Routine entry point: \$84D8
Routine operation: The APPEND routine uses LOAD's parameter parsing routine to get the filename etc., then sets the secondary address so that it loads at the end of the Basic program in memory. The load routine is then called, the program is re-chained and variable pointers are set.
\begin{tabular}{|c|c|c|c|c|c|c|c|c|}
\hline LOC & \multicolumn{3}{|l|}{CODE} & \multicolumn{3}{|l|}{L.ITHE} & & \\
\hline 8408 & & & & & & AFFEND & & \\
\hline 8408 & A9 & 00 & & AF'FEND & LDA & \# \(\$ 00\) & & \\
\hline 34DA & 85 & Q & & & STA & \$0A & & \\
\hline 840 C & 20 & D4 & E1 & & JSF & \$E104 & & get file farametefs \\
\hline 84DF & A9 & 08 & & & LDA & \# \(\$ 00\) & & \\
\hline 84E1 & 85 & R. 9 & & & STA & \$8.9 & & SET SA FOR ALT LOAD \\
\hline 84E3 & A5 & 20) & & & L.DA & \$2D & & \\
\hline 84ES & 38 & & & & SEC & & & \\
\hline 84E6 & E9 & 02 & & & SEC & \# 902 & & SET LOAD ADDFESS \\
\hline 84 E 8 & AA & & & & TAX & & & DIFECTLY AFTER FESIDENT \\
\hline 84 EP & A5 & 2 E & & & LDA & \$2D+1 & & FREOGRAM. \\
\hline 84EP. & E9 & 00 & & & SR.C & H\$00 & & \\
\hline 84ED & A8 & & & & TAY & & & \\
\hline 84EE & AS & OA & & & LDA & \$0A & & \\
\hline 8450 & 20 & D5 & FF & & JSF & \$FFDS & & LOAD \\
\hline 84 F 3 & & & & ; & & & & \\
\hline 84F3 & 20 & 33 & A5 & RESUAF & OR & \$A533 & & ; RE-CHAIN LINES \\
\hline 84F6 & A5 & 2 D & & & LDA & \$2D & & \\
\hline B4F8 & A4 & 2 E & & & LDY & \$2D+1 & & FESET UARIAELE \\
\hline 84FA & 38 & & & & SEC & & & FOINTEFS TO END OF \\
\hline 84 FE . & E9 & 02 & & & SEC & \# \(\$ 02\) & & NEW FRKOGRAM \\
\hline 84 FD & 85 & 57 & & & STA & \$57 & & \\
\hline 84 FF & 98 & & & & TYA & & & \\
\hline 8500 & E9 & 00 & & & SPC & H\$00 & & \\
\hline 8502 & 85 & 58 & & & STA & \$57+1 & & \\
\hline 8504 & A0 & 08 & & FESU01 & LDY & \#\$00 & & ; FIND END OF FFIOGRAM \\
\hline 8506 & E. 1 & 57 & & & LDA & (\$57), Y & & AND SET UAFIAB.LE \\
\hline 8508 & D 0 & 1 P & & & PNE & FESU02 & & FOINTEFS \\
\hline 850A & C8 & & & & INY & & & \\
\hline 850 D & P. 1 & 57 & & & LDA & (\$57), Y & & \\
\hline
\end{tabular}
\begin{tabular}{|c|c|c|c|c|c|}
\hline LOC & CODE & LINE & & & \\
\hline 8500 & D) 16 & & ENE & FESU02 & \\
\hline 850 F & A5 57 & & LDA & \$57 & \\
\hline 8511 & 18 & & CLC & & \\
\hline 8512 & 6902 & & ADC & \#\$02 & \\
\hline 8514 & 8520 & & STA & \$2D & \\
\hline 8516 & 85 2F & & STA & \$2F & \\
\hline 8518 & 8531 & & STA & \$31 & \\
\hline 851A & AS 58 & & LDA & \$57+1 & \\
\hline 851. & 6900 & & ADC & \# 000 & \\
\hline 851 E & 85 2E & & STA & \$2D+1 & \\
\hline 85.20 & 8530 & & STA & \(\$ 2 \mathrm{~F}+1\) & \\
\hline 8522 & 8532 & & STA & \$31+1 & \\
\hline 8524 & 60 & & FiTS & & \\
\hline 8525 & A 00 & FESU02 & LDY & \# \(\$ 00\) & ; NOT YET END OF \\
\hline 8527 & P. 157 & & LDA & ( \(5_{57}\) ), Y & ; FROGRAM. GET \\
\hline 8529 & 8559 & & STA & \$59 & ; ADDFESS OF NEXT \\
\hline 852 P & C8 & & INY & & ; LINE. \\
\hline 852C & P. 1.57 & & LDA & ( 557 ) , Y & \\
\hline 852E & 8558 & & STA & \$57+1 & \\
\hline 8530 & AS 59 & & LDA & \$59 & \\
\hline 853.3 & 8557 & & STA & & \\
\hline 8534 & \(4 C 0485\) & & JMF' & Fiesual & \\
\hline 8537 & & & . END & & \\
\hline
\end{tabular}

\section*{AUTO}

Abbreviated entry: A(shift) U
Affected Basic abbreviations: None
Token: Hex \$EE,\$04 Decimal 238,4
Modes: Direct and program
Recommended mode: Direct only
Purpose: To save time when entering a program by providing the user with the next line number to be entered. To enable the AUTO line numbering, enter AUTO followed by the line number increment. To disable AUTO just enter AUTO without a number. The next line number is picked up from the previous line typed in, so if you enter a line \(1 \emptyset\) with the auto step at \(1 \emptyset\), the next line number will be \(2 \emptyset\). If you change this number to, say, \(1 \emptyset \emptyset\) and enter that line, the next line number displayed will be 110 . A new line number is not displayed if nothing is entered on the line.

Syntax: AUTO [step]
Errors: Syntax error - if the step value is greater than 63999 (maximum line number)

Use: The command is used in direct mode to enable or disable AUTO line numbering. When enabled, AUTO will produce line numbers after entering a line until it is disabled with AUTO without an increment value. If you wish to
exit from the AUTO facility when a line number has been displayed, either press return (which will delete that line if it exists), or cursor down off that line.

Routine entry point: \$8537
Routine operation: First this routine checks to see if there is a number following it. If not it will disable AUTO, otherwise it will read the number and store as the step and enable AUTO. The actual routine is wedged into the crunch tokens link. It first checks that the first non space character in the input buffer is a numeric character and sets a flag to say yes or no. The line is then tokenised and if there was no line number or there was nothing following the line number, the routine exits. If the previous line typed in had a line number with something following it, the line number is read from the pointer. The step is then added to it, and the number converted to ASCII and inserted into the keyboard buffer.

\begin{tabular}{|c|c|c|c|c|}
\hline 1.OC & CODE & L. NE E & & \\
\hline 858 E . & 8562 & & STA \$62 & \\
\hline 8590 & A2 90 & & LDX \#\$90 & \\
\hline 8592 & 38 & & SEC & \\
\hline 8593 & 98 & & TYA & \\
\hline 8594 & 48 & & FHA & \\
\hline 8595 & 2049 R.C & & JSF \(\ddagger\) PC49 & ; CONUERT LINE NUMPER \\
\hline 8598 & 20 DF PD & & JSF \$EDDF & ; TO ASCII STFING \\
\hline 859. & 35 FP & & STA \$FP. & \\
\hline 8590 & 84 FC & & STY \$FC & \\
\hline 859F & A0 00 & & LDY \#\$00 & \\
\hline 8541 & P. 1 FE . & AUT005 & LDA (\$FP), Y & ; COFY ASCII \\
\hline 85A3 & F0 06 & & BEQ AUTOO6 & ; STEING INTO KYPD \\
\hline 85A5 & 997702 & & STA \$0277, Y & ; PUFFEF \\
\hline 85A8 & C8 & & INY & \\
\hline 85A9 & DO FG & & E.NE AUTO0S & \\
\hline \(85 A \mathrm{P}\) & C8 & AUTO06 & INY & \\
\hline 85AC & A9 20 & & LDA \#\$20 & ; AND A SFACE \\
\hline 85AE & 99776 & & STA \$0277, Y & \\
\hline 85P. 1 & 84 C6 & & STY \(\ddagger\) C. 6 & ; NUMEEF OF CHAFS J.N \\
\hline 85 E 3 & 68 & & FLA & ; BUFFEF: \\
\hline 858.4 & A8 & & TAY & \\
\hline 85 Ec & 60 & & FiTS & \\
\hline 85.6 & & & . END & \\
\hline
\end{tabular}

\section*{CATALOG}

Abbreviated entry: C (shift) A
Affected Basic abbreviations: None
Token: Hex \$EE,\$05 Decimal 238,5
Modes: Direct and program
Recommended mode: Direct
Purpose: To display the directory (CATALOG) of a disk in drive unit eight. This command will display the directory straight to the screen without having to load it in. Users of dual disk drives will be pleased to note that you can specify which drive to display by either a number one or zero after the command. If no number is specified, the routine will default to drive zero.

Syintax: CATALOG [ \(\emptyset\) or 1]

> Errors: Syntax error - if the command CATALOG is followed by anything but \(\emptyset, 1:\), or nothing
> Disk error message - after the CATALOG has been displayed, the disk error channel is read and displayed

Use: The command is used to display the directory of a disk. This can be useful if you have a program that you wish to save but need to check if there is room on the disk or find a filename to use. The directory can be paused when displaying by use of the spacebar, and restarted with any key. Display can be stopped completely with the STOP key.

Routine entry point: \$85B6
Routine operation: On entry, the routine checks to see if a drive number is specified. If no number is specified or ' \(\varnothing\) ', the character ' \(\varnothing\) ' is inserted into the filename after the ' \(\$\) '. If it is a ' \(l\) ', the character ' \(l\) ' is inserted. Anything else will cause a Syntax error. The file is then opened and each line is read in and displayed ignoring line links. When the directory is finished, the file is closed and the disk error channel is read.
\begin{tabular}{|c|c|c|c|c|c|c|}
\hline L.OC & \multicolumn{3}{|l|}{CODE} & \multicolumn{2}{|l|}{LINE} & \\
\hline 85 P .6 & & & & & - LIR catalog & \\
\hline 85 E .6 & Fo & 0 P & & CATLOG & REQ CATLO1 & ;DFIUE 0 \\
\hline 85 P 9 & & 30 & & & CMF \#\$30 & ; ÍS IT 0? \\
\hline 858.4 & & 07 & & & BEQ CATLìi & ; YES \\
\hline 85 BC & & 31 & & & CMF \#\$31 & ; IS IT 1? \\
\hline 85 BE & & 06 & & & BEQ CATLO2. & ; YES \\
\hline 8560 & 4C & 08 & \(A F\) & & JMF \$AF08 & ;SYNTAX EFIFIOR \\
\hline 850 & A9 & 30 & & CATL01 & LDA \#\$30 & ; CHAF ' \({ }^{\prime}\) ' \\
\hline \(85 \mathrm{C5}\) & 2C & & & & . P.YT \$2C & \\
\hline 85.6 & A9 & 31 & & CATL02 & LDA \# \({ }^{\text {a }} 31\) & ; CHAF ' \({ }^{\prime}\) ' \\
\hline 85C8 & 8D & 83 & 86 & & STA OFDIR+1 & ;STORE IN STRING \\
\hline 85C. & & 02 & & & LDA \#\#02 & ; LENGTH \\
\hline 85CD & & 82 & & & L.DX HCOFDIF & ; ADDRESS LSE \\
\hline 85CF & A 0 & 86 & & & LDY \#\%OFDIF & ; MSE \\
\hline 85 D 1 & 20 & P. \({ }^{\text {d }}\) & FF & & JSF \$FFPD & ; SET FILENAME DETAILS \\
\hline 85D4 & & \(0 E\) & & & LDA \#\$0E & \\
\hline 85D6 & 20 & A3 & 8A & & JSFi GETN1 & ;GET UNUSED FILE\# \\
\hline 8509 & A2 & 08 & & & LDX H\$08 & ;DEUICE 8 \\
\hline 850. & A0 & 00 & & & LDY \#\$00 & ;SA 0 \\
\hline 8500 & 20 & PA & FF & & JSR \$FFRA & ; SET FILE details \\
\hline 85E0 & 20 & CO & FF & & JSR \$FFCO & ; OFEN FILE \\
\hline 85E3 & 90 & OA & & & E.CC CATL03 & ; NO EFFROR \\
\hline 85E5 & 48 & & & & FHA & ; STORE ERFIOR \\
\hline 85 E 6 & AS & 8.8 & & & LDA \(\$ 8.8\) & ; GET FILE \# \\
\hline 85 E 8 & 20 & C3 & FF & & JSR FFFC3 & ; CLOSE FILE \\
\hline 85EP. & 68 & & & & F'LA & ; GET ERFOR \\
\hline 85EC & 4 C & F\% & E0 & & JMF \$EOF9 & ; SEND ERRROR \\
\hline 85EF & & & & ; & & \\
\hline 85EF & A0 & 03 & & CATL03 & LDY \#\$03 & \\
\hline 85 F 1 & 84 & 8.7 & & CATL04 & STY \$8.7 & \\
\hline 85F3 & A6 & R. 8 & & & LDX \$88 & \\
\hline 85F5 & 20 & C6 & FF & & JSF \$FFC6 & ; SET JNFUT DEUICE \\
\hline 8578 & 20 & CF & FF & & JSR \$FFCF & ; INFUT \\
\hline 85FP. & 85 & 57 & & & STA \$57 & ; STOFE UALUE \\
\hline 85FD & 20 & E. 7 & FF & & JSR \$FFP. 7 & ; GET STATUS \\
\hline 8600 & D0 & 72 & & & E.NE CATL13 & ; STATUS ER'ROF \\
\hline 8602 & 29 & CF & FF & & JSF \$FFCF & ; INFUT \\
\hline 8605 & 85 & 58 & & & STA \$57+1 & ; STORE IT \\
\hline 8607 & 20 & E. 7 & FF & & JSF \$FFR. 7 & ;GET STATUS \\
\hline 860A & D0 & 68 & & & ENE CATL13 & ; STATUS EFFIOF: \\
\hline 860C & A4 & E. 7 & & & LDY \$P.7 & ;GET COUNTEF \\
\hline 860 E & 88 & & & & DEY & ;DO NEXT \\
\hline 860F & D0 & E0 & & CATL05 & bNE CATLO4 & \\
\hline 8611 & 84 & P. 7 & & & STY \(\ddagger \mathrm{R} 7\) & ;SET \$E7 TO ZEFOO \\
\hline 8613 & 20 & CF & FF & CATLO6 & JSF: \$FFCF & ; INFUT \\
\hline 3616 & 48 & & & & F'HA & ; STORE IT \\
\hline 8617 & 20 & B. 7 & FF & & JSF \$FFR. 7 & ; GET STATUS \\
\hline 861A & AA & & & & TAX & ; STORE TO X \\
\hline 861 P . & 68 & & & & FLA & ; GEt infut char \\
\hline 861 C & E 0 & 00 & & & CFX \(\# \$ 00\) & ; WAS THEFE AN ERFROR? \\
\hline 861 E & D0 & 54 & & & ENE CATLI3 & ; YES \\
\hline 8620 & A4 & P. 7 & & & LDY \$8.7 & ;GET LENGTH \\
\hline
\end{tabular}
LOC CODE LINE
\begin{tabular}{|c|c|c|c|c|c|c|c|c|}
\hline 3622 & C0 & 50 & & & CF'Y & \#\$50 & ; TOO LONG? & \\
\hline 8624 & P. 0 & 4 E & & & R.C.S & CATL13 & ; YES, EFFFIOF: & \\
\hline 8626 & 99 & 00 & 02 & & STA & \$0200, Y & ; STORE CHAFACTEF: & \\
\hline 8629 & AA & & & & TAX & & & \\
\hline 862A & F0 & 04 & & & PE. & catlo & ;END OF LIINE & \\
\hline 862 C & E6 & E. 7 & & & INC & \$8.7 & ;DO NEXT CHAF & \\
\hline 862E & D0 & E3 & & & R.NE & catlob & ; ALWAYS & \\
\hline 8630 & & & & ! & & & & \\
\hline 8630 & 20 & CC & FF & CATLO7 & JSk & \$FFCC & ; FESES DEFAULT I Io & \\
\hline 86.33 & A6 & 9F & & & LDX & F9F & & \\
\hline 8635 & E0 & 03 & & & CF'X & \# 403 & & \\
\hline 8637 & F0 & 05 & & & P.EQ & Catlo8 & & \\
\hline 8639 & A6 & 9E & & & LDX & \$9E & & \\
\hline 863 E . & 20 & C9 & FF & & JSE & \$FFC9 & ; SET DUTFUT DEUICE & \\
\hline 863E & A6 & 57 & & CATL08 & LDX & \$57 & & \\
\hline 8640 & AS & 58 & & & LDA & \$57+1 & & \\
\hline 8642 & 20 & CD & P.D & & JSFi & \$8.DCD & ;FFINT FILE LENGTH & \\
\hline 8645 & A9 & 20 & & & l.DA & \# \({ }^{\text {2 }} 2\) & ; SFACE CHAF & \\
\hline 8647 & 20 & D2 & FF & & JSF & \$FFD2 & ;FRINT IT & \\
\hline 864A & A0 & 00 & & & LDY & \#\$00 & & \\
\hline 864C & 2.9 & 08 & 02 & CATLO9 & LDA & \$0200, Y & ; GET CHAFi & \\
\hline 864 F & F0 & 06 & & & P.EO & CATL10 & ; END OF LINE & \\
\hline 8651 & 20 & D2 & FF & & JSF & \$FFD2 & ;FRINT CHAF: & \\
\hline 8654 & C8 & & & & INY & & & \\
\hline 8655 & D0 & F5 & & & P.NE & CATL09 & ; DO NEXT LINE & \\
\hline 8657 & A9 & 0 D & & CATL10 & LDA & \#\$0D & ; CARFIAGE FETURN & \\
\hline 8659 & 20 & D2 & FF & & JSF & \$FFD2 & ;FRINT IT & \\
\hline 865C & 20 & CL & FF & & JSF' & \$FFCC & ;RESET DEFAULT IO & \\
\hline 865F & 20 & E1 & FF & & JSFi & \$FFE1 & ; STOF KEY? & \\
\hline 8662 & F0 & 10 & & & PEE & CATLI3 & ; YES & \\
\hline 8664 & 20 & E4 & FF & & JSF & \$FFE4 & ;GET KEY & \\
\hline 8667 & C9 & 20 & & & CMF & H\$20 & ; SF'ACE? & \\
\hline 8669 & D0 & 05 & & & E.NE & CATL 12 & ; NO & \\
\hline 8668. & 20 & E4 & FF & CATL 11 & JSR & \$FFE4 & ; GET KEY & \\
\hline 866 E & F0 & Fe. & & & EEQ & CATLI1 & ;NO KEY & \\
\hline 8670 & A0 & 02 & & CATLI2 & L.DY & \#\$02 & & \\
\hline 8672 & D0 & 9E. & & & P.NE & CATL05 & ;DO NEXT LINE & \\
\hline 8674 & 20 & CC & FF & CATLI3 & JSR & \$FFCC & ; FESET DEFAULT IO & \\
\hline 8677 & A5 & 8.8 & & & LDA & \$8.8 & ;GET FILE NUMEEF & \\
\hline 8679 & 20 & C3 & FF & & JSF & \$FFC3 & ; CLOSE FILE & \\
\hline 867c & 20 & 55 & 8A & & JSE & DISK01 & & \\
\hline 867F & 4 C & 74 & A4 & & JMF' & \$ \(\mathrm{A}_{4} 74\) & ; JUMF TO FEADY UIA & ERFOR \\
\hline 8682 & 24 & 30 & & OFDIF & .RYT & ' \(0^{\text {o }}\) & ; FILE OFEN NAME & \\
\hline 8684 & & & & & .END & & & \\
\hline
\end{tabular}

\section*{CHAIN}

Abbreviated entry: CHA(shift)I
Affected Basic abbreviations: None
Token: Hex \$EE,\$07 Decimal 238,7
Modes: Direct and program
Recommended mode: Either
Purpose: To load and run a Basic program from tape or disk. After the
program has been loaded, variable pointers are set to the end of the program.
Syntax: As in LOAD

\section*{Errors: As in LOAD}

Use: CHAIN is used to load and run a Basic program. It will work from another program or in direct mode, having the same effect. If used from another program, it is more convenient than LOAD as LOAD does not set the variable pointers, and if the program you load is larger than the one in memory, when variables are used they will corrupt the end of the program.

Routine entry point: \(\$ 8684\)
Routine operation: The CHAIN routine simulates the LOAD routine as far as the program has been loaded. From there variable pointers are set to the end of LOAD, the run mode flag is set, and then three operations cause the program to run:

JSR \$A65E ;perform CLR
JSR \$A68E ;set charget pointers to the start of program
JMP \$A7AE ;execute NEXT command


\section*{CHANGE}

Abbreviated entry: \(\mathrm{C}(\) shift \() \mathrm{H}\)
Affected Basic abbreviations: CHR\$ - CH(shift)R

Token: Hex \$EE,\$06 Decimal 238,6
Modes: Direct and program
Recommended mode: Direct only
Purpose: To change all occurrences of a string or command to something else. Each line that is changed is listed if there is anything left to list.

Syntax: CHANGE dstrlddstr2d - where d is a delimiter character that does not appear in either of the strings (strl or str2).

Errors: Syntax error - if the format is not as above
String too long - if either str 1 or str2 are longer than \(4 \emptyset\) characters
Use: CHANGE has a number of uses. An example would be:

\section*{CHANGE@PRINT@@PRINT\#4,@}
to change all occurrences of PRINT to PRINT\#4, or:

\section*{CHANGE "PRINT""PRINT\#4,"}
which will change all occurrences of the text PRINT to the text PRINT\#4.
Note: Not all delimeter characters will work in all cases. An example is:

\section*{CHANGE / REM///}

As the character '/' has two values, the first is the token for divide and the second is just the ASCII slash character.

The same is true of DATA. Other characters that will have the same effect are: ' \(+-* \dagger=<\gg\).

Routine entry point: \$86BB
Routine operation: CHANGE uses most of the FIND routines to find strland list the line.

CHANGE reads in the delimiter byte and stores it away. The string to be changed is then read in until the second delimiter character is reached and then stored away. The next character is checked to see that it equals the delimiter character, and if so the string to change to is read in until the delimiter character is found again or the end of command. The rest of the routine is just a loop finding all occurrences, changing them and listing until the end of the program.

The actual routine that changes the string uses the Basic input buffer and the Basic routines to change a line. The routine copies the line up to strl into the buffer, the change string (str2) is then copied to the buffer and the remainder of the line is copied over. The pointers are then set so that the next byte to check is the one following str2.
```

LOC CODE LINE
868.8 .LIE CHANGE
86P.3 20 F3 84
86EE 20 91 8E

Advanced Commodore 64 BASIC Revealed

LOC：
comr

| BORE | BE | 59 |  |
| :--- | :--- | :--- | :--- |
| $86 C 0$ | $A 2$ | 90 |  |
| $86 C 2$ | 20 | $C 7$ | $8 D$ |
| $86 C 5$ | $A 2$ | 00 |  |

8かC7 202287
86CA 86 FC
86CC 20 ES 80
86CF 78
96DO AD $00 \quad 03$
860） 3 8D CF 8 E
8606 AD 0103
860980 D0 8E：
$\begin{array}{llll}86 D C & A 9 & 67 & \\ 860 E & 8 D & 00 & 03\end{array}$
86E1 A9 8E
86E3 QD 0103
$\begin{array}{llll}86 E 6 & 58 & \\ 86 E 7 & 20 & F 3 & 80\end{array}$
B6EA $4 C$ F6 86
86ED 2068 BE
86F0 20 F9 8D
$86 F 34 \mathrm{C}$ EA 86
86F6
86F6 AS FC
86F8 38
86F9 E5 22
86FP FQ 03
86 FD 4C 4887
8700 A 423
8702 A2 40
8704 A5 01
870629 FE
$8708 \quad 850$.
870A PD 40 EF
8700 Fe 07
$870 F \quad 9157$
8711 E 8
8712 C．
9713 4C 0A 87
8716 AS 01
87180901
871A 8501
371 C 88
8710 84 23
871F 4 C ED 86
872220 ep 8
$8725 \quad 65 \quad 59$
8727 FO 03
3729 4C 08 AF
872C 208 BE 8E
872F FO 11
8731 C5 59
8733 FG 0D
87359080 EF
8738 E
8739 EA 40
873R DO EF
$97 B$ AR 17
$873 F$ 4 37 A4
8742 4980
8744 9080 P．F
874760
8748
$8748 \quad$ AO 00

LINE

STA $\$ 59$ ；STORE IN FLAG
LDX Ho00
JSF FINDO． 3
L．DX H\＄00
JSF CHAN07 ；GET STEING TO CHANGE
STX £FC ；STOFE LENGTH OF CHANGE STRJNG
JSF FINDOS ；SETUF FOINTEFS
SEI
LDA $\$ 0.300$
STA FINDEF
LDA $\$ 0.301$
STA FINDEFi＋1
LDA \＃SFIND． 11 ；ERFROF LITHK TO FTS
STA $\$ 2300$
L．DA HFFINDII
STA $\$ 0301$
CLI
JSF：FIND06 ；FIND STFING
CHANO1 JMF CHANOS ；CHANGE
EHANO2 JSF FINDI2 ；LIST LINE
JSE FINDO7 ；FIND STFING
JMF CHANO1 ；AND FEEFEAT
；
CHANO3 LDA $\$ F C$
SEC
$\begin{array}{ll}\text { SEC } & 222 \\ \text { PEQ CHANO4 } & \text { ；} \\ \text { THEE AKGTH OF FIND } \\ \text { EQUAL }\end{array}$
JMF CHANIG ；ELSE CHANGE SIZE
CHANO4
LDY $\$ 23$ ；INDEX TO L．INE
LDX $\# \$ 40$ ；INDEX TO CHANGE STEING
LDA $\$ 01$
AND \＃\＃FE．；OUT EASIC FROM
STA $\$ 01$
CHANOS LDA $\$ \mathrm{EF} 40, \mathrm{X}$ ；GET CHANGE CHAF
BEE CHANO6 ；END OF STRING
STA（\＄57），Y ；FEFLACE CHAF：
INX ；NEXT CHAF
INY ；NEXT EYTE
JMF CHANOS ；AND AGAIN
CHANOG LDA $\$ 01$.
ORAA \＃\＄01 ；IN PASIC FOM
STA 901
DEY
STY $\$ 23$ ；STOFE LINE INDEX
JMF CHAND2 ；DO NEXT FIND
；
CHANOT JSE FINDI3 ；GET NEXT CHAF：
CMF 末59 ：IS IT THE FLAG？
EEO CHANO8 ；YES，GET STKING
CHANO8 JSE FINDI3 ；GET NEXT CHAF
PEQ CHANOG ；END OF LINE
CMF $\ddagger 59$ ：END OF STFING？
BEQ CHANOQ ；YES
STA WEFEO， X STOFE CHAF：
INX
CFP \＃\＃4 O ；STRIMG TOO LONG？
BNE CHANE 8 ：NO
LDX \＃\＃17 ；STFING TOO LONG
JMF 末A437 ；OUTTFUT EFFOF
CHANOG LDA \＃$\$ 00$ ；STFING TEFMINATOR
STA \＃PF8O，X ；STOKE IT
FiTS
；
CHANJ． 8 LDY \＃$\$ 00$

| LOC | COOR |  |  | IINE |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 874A | P. 1 | 57 |  |  | LDA | (\$57) , $\gamma$ | ;GET LINE\# LO |
| 874C | 85 | 1.4 |  |  | STA | \$1.4 | ; STOFE IT |
| 874E | C8 |  |  |  | INY |  |  |
| 874F | E. 1 | 57 |  |  | LDA | (\$57), Y | ;GET LINE\# HI |
| 8751 |  | 15 |  |  | STA | \$15 | ;STOKE IT |
| 8753 | A2 | 00 |  |  | LDX | \#\$00 |  |
| 3755 | C8 |  |  | CHAN11 | INY |  |  |
| 8755 | C4 | 23 |  |  | CFY | \$23 | ; FEACHED STRING? |
| 8750 |  | OA |  |  | PEQ | CHAN 12 | ; YES, INSERT IT |
| 8754 |  | 57 |  |  | LDA | (\$57), Y | ;GET FFIGGRAM E.YTE |
| 875 C | 9 D | 00 | 02 |  | STA | \$0200, X | ;STOFE IN RUFFEF |
| 875F | E8 |  |  |  | INX |  |  |
| 8760 | E0 | 56 |  |  | CF'X | \#\$56 | ; RUFFER TOO LAFGE? |
| 8762 | D0 | F1 |  |  | P.NE | CHAN11 | ;NOT YET |
| 8764 | A5 | 01 |  | CHANT 12 | LDA | \$01 |  |
| 8766 | 29 | FE |  |  | AND | \#\$FE | ; OUT R.ASIC FOM |
| 8768 |  | 01 |  |  | STA | \$01 |  |
| 876A | A0 | 00 |  |  | LDY | \#\$00 |  |
| 876 C | R. 9 | 80 | P.F | CHAN 13 | LDA | \$8.F80, Y | ; GET CHANGE STRING RYTE |
| 876F | F0 | 09 |  |  | BEEA | CHAN14 | ; END OF STFING |
| 8771 | 90 | 00 | 02 |  | STA | \$0200, x | ; STORE IN RUJFFEF |
| 8774 | E8 |  |  |  | INX |  | ; NEXT CHAF |
| 8775 | C8 |  |  |  | INY |  | ; AND FROGRAM R.YTE |
| 8776 | E0 | 57 |  |  | CFX | H\$57 | ;END OF EUFFEF? |
| 8778 | D0 | F2 |  |  | R.NE | CHAN13 | ;NO |
| 877A | A5 | 01 |  | CHAN14 | LDA | \$01 |  |
| 877 C | 09 | 01 |  |  | OFA | \# 001 | ; IN PASIC ROM |
| 875 | 85 | 01 |  |  | STA | \$01 |  |
| 8780 | AS | 23 |  |  | LDA | ${ }^{2} 23$ | ; CAl.culate start |
| 8782 | 18 |  |  |  | CL.C |  | ; OF REST OF FFOGRAM LINE |
| 8783 | 65 | 22 |  |  | ADC | \$22 | ; AFTER INSERTING THE |
| 8785 | A8 |  |  |  | tay |  | ; CHANGE STFINI; |
| 8786 | AS | 23 |  |  | LDA | \$23 |  |
| 8788 | 18 |  |  |  | CLC- |  |  |
| 8789 | 65 | FC |  |  | ADC | \$FC |  |
| 8789. | 85 | 23 |  |  | STA | \$23 |  |
| 8780 | C6 | 23 |  |  | DEC | \$23 |  |
| 878F | 8.1 | 57 |  | CHAN15 | LDA | (\$57) , Y | ; GET FFIOGFiAM E.YTE |
| 8791 | 9D | 00 | 02 |  | STA | \$0200, X | ;STOFE IN RUFFEF |
| 8794 | C.8 |  |  |  | IMY |  | ; NEXT R.YTE |
| 8795 | E8 |  |  |  | INX |  | ; NEXT CHAF |
| 8796 | C9 | 00 |  |  | CMF | \#\$00 | ; END OF LINE? |
| 8798 | Fe | $0 A$ |  |  | BEO | CHAN16 | ; YES |
| 879A | E0 | 58 |  |  | CFPX | \#ま58 | ; END OF RUFFEF? |
| 879C | DQ | F1 |  |  | P.NE | Chan 15 | ; NOT YET |
| 879E | A9 | 00 |  |  | L.DA | \# $\$ 00$ | ; ZEFRO IF END OF RUFFEF |
| 87A0 | 9D | 00 | 02 |  | STA | 50200, x | :STORE IT |
| 87A3 | E. 8 |  |  |  | INX |  |  |
| 87 A 4 | 2E | FC | 87 | CHAN 16 | STX | CHANLN | ;STDFE LENGTH OF |
| 87A7 | 8A |  |  |  | TXA |  | ;LINE. |
| 87A8 | 18 |  |  |  | $\mathrm{Cl}-\mathrm{C}$ |  |  |
| 87A9 | 69 | 04 |  |  | ADC | H\$04 |  |
| 87AP. | 85 | 0 p |  |  | STA | \$08. |  |
| 8700 | AD | 92 | 03 |  | LDA | \$0302 |  |
| 8780 | 81 | FD | 87 |  | STA | CHANST |  |
| 878.3 | AD | 03 | 03 |  | LDA | $\ddagger 0303$ |  |
| 87P.S | 80 | FE | 87 |  | STA | CHANST +1 |  |
| 878.9 | A9 | CP. |  |  | LDA | \#CHAN17 | ; PASIC WAFIM STAFIT |
| 37 Pe | 8 D | 02 | 03 |  | STA | \$0302 | ; FE--ENTRY FOINT |
| 87EE | A9 | 87 |  |  | LDA | \#.CHAN17 |  |
| 87C0 | 80 | 03 | 03 |  | STA | \$0303 |  |
| 87 c 3 | 20 | 96 | 3E |  | JSF | FIND 15 | ; SAUE FOINTEFS ETC |
| 87c6 | A4 | OP. |  |  | LDY | \$0. | ; GET FOINTEF |
| 87C8 | 4 C | $\mathrm{A}^{4}$ | $\mathrm{A}_{4}$ |  | JMF' | \$A4A4 | ; INSEFT FROGFAM LINE |
| 87C. | AD | FD | 87 | CHAN17 | LDA | CHANST | ; FESTORE WARM START UEC |


| LOC | CODE |  | LINE |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 87CE | 8002 | 03 |  | STA | \$0302 |  |
| 8701 | AD FE | 87 |  | I.DA | CHANST+1 |  |
| 8704 | 8D 03 | 03 |  | STA | \$0303 |  |
| 37D7 | 20 B.0 | 8E |  | JSF | FIND16 | ; FESTORE FOINTEFS ETC |
| 870A | A5 57 |  |  | L.DA | \$57 | ; LAST LINE? |
| 87DC | C5 2D |  |  | CMF' | \$2D |  |
| 87DE | D0 06 |  |  | P.NE | CHAN18 | ;NOT YET |
| 87E0 | A5 58 |  |  | LDA | \$58 |  |
| 87E2 | C5 2E |  |  | CMF' | L2E |  |
| 8)E4 | FO 13 |  |  | EEQ | CHAN20 | ; YES |
| 87E6 | AD FC, | 87 | CHAN18 | LDA | CHANLN | ; DID WE DELETE |
| 87 E 9 | C9 01 |  |  | CMF | \# $0^{0} 1$ | ; WHOLE LINE? |
| 87EP. | F0 03 |  |  | B.EO | CHAN19 | ; YES |
| 87ED | 4 C ED | 86 |  | JMF' | CHANG2 | ;NO, LIST AND DO NEXT |
| 87F0 | A0 02 |  | CHAN19 | LDY | \# $\ddagger 02$ | ; INDEX TO NEXT LINE |
| 87F2 | 8423 |  |  | STY | \$23 |  |
| 87F4, | A2 08 |  |  | LDX | \#\$00 |  |
| 87F6 | 4 CFO | 86 |  | JMF | CHANO2+3 | ; DO NEXT WITHOUT LIST |
| 87F9 | 4C 56 | 8E | CHAN20 | JMF | FIND10 | ; EXIT CHANGE |
| 87FC | 00 |  | CHANLN | . B.YT | 0 |  |
| 87FD | 0000 |  | CHANST | . WOF | 0 |  |
| 87FF |  |  |  | . END |  |  |

## CRUNCH

## Abbreviated entry: $\mathrm{C}($ shift $) \mathrm{R}$

Affected Basic abbreviations: None
Token: Hex \$EE,\$ø8 Decimal 238,8
Modes: Direct and program
Recommended mode: Direct
Purpose: To remove all occurrences of REM in a program and so reduce the size of the program.

## Syntax: CRUNCH

Errors: None
Use: CRUNCH is used to remove REM statements and anything following them on the same line. If the REM is in the first or second position of the line, a colon is left on the line in case there is a GOTO or GOSUB to that line.

Routine entry point: \$87FF
Routine operation: The Basic program is scanned line by line, byte by byte, until the REM token is found. If REM is found in either the first or second byte of the program then a colon is put into the input buffer. Otherwise the whole line up to the REM is copied into the buffer and the Basic routine is used to alter the line. A'? character is printed to tell you that it has found a REM token.


| LOC | CODE |  |  | LINE |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 886 F | AO | 85 |  |  | LDY | \＃ 005 | ；AND INSEFIT IT |
| 8871 | A9 | 00 |  | CFUN12 | LDA |  | ；SET ZEFO TEFMINATOR |
| 8873 | 99 | FC | 01 |  | STA | \＄01FC，Y |  |
| 8876 | C8 |  |  |  | INY |  |  |
| 8877 | 94 | OP． |  |  | STY | \＄00 |  |
| 8879 | A 9 | 95 |  |  | LDA | \＃CKUNN 13 | ；RETURN FROM CHANSGE |
| 8872 | 90 | 02 | 03 |  | STA | \＄0302 |  |
| 897E | A9 | 88 |  |  | LDA | H．CFUN13 |  |
| 8830 | 80 | 03 | 03 |  | STA | $\$ 0303$ |  |
| 3883 | AS | FP． |  |  | LDA |  | ；STORE LINE FOINTER |
| 8885 | 80 | 34 | 03 |  | STA | \＄0334 |  |
| 8388 | AS | FC |  |  | LDA | 缶 |  |
| 888A | 8 D | 35 | 03 |  | STA | \＄0335 |  |
| 8880 | A9 | ？ |  |  | LDA | \＃\＄2E | ；TELL USEF WE ARE |
| 888F | 28 | D2 | FF |  | JSF | \＄FFD？ | ；DOING SOMETHING |
| 8892 | 4 C | A4 | A4 |  | JMF＇ | \＄A4A4 | ；CHANGE |
| 8895 |  |  |  | ， |  |  |  |
| 8895 | A9 | 83 |  | CFUN13 | LDA | \＃\＄83 | ；TO HEFE FFIOM CHANGE |
| 8897 | 8D | 02 | 03 |  | STA | \＄0302 | ：FESET WARM START |
| 839A | A9 | A4 |  |  | LDA | \＃\＄A4 | ；FOINTEF |
| 8890 | 8D | 03 | 03 |  | STA | \＄0303 |  |
| 889F | AD | 34 | 03 |  | LDA | \＄0334 | ；FESTOF：LINE FOINTEFI |
| 88A2 | 85 | FB． |  |  | STA | कFP． |  |
| 88A4 | AD | 35 | 83 |  | LDA | \＄033：5 |  |
| 88A7 | 85 | FC |  |  | STA | 和C |  |
| 884\％ | DO | 85 |  |  | R．NE | CFUNOS | ；ALWAYS，NEXT LIJNE |
| SSAE． |  |  |  |  | ．END |  |  |

## CTL

Abbreviated entry： C （shift） T
Affected Basic abbreviations：None
Token：Hex \＄EE，\＄ø2 Decimal 238，2
Modes：Direct，program，and in PRINT statements
Purpose：To replace cursor and colour characters，screen and border pokes， thus improving the ability to position the cursor anywhere on the screen．If the value is not specified，the current value is used．

Syntax：CTL（［x］［，［y］［，［cc］［，［sc］［，［bc］［，［cls］］］］］］］）－where x is the column position of the cursor（ $\emptyset-39$ ）， y is the row position of the cursor（ $\emptyset-24$ ），cc is the cursor colour，sc the screen colour，bc is the border colour（ $\emptyset-15$ ），and cls is a flag for clearing the screen（ $\emptyset=$ no， $1=$ yes $)$ ．

Errors：Syntax error－if the syntax is not as above Illegal quantity－if the values are out of range

Use：CTL is a powerful screen handling routine．Cursor，screen，and border colours can be set with a number（ $($ 位15），and the position of the cursor on the screen can be anywhere you like by entering the $x$ position $(\emptyset-39)$ and the $y$ position（ $(\mathbf{\emptyset}-24)$ ．There is also a screen clear flag which，if set to 1 ，will clear the
screen before positioning the cursor. To make it easier to describe, here are a few examples with details of what they do.

CTL (2 $\varnothing$ ) - positions the cursor at the middle of the current line
CTL $(\emptyset, \emptyset)$ - moves the cursor to $\emptyset, \emptyset$ (home position)
CTL (,, 1 ) - sets the cursor color to white
CTL (,, $\varnothing$ ) - sets the screen colour to black
CTL (,,, () - sets the border colour to black
CTL (,,,,,1) - clears the screen leaving the cursor at the current position
CTL $(2 \emptyset, 12,5, \emptyset, 11,1)$ - clears the screen (1), sets the screen to black ( $\emptyset$ ), the border to medium grey (11), the cursor colour to green (5), and the cursor position to column $2 \emptyset$, row 12 .

To print something at a specified location on the screen:
PRINT CTL(x,y)"text"CTL(xl,yl)"more text".....
Routine entry point: \$88AB
Routine operation: The current settings of the five parameters are read and the screen clear flag is set to $\emptyset$. The open brackets character is scanned past and each of the six values is read if present, checking to see if there is a closing bracket. When the closing bracket is found the screen is cleared if the flag is set to 1 , and the other values are stored in their own locations.

| LOC | CODE |  |  | L.INE |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 88AR |  |  |  |  | . LIP CTL |  |
| 88AR | 20 | 2 C | 89 | CTL | JSFi CTLDEF | ; SET DEFAIILT |
| 88AE | 20 | FA | AE |  | JSF \$AEFA | ; SCAN ', |
| 388. 1 | 20 | 79 | 00 |  | JSF \$0079 | ;GET CURFENT CHAR |
| 888.4 | 20 | 51 | 89 |  | JSF CHECKN+3 | ; NEXT F'AF? |
| 8967 | P. 0 | 08 |  |  | B.CS CTLO1 | ; NO |
| 888.9 | 20 | 65 | 89 |  | JSF GU1 | ;GET Ualue |
| 888.C | 8 E | 8 F | 89 |  | STX CTXFOS | ; STOFE IT |
| 88P.F | P. 0 | 42 |  |  | BCS CTLEN1 | ;FOLLOWED EY ')' |
| 88C1 | 20 | 4 E | 89 | CTLO1 | JSF CHECKN | ; NEXT FAR? |
| 88C4 | E. 0 | 08 |  |  | BCS CTLO2 | ;NO |
| $88 \mathrm{C6}$ | 20 | 6E | 89 |  | JSF GU4 | ; GET VALUE |
| 88C9 | 8 E | 90 | 89 |  | STX CTYFOS | ; STORE IT |
| 88CC | P. 0 | 35 |  |  | B.CS CTLENI | ;FOLLOWED R.Y ')' |
| 88CE | 20 | 4 E | 89 | CTLO2 | JSF CHECKN | ; NEXT FAF? |
| 8801 | B. 0 | 88 |  |  | PCS CTL03 | ; NO |
| 8803 | 20 | 68 | 89 |  | JSF GV2 | ;GET VALUE |
| 8806 | 8 E | 91 | 89 |  | STX CTCUR | ; STORE IT |
| 8809 | P. 0 | 28 |  |  | BCS CTLEN1 | ;FOLLOWED EY ')' |
| 880. | 20 | 4E | 89 | CTLO3 | JSF CHECKN | ;NEXT FAF? |
| 88DE | 8.0 | 08 |  |  | E.CS CTLO4 | ; NO |
| 88E0 | 20 | 68 | 89 |  | JSk GV2 | ; GEt value |
| 88E3 | 8 EE | 92 | 89 |  | STX CTSC | ; STORE IT |
| 88E6 | P. 0 | 1 P |  |  | BCS CTLEN1 | ;FOLLOWED R.Y ')' |
| 88F8 | 20 | 4 E | 89 | CTL04 | JSF CHECKN | ; NEXT F'AR? |
| 88ER | B. 0 | 08 |  |  | B.CS CTLOS | ;NO |
| 88ED | 20 | 68 | 89 |  | JSFi GU2 | ;GET UALUE |
| 88F0 | 8 E | 93 | 89 |  | STX CTED | ; STOFE IT |
| 88 F 3 | P. 0 | OE |  |  | R.CS CTLEN1 | ;FOLLOWED R.Y ')' |


| LOC | CODE |  |  | LINE |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 8875 | 20 | 4E | 89 | CTL05 | JSR | CHECKN | ; NEXT FAF? |
| 88F8 | 90 | 03 |  |  | B.CC | CTL.86 | ; YES |
| 88FA | 4 C | 08 | AF |  | JMF' | \$AF08 | ; COMMA, SYNTAX EFFIOR |
| 88FD | 20 | 6 E . | 89 | CTLO6 | JSF | GV3 | ; GET UALUE |
| 8900 | 8 E | 94 | 89 |  | STX | cticflg | ;STOFE IT |
| 8903 | 20 | F7 | AE: | CTIEEN | JSFi | \$AEF7 | ; SCAN ') |
| 8906 |  |  |  |  |  |  |  |
| 8906 | AD | 94 | 89 | CTLEND | LDA | CTCFLG | ;CLEAFS SCREEN? |
| 8909 | F0 | 05 |  |  | B.EQ | CTEND 1 | ;NO |
| 890 E . | A9 | 93 |  |  | LDA | \#147 | ; CHAF FOR CLS |
| 8900 | 20 | 16 | E7 |  | JSK | 執716 | ; OUTFUT TO SCFEEN |
| 8910 | AD | 91 | 89 | CTEND 1 | LDA | CTCLIF | ; GET CLFSSOR COLOIJF |
| 8913 | 8 D | 86 | 02 |  | STA | \$0286 | ;SET IT |
| 891.6 | AD | 92 | 89 |  | LDA | CTSC | ;GET SCFEEN COLOUFi |
| 8919 | 8D | 21 | D0 |  | STA | \$D021 | ; SET 11 |
| 891 C | AD | 93 | 89 |  | LDA | CTPD | ;GET EOFDEF COLLOUF |
| 891 F | 8D | 20 | D0 |  | STA | \$D920 | ; SET IT |
| 8922 | AC | 8F | 89 |  | LDY | ctxpos | ;GET $\times$ FOSITION |
| 8725 | AE | 98 | 89 |  | L.DX | CTYFOS | ;GET Y FOSITION |
| 8928 | 18 |  |  |  | CLC |  | ; FLAG WFITE |
| 8929 | 4 C | Fo | FF |  | JMF | \$FFFQ | ;SET CUFSOR FOS AND EXIT |
| 892 C |  |  |  |  |  |  |  |
| 892 C | 38 |  |  | CTLDEF | SEC |  | ; FLAG FEEAD |
| 8920 | 20 | F0 | FF |  | JSF | \$FFFO | ;GET CUFSOF FOS |
| 8930 | 8 C | 8 F | 89 |  | STY | CTXFOS | : STOFE X |
| 8933 | 8 E | 90 | 89 |  | STX | CTYF'OS | ; STOFE Y |
| 8936 | $A D$. | 21 | D0 |  | LDA | fDe21 | ;GET SCREEN COLOUF |
| 8939 | 8 D | 92 | 89 |  | STA | CTSC | ; STOFE IT |
| 393 C | AD | 20 | D ${ }^{\text {a }}$ |  | L.DA | \$D020 | ; GET RORDEF COLOUR |
| 8935 | 8 D | 93 | 89 |  | STA | CTED | ; Store it |
| 8942 | , 0 | 86 | 02 |  | LDA | \$0286 | ;GET CURSOR COLOUR |
| 8945 | 80 | 91 | 89 |  | ata | CITCUR | ; STORE IT |
| 8948 | $\wedge$ | 08 |  |  | LDA | Hobo | ; ZERO SCREEN CLEAF |
| 894 A | 8 D | 94 | 89 |  | STA | CTCFlg | ;FLAG |
| 894 D | 60 |  |  |  | Fis |  |  |
| 894 E |  |  |  |  |  |  |  |
| 894 E | 20 | 73 | 00 | CHECKN | JSFi | \$0073 | ; GET NEXT CHAF: |
| 8951 | 09 | 2 C |  |  | CMF | H22C | ; IS It a comma? |
| 8953 | D0 | 02 |  |  | ENE | CHECKE | ;NO |
| 8955 8956 | 38 |  |  | CHECKS | SEC |  | ;FLAG FOR COMMA |
| 8956 8957 | 60 |  |  |  | FTS |  |  |
| 88959 | FO | 29 02 |  | CHECKP | CMF. | \#\$29 CHECKA | ; IS IT ')'? |
| 895. | F 18 | 02 |  | CHECKC | EEQ | CHECKA | ;YES, DONE <br> :SET NO COMMA |
| 895 C | 60 |  |  |  | FTS |  |  |
| 895 D | 68 |  |  | CHECKA | Fla |  | ; REMOUE FTTS |
| 895E | 68 |  |  |  | FLA |  | ; ADOFESS |
| 895 F | 20 | 73 | 00 |  | JSFi | \$0073 | ; GET NEXT CHAF |
| 8962 | 4 C | 86 | 89 |  | JMF' | CTIEEN | ;SET VALUES |
| 8965 8965 |  |  |  |  |  |  |  |
| 8965 | A9 | 28 |  | GU1 | LDA | \#40 | ; COMF'AFE X FOS |
| 8967 | 2 C |  |  |  | -PYT | \$2C | ; Stif |
| 9968 | A9 | 10 |  | GU2 | LDA | \#16 | ; COMFAFE COLOUR |
| 896A | 2 C |  |  |  | - Prit | \$2C | ; SKif |
| 8968 | A9 | 02 |  | GU3 | LDA | \#2 | ;COMFARE ClEAF Flag |
| 396 D | 2 C |  |  |  | .R.YT | \$2C | ;SKIF |
| 896 E | A9 | 19 |  | GV4 | LDA | H25 | ; COMFARE Y FOS |
| 8970 | 80 | 8 E | 89 |  | STA | UCOMF | ; STORE COMFARE value |
| 8973 | 20 | 9E | 8.7 |  | JSFi | \$8.79E | ;GET 1 BYTE\# |
| 8976 | EC | 8 EE | 89 |  | CF'X | VCOMF | ; IN FiANGE 0-( UCOMF-1) |
| 8979 | E. 0 | QE |  |  | PCS | GEFif: | ; NO |
| 897 P | 20 | 79 | 00 |  | JSFi | \$0079 | ;GET CURFIENT CHAR |
| 897E | C9 | 29 |  |  | CMF' | \# 229 | ; IS IT ')', |
| 8980 | F0 | D3 |  |  | PEQ | CHECKS | ; YES, FLAG END |
| 8082 |  | 2 C |  |  | CMF' | \#ま2C | ; IS ITr, |

LOC CODE LIME

| 8984 | F0 DS |  |  | B.EQ | CHECKC | ; YES FLAG ANOTHER |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 8986 | 4 C 08 | AF |  | JMF' | \$AF08 | ; SYNTAX EFRORF |
| 8989 | A2 0 E |  | GEFF | LDX | \# ${ }^{\text {cee }}$ | ; ILLEGAL Quantity |
| 8988. | 4 C 37 | $A^{4}$ |  | JMF: | \$A437 | ; SEND EFFiOF |
| 899 E |  |  |  |  |  |  |
| 898E | 00 |  | VCOMF | .EYT | 0 | ; VALUE COMF'AFE |
| 898F | 00 |  | CTXF'OS | . PrY | 0 | ; $\times$ FOSITION |
| 8970 | 00 |  | CTYFOS | .P.YT | 0 | ; Y FOSITION |
| 8991 | 00 |  | CTCUF | . BYT | 0 | ; CUFSOR COLOUR |
| 8992 | 00 |  | CTSC | -PYT | 0 | ; SCFEEN COLOUR |
| 8993 | 00 |  | CTED | .R.YT | 0 | ; PORDEF COLOUF |
| 8994 | 08 |  | cticflg | . P.YT | 0 | ; CLEAF SCREEN FLAG |

## DEEK

Abbreviated entry: D (shift) E
Affected Basic abbreviations: DEF - DEF
Token: Hex \$EE,S1D Decimal 238,29
Modes: Direct and program
Recommended mode: Either
Purpose: To return the value of a two byte pointer that is stored lo,hi order.
Syntax: DEEK (expression) - where expression is the address of the low byte of the number.

Errors: Syntax error
Illegal quantity - if the expression is less than $\emptyset$ or greater than 65535

Use: DEEK stands for Double byte pEEK and is used to get a two byte value stored in the $651 \emptyset$ microprocessor's internal two byte format, e.g.

DEEK(43) - returns the beginning of Basic
PEEK(43)+PEEK(44)*256 - is the normal way of getting the value
Note: DEEK must be on the right-hand side of an expression e.g. $\mathrm{B}=\operatorname{DEEK}(43)$ and not $\operatorname{DEEK}(43)=\mathrm{B}$.

Routine entry point: \$8995
Routine operation: The two byte address inside the brackets is read in and stored in $\$ 14, \$ 15$. Using this value the bytes are read and converted to floating point form.


## DELETE

Abbreviated entry: $\mathrm{DE}($ shift $) \mathrm{L}$
Affected Basic abbreviations: None

## Token: Hex \$EE,\$ $\$ 9$ Decimal 238,9

Modes: Direct and program
Recommended mode: Direct only
Purpose: To delete a range of unwanted lines from a Basic program.
Syntax: DELETE [start line][-[end line]]. Although all parameters are denoted as optional, at least one of the parameters must be given.

Errors: Syntax error - if DELETE is used without parameters
Syntax error - if either of the line numbers is less than $\emptyset$ or greater than 63999

Use: DELETE is used to delete a range of lines in a Basic program. These can be lines of, say, a data generating program after the DATA has been created. For example:

DELETE $1 \emptyset \emptyset-15 \emptyset$ - deletes lines $1 \phi \emptyset$ to $15 \emptyset$ inclusive DELETE - $1 \phi \phi \emptyset$ - deletes all lines up to line number $1 \phi \phi \emptyset$
DELETE $2 \phi \emptyset \emptyset$ - - deletes all lines from $2 \phi \phi \emptyset$ to the end of the program
DELETE $\emptyset$ - deletes the whole program
Program lines that have been DELETEd can not be recovered as they have been wiped from memory.

Routine entry point: \$89AD

Routine operation: DELETE first gets the range of the delete and then loops, moving the memory above the range over the top of the deleted area.



## DISK

Abbreviated entry: D (shift)I
Affected Basic abbreviations: DIM - DIM
Token: Hex \$EE,\$ØA Decimal 238,1申
Modes: Direct and program
Recommended mode: Either
Purpose: To send a disk command to the disk unit eight.
Syntax: DISK [string expression] - where the string expression is:
"S $\emptyset: T E S T "$ - to scratch the file test
' $\mathrm{N} \phi$ :DISK, $\emptyset \emptyset$ " - to reformat the entire disk
The other syntax is DISK which will display the disk error message to the screen giving a message like:

$$
23, \text { READ ERROR, } 18, \emptyset 1
$$

where 23 is the error number, 18 is the track, $\emptyset 1$ is the sector, and READ ERROR is the error description.

Errors: Syntax error - if the first character of the command is not a quote character
String too long - if the command is over 255 bytes long Type mismatch - if the command is a number, not a string

Use: This command is useful in checking errors created from disk access by using just DISK which displays the message. A Basic equivalent would be:

OPEN 15,8,15
INPUT \#15,E,EM\$,T,S
PRINT E","EM\$","T","S"," CLOSE 15

Also, for sending disk commands such as Scratch a file etc.:
DISK "1 "
is equivalent to:
OPEN 15,8, 15 ,"I $\varnothing$ "
For disk commands refer to the disk user manual.
Routine entry point: \$8A4D
Routine operation: The DISK routine checks to see if anything follows the command; if not the error channel is read and displayed. If there is text after the command (which must start with the quotes character) the text is read in and sent in the open command. Before either of these two operations is actioned, the current file is closed.


| 8A89 | 29 | D2 | FF |  | JSF | 9FFD2 |  | FFint feturn |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| QABC | A9 | 00 |  |  | LDA | \#\$00 |  |  |
| 8ABE | 4 C | C6 | FF |  | JMF' | \$FFC6 |  | INFUT TO KYPD |
| 8 A91 |  |  |  |  |  |  |  |  |
| 8 A91 | 20 | A1 | 8A | FOFEN | JSk | GETFNO |  | ; Find free file no. |
| 8 8.94 | 85 | P.8 |  |  | STA | \$R.8 |  |  |
| 8 A96 | A9 | 0 F |  |  | LDA | \# $\ddagger 0 \mathrm{~F}$ |  | SECONDAFIY ADDFESS |
| 8 A98 | 85 | 8.9 |  |  | STA | \$8.9 |  |  |
| 8A9A | A9 | 08 |  |  | LDA | \#\$08 |  | device number |
| 8A9C | 85 | bA |  |  | STA | \$D. ${ }^{\text {a }}$ |  |  |
| 8A9E. | 4 C | C1 | E1 |  | JMF' | \$E1C1 |  | OFEN |
| 3AA1 |  |  |  |  |  |  |  |  |
| 8AA1 | A9 | QF |  | GETFNO | LDA | Hक 0 F |  | ; Check table of |
| 8AAB | A6 | 99 |  | GETN. | LDX | \$98 |  | ; FILE NUMPERS FOR |
| 8AAS | E9 | 08 |  |  | CF'X | \# $\ddagger 00$ |  | A FREE ONE |
| 8 8AT | F0 | OE |  |  | P.EQ | GETN4 |  | has deen found |
| 8AAS | DD | 58 | 02 | GETN2 | CMF | \$0258, x |  |  |
| 8AAC | ט0 | 06 |  |  | P.NE | GEtN3 |  |  |
| 8AAE | 38 |  |  |  | SEC |  |  |  |
| 8AAF | E9 | 01 |  |  | SPC | \# 0 O. 1 |  |  |
| 8 AP .1 | 4 C | A3 | 8A |  | JMF' | GETN1 |  |  |
| 8 AR 4 | CA |  |  | GETN3 | DEX |  |  | ; try next numper: |
| 8AR. 5 | D0 | F2 |  |  | P.NE | GE.TN2 |  |  |
| 8 AR . 7 | 60 |  |  | GETN4, | Fits |  |  |  |
| 8AE8 |  |  |  |  |  |  |  |  |
| EAP. 8 | c9 | 22 |  | DISK04 | CmF. | H\$2? |  | ; CHECK FOF COMMAND |
| QAP.A | Fa | 03 |  |  | PEQ | DISK05 |  | in ouotes |
| 8AEC | 4 C | 08 | AF |  | JMF' | ¢AF\% 88 |  | SYNTAX EFFOR: |
| 8AEF | A5 | P. 8 |  | DIStes | L.DA | \$ P 8 |  | ; close current |
| 8AC1 | 85 | 49 |  |  | STA | $\$ 49$ |  | DISK FILEE |
| 8AC3 | 20 | CC | E1 |  | JSk | \$E1CC |  |  |
| 8AC6 | 20 | 9 E | AD |  | JSE: | \$ AD9E |  | get text in quotes |
| 8AC9 | 20 | A3 | P. 6 |  | JSR | \$8.6A3 |  |  |
| BACC | A6 | 22 |  |  | LDX | \$22 |  | STRING ADDFESS AT |
| BACE | 86 | E.P. |  |  | STX | \$PR. |  | (\$22) |
| 8ADO | A4 | 23 |  |  | LDY | \$23 |  |  |
| 8 AD2 | 84 | P.C |  |  | STY | \$P.C |  |  |
| 84 Ca $8 A D 6$ | 85 | P. 7 |  | DISK07 | STA | \$8. 7 |  | ; SET Length |
| 8ADG | 29 | 91 | 8 A |  | JSFi | FOFEN |  | OFEN FIIE |
| 8ADS | A9 | QD |  |  | LDA | \#\$0D |  |  |
| 8ADE | 20 | D2 | FF |  | JSFi | 9FFD2 | ; | FRINT RETURN: |
| 8ADE $8 A D F$ | 60 |  |  |  | FTS . ${ }^{\text {END }}$ |  |  | EXIT DISK |

## DOKE

Abbreviated entry: D (shift) O
Affected Basic abbreviations: None
Token: Hex \$EE,\$ $\mathbf{~ B ~ D e c i m a l ~ 2 3 8 , 1 1 ~}$
Modes: Direct and program
Recommended mode: Either
Purpose: To store a value ( $\emptyset-65535$ ) in the $651 \emptyset$ microprocessor's internal two byte format (the opposite of DEEK).

Syntax: DOKE address, value - where the address and value are between $\emptyset$ and 65535.

Errors: Syntax error - if either of the values is out of the range Ø-65535

Use: DOKE stores a two byte value into memory at the location pointed to by the address. It can be used for storing a frequency value to the SID chip:

DOKE 54272,1фффф
POKE 54272,INT(1 $\emptyset \emptyset \emptyset \emptyset / 256)$
POKE 54273,1 $\emptyset \emptyset \emptyset \emptyset-$ INT $(1 \phi \emptyset \emptyset \emptyset / 256) * 256$
Routine entry point: \$8ADF
Routine operation: The two byte address is read in and stored to a safe location. The two byte value is then read in and the two bytes are stored in lo,hi order pointed to by the address.

| Lor | CODE | LINE |  |  |
| :---: | :---: | :---: | :---: | :---: |
| 8ADF |  |  | -LIP DOKF: |  |
| 8ADF | 208 A AD | DOKE | JSF \$AD8A | ;GET ADDRESS |
| 8 AE? | 20 F 7 B 7 |  | JSF ¢E.7F? | ; CONUEFT TO INT |
| 8AES | AS 14, |  | LDA \$14 | ; GET LSE |
| 8 AE. 7 | 85 FE |  | STA \$FP. | ; SAVE IT |
| 8AE? | A5 15 |  | LDA \$15 | ; GET MSE |
| 8AE.E. | 85 FC |  | STA \$FC | ; SAVE IT |
| SAED | 20 FD AE |  | JSF \$AEFD | ; SCAN FAST ', |
| 8AF | 208 A AD |  | JSF \$ADBA | ;GET UALUE |
| SAF 3 | $20 \mathrm{F7}$ R 7 |  | JSF \$R 7F 7 | ; CONUERT TO INT |
| 8AF6 | A 08 |  | LDY \# $\$ 00$ | ; INDEX |
| 8AF8 | AS 14 |  | LDA \$14 | ; GET L.SP |
| 8AFA | 91 FE |  | STA (\$FP.), Y | ; STORE LSE. |
| 8AFC | C8 |  | INY | ;NEXT P.YTE |
| 8AFD | A5 15 |  | LDA \$15 | ;GET MSE. |
| BAFF | 91 FP |  | STA (\$FR), Y | :STOEE MSE |
| $8 \mathrm{Pe} \mathrm{P}_{1}$ | 60 |  | FiTS |  |
| 8 P .02 |  |  | .END |  |

## DUMP

Abbreviated entry: $\mathrm{D}($ shift $) \mathrm{U}$
Affected Basic abbreviations: None
Token: Hex \$EE,\$ $\phi \mathrm{C}$ Decimal 238,12
Modes: Direct and program
Recommended mode: Direct
Purpose: To display the values of all simple variables, name functions, and display the dimensions of arrays.

## Syntax: DUMP

Errors: None
Use: For de-bugging Basic programs, the DUMP command may be used after the program has run to get a list of all variables and their values. As an added bonus, not found in any other DUMP command for the Commodore 64, all array dimensions are also given. The DUMP command will also display function names.

Routine entry point: $\$ 8 \mathrm{~B} \emptyset 2$
Routine operation: The DUMP routine sets a pointer to the start of variables and checks for the end of variables. If it does not find any the variable name is read in and displayed, the variable type is determined, and the display is produced according to which type is required. When all simple variables have been processed, arrays are handled. The array names are read and displayed in the same way as the simple variables, and the number of dimensions read off. The pointer is then set to the end of the dimension entries and, reading backwards, the dimensions are read and displayed.



LOC CODE EZNE

| 8PC5 | A0 | 00 |  |
| :---: | :---: | :---: | :---: |
| 8 CLC 7 | 84 | 25 |  |
| 82．C9 | CE |  |  |
| 8．CA | P． 1 | $5 F$ |  |
| 8ECC | $0 \cdot 6$ |  |  |
| 8．CD | 26 | 25 |  |
| SPCF | 4 A |  |  |
| BPCO | 99 | 45 | 00 |
| 8PD ${ }^{\text {d }}$ | 88 |  |  |
| 8 PD 4 | 10 | F＇ |  |
| 8 CDG | A5 | 45 |  |
| 8P．D8 | 20 | D2 | FF |
| 8ede | A5 | 46 |  |
| BPDD | F0 | 03 |  |
| 8EDF | 20 | 02 | FF |

60
EREE 3
8B．E 3
8BE3

| 8PE3 | AS 46 |
| :---: | :---: |
| 88ES | D 25 |
| SPET | A7 20 |
| OPEP |  |

3REC
8eED
SPED
BPED
8BED
$\begin{array}{llll}8 E E D & \text { A9 } & 0 D & \\ \text { 8PEF } & 20 & \text { D2 } & \mathrm{FF}\end{array}$
8RF2 A5
8R．F4 $85 \quad 5 \mathrm{~F}$
BRF6 A5 30
8PFB 8560
8RFA
ERFA AS 60
8P．FC C5 32
BPFE DO 06
8COO A5 5F
8COこ C5 31
$8 C 04$ FO AD
$8 \mathrm{BCO} \quad 2 \mathrm{E} 1 \mathrm{FF}$
8 CO FO AB
8COD 20 CS 8R．
8CQE AS 25
8C10 F0 OA
$8 \mathrm{C12} \quad 1902$
$8 \mathrm{C14}$ D9 03
$8 \mathrm{Cl} 16 \quad$ A9 24
8C18 2C
8C19 A9 25
8C1E 2C
8C1C A9 20
8C1E 20 D2 FF
8C21 20 E3 88．
8 C 24 АЯ 20
8C26 20 D2 FF
8 C 29 A9 28
8C2R 20 D2 FF
8C2E AS 5F
8C． 3018
$8 \mathrm{C} 31 \quad 6903$
8 C 33 F 5 FB
8035 A5 60 ：
；ONLY
；
；

| DUMF＇12 | LDY | \＃\＄00 | ；GET UARIARLE TYFE |
| :---: | :---: | :---: | :---: |
|  | STY | \＄25 | ；AND NAME |
|  | INY |  |  |
| DUMF＇13 | LDA | （ $\ddagger 5 F$ ），Y | ；GET R．YTE |
|  | ASL | A | ；TYFE RIT INTO TEMF＊ |
|  | FOL | 衰25 |  |
|  | LSF | A | ；FESTORE NAME R．YTE |
|  | STA | \＄00年5， Y | ；STORE NAME PYTE |
|  | DEY |  |  |
|  | P．F＇L | DUMF 13 |  |
|  | LDA | き45 | ；FFINT NAME |
|  | JSF | FFFD2 |  |
|  | LDA | 婁46 | ；2ND EYTE？ |
|  | P．E． | DUMF 14 | ；NO |
|  | JSF | \＃FFD2 | ；YES，FRFINT IT |
| DUMF 14 | RTS |  | ：DONE |

；FAD OUT NAME IF ONLY 1 p．Yte LONG
DUMF 15 LDA $\$ 46$ ；2ND E．YTE？ BNE DUMF＇16 ；YES，DON＇T FAD LDA $\# \$ 20$ ；ELSE FAD WITH SFACE JSF $\ddagger$ FFD2 ；FFINT
DUMF16 FTTS ；DONE
；DISFLAAY AFFiAY MAMES AND DIMENSIONS

DUMF17 LDA \＃\＄0D ；SEFAFATE NOFMMAL
JSF \＄FFD2 ；VAFS FFOM ARFAYS WITH
LDA $\$ 2 F$ ；A CAFFIAGE FETUFN
STA $\$ 5 F$ ；SET FOINTEF TO $15 T$
LDA $\$ 30$ ；ARFIAY
STA $\$ 60$
DUMF18 LDA $\$ 60$ ；END OF AFFIAYS？
CMF $\$ 32$
ENE DUMF19 ；NO
LDA \＄5F
CMF $\$ 31$
B．EQ DUMFO9
DUMF19 JSF \＄FFE1
PEQ DUMF＇O9 ；YES，EXIT
JSF DUMF 12 ；GET AND FFINT NAME
LDA 25 ；WHICH TYFE？
PEQ DUMF21 ；FEAL
CMF H\＄02 ；STRING？
BNE DUMF20 ；NO，AFiFAY IS INTEGER
LDA \＃\＃24 ；CHAFi＇${ }^{\prime \prime}$
．RYT $\$ 2 C$ ；SKIF 2 B．YTES
DUMF＇20 LDA \＃\＄25 ；CHAF＇\％＇
；SKIF 2 BYTES
；CHAFi，＇
；FFINT IT
JSF：DUMF15
LDA \＃\＄20
JSF $\ddagger F F D 2$ ：ONE EXTRA SFACE
LDA \＃\＄28 ；CHAF＇（：
JSF $\ddagger$ FFD 2 ；FRINT IT
LDA $\ddagger 5 F$
CL．C
ADC \＃\＄03 ；SET FOINTER TO END
STA $9 F \mathrm{~F}$ ．；OF ARFAY ENTFIY FOR
LDA $\$ 60$ ；DISFLAY OF DIMS
LOC CODE LINE

| 8 C 37 | 69 | 00 |  |  | ADC | \#\$00 |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 8 C 37 | 85 | FC |  |  | STA | \$FC |  |
| 8C3P. | A ${ }^{\text {a }}$ | 01 |  |  | LDY | \# $\ddagger 01$ |  |
| 8C3D | P. 1 | FP |  |  | LDA | (\$FP) , Y | ; $\#$ OF DIMENSIONS |
| 8C3F | 85 | FD |  |  | STA | \$FD |  |
| 8 C 41 | A9 | 00 |  |  | LDA | \#\$00 |  |
| 8C.4 | 85 | FE |  |  | STA | \#FE |  |
| 8C45 | 06 | FD |  |  | ASL | FFD | ;TIMES 2 |
| 8 C 47 | 26 | FE |  |  | FOL | \$FE |  |
| 80.49 | AS | FD |  |  | LDA | \$FD | FFLUUS END VAL.UE |
| 8 C 4 B | 18 |  |  |  | CLC |  |  |
| 3 C 4 C | 65 | FP. |  |  | ADC | \$FE |  |
| 8C4E | 85 | FD |  |  | STA | \$FD |  |
| 8C50 | AS | FE |  |  | L.DA | कFE |  |
| 8052 | 65 | FC |  |  | ADC | $\ddagger \mathrm{F}$ |  |
| $8 \mathrm{C5} 4$ | 85 | FE |  |  | STA | \$FE |  |
| 8С56 |  |  |  |  |  |  |  |
| $8 \mathrm{C56}$ | A0 | 00 |  | DUMF'22 | LOY | \# $\ddagger 00$ | ;GET DIMENSION VALUE |
| 8C58 | P. 1 | FD |  |  | LDA | (\$FD), Y |  |
| 8C5A | 8D | C9 | 8C |  | STA | DIMENS +1 |  |
| 8C50 | C8 |  |  |  | INY |  |  |
| 8C.SE | 8.1 | FD |  |  | L.DA | (\$FD), Y |  |
| 8cso | 80 | C8 | 8C |  | STA | DIIMENS |  |
| 8C63 | D0 | 03 |  |  | ENE | DUMF'23 | ;MINUS 1. |
| 8 C 65 | CE | C9 | 8C |  | DEC | DIMENS+1 |  |
| 8 C 68 | CE | Cio | 9r, | DUMF 23 | DEC | DIMENS |  |
| 8C68. | AD | C9 | 8C |  | LDA | DIME! ${ }^{\text {+ }} 1$ | ; FRINT NUMPEF |
| 8C6E | AE | C8 | 8C |  | LDX | DIMENS | ; IN. A (HI), .X(LO) |
| 8 C 71 | $\mathrm{A}^{4}$ | 5 F |  |  | LDY | \$5F | ;SAVE AFRAY F'OINTEF |
| 8 C 73 | 8C | C8 | 8C |  | STY | DIMENS |  |
| 8 C 76 | A4 | 60 |  |  | LOY | \$60 |  |
| 8C78 | 8C | C9 | 8C |  | STY | DIMENS+1 |  |
| 8 C 7 B | 20 | CD | PD |  | JSF | \$ E.DCD |  |
| 8C7E | AC | C8 | 8C |  | LDY | DIMENS | ; RESTORE AFIFAY FOINTER |
| 8C81 | 84 | 5 F |  |  | STY | \$5F |  |
| 8C83 | AC | C9 | 8C |  | LDY | DIMENS+1 |  |
| 8C86 | 84 | 69 |  |  | STY | \$60 |  |
| 8 C 88 | 38 |  |  |  | SEC |  | ; SURTRACT 2 FFiOM |
| 8 C 89 | AS | FD |  |  | LDA | \$FD | ; DIMENSION FOINTEF |
| 8CEP. | E9 | 02 |  |  | SEC | \#\$02 |  |
| 8C8D | 85 | FD |  |  | STA | \$FD |  |
| 8C8F | A5 | FE |  |  | LDA | FFE |  |
| 8С91 | E9 | 00 |  |  | SR.C | H\$00 |  |
| 8C93 | 85 | FE |  |  | STA | \$FE |  |
| $8 \mathrm{C95}$ | C5 | FC |  |  | CMF | 和C | ;END OF ARRAY? |
| 8 C 97 | D0 | 06 |  |  | R.NE | DUMF'24 | ;NO |
| 8 C 99 | AS | FD |  |  | LDA | \$FD |  |
| 8 c 9 P | C | FE |  |  | CMF' | \#FP. |  |
| 8C90 | F0 | 08 |  |  | P.EQ | DUMF'25 | ; YES |
| 8C9F |  |  |  |  |  |  |  |
| 3C9F | A9 | 2 C |  | DUMF 24 | LDA | H\$2C | ; CHAF , , |
| 8CA1 | 20 | D2 | FF |  | JSF | \$FFD2 | ;FRINT IT |
| 8CA4 | 4 C | 56 | 8C |  | JMF' | DUMF'22 | ;DO NEXT EL.EMENT |
| 8 8-A7 |  |  |  |  |  |  |  |
| 8CA7 | A0 | 03 |  | DUMF'25 | L.DY | \#\$03 | ; GET LENGTH OF |
| 8CA9 | P. 1 | 5 F |  |  | LDA | (\$5F), Y | ;AFRAY ENTRY |
| 8CAE | 85 | FP. |  |  | STA | \$FE |  |
| 3CAD | 88 |  |  |  | DEY |  |  |
| 8CAE | P. 1 | $5 F$ |  |  | LDA | (\$5F), Y |  |
| 8CB. 0 | 18 |  |  |  | CLC |  |  |
| 8CP 1 | 65 | 5 F |  |  | ADC | $\ddagger$ SF | ; AND ADD TO AFFAAY |
| 8 CP 3 | 85 | 5 F |  |  | STA | \$5F | ; FOINTEF |
| 8CES | A5 | 68 |  |  | LDA | \$60 |  |
| 8 CP 7 | 65 | FP. |  |  | ADC | \$FP. |  |
| 8C. 9 |  | 60 |  |  | STA | \$60 |  |


| L.OC | CODE |  | L.INE |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| $8 \mathrm{CP} . \mathrm{P}$ | A' 29 |  |  | LDA | \#も 29 | ; CHAR ') |  |
| 8CED | 20 D2 | FF |  | JSFi | aFFD2 | ; FFIINT |  |
| 8CCO | A9 0D |  |  | L.CA | \# $\square_{\text {a }}$ D | ; CAFRIAG | E FETUR |
| 8 CC 2 | 20 D 2 | FF |  | JSF | \$FFD? | ; FRIMT |  |
| $8 \mathrm{CC5}$ | 4 C FA | 8 P |  | JMF- | DUMF' 18 | : DO NEXT | AEFAY |
| 8.c.8 | 0080 |  | DJMENS | . WOR | 0 |  |  |
| 8CCA | 22 |  | DUMTPL | . Br | 622, 62 | D, \$24 |  |
| Ecce | 20 |  |  |  |  |  |  |
| 8CCC | 3 D |  |  |  |  |  |  |
| 8CCD | 24 |  |  |  |  |  |  |
| BCCE |  |  |  | .END |  |  |  |

## EXEC

Abbreviated entry: $\mathrm{E}($ shift $) \mathrm{X}$
Affected Basic abbreviations: EXP - EXP
Token: Hex \$EE,\$øD Decimal 238,13
Modes: Direct and program
Recommended mode: Direct only
Purpose: To EXECute a text file stored on disk. This command works in conjunction with GET and PUT.

Syntax: EXEC filename, d - where d is the device number (disk only).
Errors: Illegal device - if the device number specified is less than eight
Missing filename - if a null filename is specified
File not found - if the file does not exit
Device not present - if no disk drive is connected
Too many files - if ten files are already open
Disk errors - at the end, the disk error channel is read and displayed

Use: EXEC can be used in several different ways. The main one is to set up function keys when first powered up. For example, enter the program:
$1 \emptyset$ CTL(,,5, $\emptyset, \emptyset, 1)$
$2 \emptyset$ KEY1,"CATALOG"+CHR\$(13)
$3 \emptyset$ KEY2,"DISK"+CHR\$(13)
$4 \emptyset$ KEY3,"LIST" + CHR \$(13)
$5 \emptyset$ KEY4,"RUN"+CHR\$(13)
60 KEY5,"OLD"+CHR\$(13)
$7 \emptyset$ KEY6,"PEEK("
$8 \emptyset$ KEY7,"RENUMBER"
$9 \emptyset$ KEY8,"FIND@"
$1 \emptyset \emptyset$ PRINT CTL(12,12,,,,1)"FUNCTION KEYS DEFINED"

Use the PUT command to write this to a disk file: PUT"FK", 8
When powered up, type EXEC"FK", 8 and the commands will be carried out and your function keys will be defined.

Other uses could be a string of CHANGE commands to a program.
Routine entry point: \$8CCE
Routine operation: The filename and device number are read in and the file is opened. Each line is read into the input buffer until carriage return is found. It is then tokenised, and executed until the file is complete or an operating error occurs.

| LOC | CODE |  |  | LINE |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 8CCE |  |  |  |  | - LIP EXEC |  |
| SCCE | 20 | 6F | 98 | EXEC | JSF DFAFS | ;GET FILE FAFIAMETETS |
| QCD1 | 20 | E. 7 | 8F |  | ISF GETOFN | ; OFEN FILE |
| 8CD4 | A9 | 93 |  |  | LDA \#\$93 | :CLEAF SCFEEN |
| 8CD6 | 20 | D2. | FF |  | JSF \$FFD2 |  |
| 8CD ${ }^{\circ}$ | AD | 00 | 03 |  | LDA $\$ 0300$ | ; STORE OFF EFFOF LINK |
| 8CDC | 8 D | 90 | 8D |  | STA EXECEF |  |
| 8CDF | AD | 01 | 03 |  | LDA \$0301 |  |
| 8CE2 | 8D | 91 | 8 D |  | STA EXECER+1 |  |
| 8CE5 | AD | 02 | 03 |  | LDA \$030? | ; STOFE OFF WAFM STAFT |
| 8 CE8 | 8D | 8 E | 80 |  | STA EXECST |  |
| 8CEP. | AD | 03 | 03 |  | LDA $\$ 0303$ |  |
| 8CEE | 8 D | 8 F | 85 |  | STA EXECST+1 |  |
| 8CF 1 | A9 | 60 |  |  | LDA HOMEFGET | ; SET 'FESET INFUT' |
| 8 CF 3 | 8 D | 2 C | 03 |  | STA \$032C | ; TO FITS |
| 8CF6 | A? | 98 |  |  | LDA HンMEFGRT |  |
| 8CF8 | 8 D | 2 D | 83 |  | STA \$032D |  |
| SCFE | A? | 59 |  |  | LDA HEXECOb | ; SET EFROF UECTOF |
| 8 CFD | 81) | 00 | 03 |  | STA $\$ 0300$ |  |
| 3000 | A9 | 8 D |  |  | LDA H.EXECOS |  |
| 8DO2 | 8D | 01 | 03 |  | STA $\ddagger 0301$ |  |
| 3D05 | A9 | 0 F |  |  | LDA HEXECO2 | ; SET WAFM START |
| 8007 | 8 D | 02 | 03 |  | STA \$0302 |  |
| 800A | A9 | 8D |  |  | LDA HVEXECO2 |  |
| 8DOC | QD | 03 | 03 |  | STA \$0303 |  |
| 8 BOF | AE | 92 | 8D | EXECO? | LDX EXECNO |  |
| QD12 | 20 | C6 | FF' |  | JSF \$FFCG | ; SET INFUT |
| 8D15 | A2 | 18 |  |  | LDX \#24 | ; BOTTOM |
| 8017 | A0 | 00 |  |  | LDY \#\$00 | ; LEFT |
| 8D19 | 18 |  |  |  | CLC |  |
| 8D1A | 20 | FO | FF |  | JSF \$FFFO | ; OF SCFEEN |
| 8D10 | A2 | 08 |  |  | LDX \#\$00 |  |
| 8015 | 20 | CF | FF | EXECO3 | JSK \$FFCF | ; GET RYTE |
| 8Dこ2 | 48 |  |  |  | F'HA |  |
| 8023 | AE | 90 |  |  | LDA $\$ 90$ | ; CHECK STATUS |
| 8D25 | D0 | 29 |  |  | R.NE EXECOS |  |
| 8 D 27 | 68 |  |  |  | FLA |  |
| 8 CD 2 | C9 | 0D |  |  | CMF \#\$00 | ; CAFRI AGE FETURN? |
| 802A | F0 | 0 A |  |  | EEQ EXECO4 |  |
| 802C | 90 | 00 | 02 |  | STA \$0200, X |  |
| 8 DOF | E8 |  |  |  | INX |  |
| 8030 | 20 | D2 | FF |  | JSF \$FFD? | ; F'RINT CHAR |
| 8033 | 4 C | $1 F$ | 80 |  | JMF EXECOZ |  |
| 8036 | A? | 00 |  | EXECO4 | LDA \#\$00 |  |
| 8 D 38 | 9D | 00 | 02 |  | STA $\$ 0200, X$ |  |
| 8D3P. | A9 | 01 |  |  | LDA \#\$01 |  |
| 803D | 85 | C6 |  |  | STA \$C6 |  |
| 803F | A9 | OD |  |  | L.DA \#\$0D |  |
| 8041 | 20 | D2 | FF |  | JSF $\ddagger F F D$ ? |  |
| 8044 | A2 | 00 |  |  | LDX $\# \$ 00$ | ; SET KEYBOAFID AS INFUT |

LOC CODE L.INE


## FIND

Abbreviated entry: F(shift)I
Affected Basic abbreviations: None
Token: Hex \$EE,\$ $\emptyset \mathrm{E}$ Decimal 238,14
Modes: Direct and program
Recommended mode: Direct only
Purpose: To find all occurrences of a string or command inside a Basic program.

Syntax: FIND string - where d is the delimiter character as in CHANGE.
Errors: Syntax error - if the syntax is not as above
String too long - if the string is longer than $4 \emptyset$ characters
Use: FIND is another useful routine for de-bugging and checking Basic programs. An example of FIND is:

## FIND@PRINT@

which will find and list all lines containing the command PRINT. If PRINT occurs more than once on a line, the line will be listed each time it is found with the exception of the last lines, where the line will be listed only once.

Routine entry point: \$8D93
Routine operation: The string to be found is read in within quotes, including spaces and colons, and stored away. The rest of the program is a loop that searches the program until the string has been found, lists the line, and starts searching from the next character.

The error message vector is stored away and replaced with a jump to an 'RTS' so that LIST will return to the routine.

| L.OC | cone |  |  | LINE |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 3093 |  |  |  |  | . LIE | FIMD |  |
| 8093 | 20 | 91 | 8 E | FIND | JSFi | FIND14 | ; GET Chafiacteri |
| 8096 | 85 | 59 |  |  | STA | \$59 | ; STORE IN FLAG |
| $8 \mathrm{D98}$ | A2 | 00 |  |  | LDX | \# $\$^{0} 0$ |  |
| 8D9A | 20 | C7 | 80) |  | JSFi | FIND03 | ;GET SEAFCH STRING |
| 8090 | 20 | ES | 3D |  | JSE | FINDO5 | ; SETUF FOINTEFS |
| 8DAO | 78 |  |  |  | SEI |  |  |
| 8DA1 | AD | 00 | 03 |  | LDA | \$0300 |  |
| 8DA4 | 8D | CF | 8E |  | STA | FINDEF |  |
| 8DA7 | AD | 01 | 03 |  | LDA | \$0301 |  |
| 8DAA | 8D) | D ${ }^{\text {a }}$ | 8 E |  | STA | FINDEF+1 |  |
| 8DAD | $A^{\prime} 9$ | 67 |  |  | LDA | HFIND 11 | ;EFFOR LINK TO RTS |
| 8DAF | 8D | 60 | 03 |  | STA | \$0300 |  |
| 8DP. 2 | AP | 8E |  |  | LDA | HFFIND11 |  |
| 8DP. 4 | 8D | 01 | 03 |  | STA | \$0301 |  |
| 8DP 7 | 58 |  |  |  | CLI |  |  |
| 8088 | 20 | F3 | 80) |  | JSF | FINDO6 | ;FIND STFING |
| 8Dee | 20 | 68 | 8 E | FIND01 | JSFi | FIND 12 | ;LIST LINE |
| SDPE | 20 | F9 | 8D |  | JSF | FIND07 | ;FIND STFING |
| 80C1 | 4 C | P.P. | 8D |  | , JMF' | FIND01 | ;AND REFEAT |
| 8DC4 |  |  |  |  |  |  |  |
| 8DC4 | 4 C | 08 | AF | FIND02 | JMF' | \$AF08 | ; SEND SYNTAX EFFROF |
| 8DC7 |  |  |  |  |  |  |  |
| 8DC7 | 20 | 8 E | 8 E | FIND03 | JSFi | FIND13 | ;GET A CHAFACTEF |
| 8DCA | F0 | F8 |  |  | P.EQ | FIND02 | ; END OF LINE |
| 8DCC | C5 | 59 |  |  | CMF' | \$59 | ; END OF STFING? |
| 80CE | Fo | 0 D |  |  | B.EQ | FIND04 | ; YES, COMFLETE |
| 80D0 | 90 | 40 | B.F |  | STA' | \$8F40, X | ;STORE IN SEAFCH STFING |
| 8DD 3 | E8 |  |  |  | INX |  |  |
| 8DD 4 | E 0 | 40 |  |  | CFPX | \#\$40 | ;STFING TOO LOING? |
| 80D6 | 00 | EF |  |  | P.NE | FIND03 | ; NO |
| 8DD8 | 42 | 17 |  |  | LDX | \#\$17 | ;STFING TOO LONG |
| 8DDA | 4C | 37 | $A^{4}$ |  | JMF' | \$ 4437 | ;OUTFUT ERFIOR |
| 8DDD | A9 | 00 |  | FINDO4 | LDA | \# $\$ 00$ | ; TEFIMINATOR TO STFING |
| 8DDF | 90 | 40 | B.F |  | STA | \$P.F40, X | ; STORE IT |
| 8DE? | 86 | 22 |  |  | STX | \$22 | ; STOFE STRING LENGTH |
| 8DE 4 | 60 |  |  |  | FTS |  | ; EXIT |
| 8DES |  |  |  |  |  |  |  |
| 8DES | A5 | 2 P |  | FINDOS | LDA | \$2. | ;GET STAFT OF FFiOGFAM |
| 8DE7 | 18 |  |  |  | CLC |  |  |
| 8DE8 | 69 | 02 |  |  | ADC | \# 902 | ;FLUS 2 |
| 8DEA | 85 | 57 |  |  | STA | \$57 |  |
| 8DEC | AS | 2C |  |  | L.DA | \$2C | ;GET STAFT OF FFROG MSE. |
| 8DEE | 69 | 00 |  |  | ADC | \#\$00 |  |
| 8DF 0 | 85 | 58 |  |  | STA | \$58 | ;STORE IT |


| LOC | CODE |  | LINE |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 8DF 2 | 60 |  |  | FiTS |  |  |
| 8DF 3 |  |  | ; |  |  |  |
| 8DF3 | A2 | 00 | FIND06 | LDX | \# $\$ 00$ | ; INDEX TO STFING |
| 8DF5 |  | 02 |  | LDY | \# 022 | ;INDEX TO LINE |
| 8DF7 | 84 | 23 |  | STY | \$23 |  |
| 8DF9 | AS | 01 | FIND07 | LDA | \$01 |  |
| EDFP. | 29 | FE |  | AND | \#gFE | ;OUT R.ASIC ROM |
| 8DFD | 85 | 01 |  | STA | \$01 |  |
| 8DFFF |  | 57 |  | LDA | (\$57), Y | ; GET R.YTE |
| 8 E 01 | Fo | 21 |  | PEQ | FIMDO9 | ; END OF L.INE |
| 8E03 | DD | 40 PF |  | CMF | \$EF40, X | ;SAME AS STFJNG? |
| 8 E 06 | 08 |  |  | F. HF |  |  |
| 8 EE 07 |  | 01 |  | LDA | $\$ 01$ |  |
| 8 EO 9 | 09 | 01 |  | OFA | \#\$01 | ; IN PASIC ROM |
| 8E0P. | 85 | 01 |  | STA | \$01 |  |
| 8E0D | 28 |  |  | FLF |  |  |
| 8E0E | D8 | 07 |  | PNE: | FIND08 | ; NOT MATCHED |
| 8 E 10 | C8 |  |  | INY |  | ; NEXT PYTE |
| 8E11 | E8 |  |  | INX |  | ; NEXT CHAF |
| 8 E 12 | E4 | 22 |  | CF'X | \$22 | ;STRING MATCHED? |
| 8 EE 14 | D0 | E3 |  | RNE | FIND07 | ; NO |
| 8E16 | 60 |  |  | Fits |  | ; YES |
| 8 EE 17 | E6 | 23 | FIND08 | INC | \$23 | ; STAFIT AT NEXT RYTE |
| 8E19 | A4 | 23 |  | LDY | \$23 |  |
| 8E1P. | A2 | 00 |  | LDX | \# $\$ 00$ | ;AND STARIT OF STFING |
| 8E1D | P. 1 | 57 |  | LDA | (\$57), Y | : GET PYTE |
| 8E1F | F0 | 03 |  | B.EA | FIND09 | ; END OF LINE |
| 8 E 21 | 4 C | F9 8D |  | JMF | FIND07 | ; TRY AGAIN |
| 8E24 | A5 | 01 | FIND09 | L.DA | \$01 |  |
| 8 E 26 | 09 | 01 |  | ORA | \#\$01 | ; IN PASIC ROM |
| 8E28 | 85 | 01. |  | STA | \$01 |  |
| 9E2A | AS | 57 |  | LDA | \$57 |  |
| 8E.2C | 38 |  |  | SEC |  |  |
| 8E2D | E9 | 02 |  | SP.C | \#\$02 | ;LINE FOINTER -2 |
| 8E2F | 85 | 57 |  | STA | $\ddagger 57$ |  |
| 8E31 | AS | 58 |  | LDA | \$58 |  |
| 8 E 33 | E9 | 08 |  | SEC | \# $\$ 00$ |  |
| 8 E 35 | 85 | 58 |  | STA | \$59 |  |
| 8E37 | A 0 | 90 |  | LDY | \# $\$ 00$ |  |
| 8E39 | P. 1 | 57 |  | LDA | (\$57), Y | ;GET LINK LO |
| 8E3E. | 85 | 59 |  | STA | \$59 | ;STOFE IT |
| 8E3D | C8 |  |  | INY |  |  |
| 8E3E | P. 1 | 57 |  | LDA | (\$57), Y | ; GET LINK HI |
| 8E40 | 85 | 58 |  | STA | \$58 | ; STORE TO FOINTER HI |
| 8E:42 | 05 | 59 |  | OFA | \$59 | ;END OF FRKOGRAM? |
| 8E44 | F0 | 10 |  | P.EA | FIND10 | ; YES |
| 8 EF 46 | AS | 59 |  | LDA | \$59 | ;GET LINE FOINTEF LO |
| 8 E 48 | 18 |  |  | CLC |  |  |
| 8E49 | 69 | 02 |  | ADC | \#\$02 | ; ADD 2 |
| 8E, | 85 | 57 |  | STA | \$57 | ;STORE IT |
| 8E4D | AS | 58 |  | LDA | \$58 | ; GET HI R.YTE |
| 8E4F | 69 | 00 |  | ADC | H\$00 |  |
| 8E5 1 | 85 | 58 |  | STA | \$58 |  |
| 8 ES 3 | 4 C | F3 8D |  | JMF | FIND06 | ; DO NEXT LINE |
| 8E56 | 78 |  | FIND10 | SEI |  |  |
| $8 \mathrm{ES7}$ | AD | CF 8E |  | L.DA | FINDEF: | ; RESET EFROR LINK |
| 8ESA | 8 D | 0003 |  | STA | \$0300 |  |
| 8 ESO | AD | D0 8E |  | LDA | FINCER +1 |  |
| 8 E 60 | 8 D | 0103 |  | STA | ¢0301 |  |
| 8 BE 63 | 58 |  |  | CLI |  |  |
| 8 E 64 | 4 C | 74 A4 |  | JMF' | \$ 4474 | ; EXIT |
| 8 E .67 |  |  |  |  |  |  |
| 8E67 | 60 |  | FIND11 | Fits |  | ;EFFIC: LINK |
| $8 E 63$ $8 E .68$ | A0 | 00 | FiND12 | LDY | H\$00 |  |


| LOC | CODE |  |  | L.INE |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 8E6A | 20 | 96 | 8 E |  | JSk | FIND 15 | ; SAME FOINTERS |
| 8E60 | A9 | 91. |  |  | LDA | \# $\ddagger 91$ | ; CURSOF UF' |
| 8E6F | 20 | D2 | FF |  | JSK | FFFD2 | ;FREINT IT |
| 8 E 72 | P. 1 | 57 |  |  | LDA | (\$57), Y | ;GET LIJPE\# LO |
| 8E74 | 85 | 14 |  |  | STA | \$14 | :STOFE IT |
| 8 E 76 | C8 |  |  |  | INY |  |  |
| 8 E77 | P. 1 | 57 |  |  | L.DA | (婧7) , Y | ; GET LINEH HI |
| 8 E 79 | 85 | 15 |  |  | STA | \$15 | ; STOFE IT |
| 8E7P. | 20 | 13 | AS |  | JSF | OA613 | ;FIND LINE ADDRESS |
| 8E7E | 20 | C9 | A6 |  | JSFi | \$ A6C9 | ; LIST LINE |
| 8E81 | 20 | B. 0 | 8 E |  | JSR | FIND16 | ;FESTORE FOINTEFS |
| 8 E84 | E6 | 23 |  |  | INC. | \$23 | ; NEXT CHAF IN LINE |
| BE8S | A4 | 23 |  |  | LDY | \$23 |  |
| 8E89 | A2. | 88 |  |  | L.DX | \# $\$ 00$ | ; STAFET OF STRING |
| 8E8A | 60 |  |  |  | Fits |  |  |
| 8Ege. |  |  |  | , |  |  |  |
| 8E8E | E6 | 7A |  | FIND13 | J.NC | \$7A | ; INCFEASE L.SE |
| 8E8D | D6 | 02 |  |  | BRE | FIND 14 |  |
| 8E.8F | E. 6 | 7 P |  |  | INC | \$78. |  |
| 8E91 | A9 | 00 |  | FIND 14 | LDY | \#\$00 |  |
| 8E93 | P. 1 | 7A |  |  | LDA | (\$7A), Y | ;GET INFUT EYTE |
| 8E95 | 60 |  |  |  | FTS |  |  |
| 8E96 |  |  |  |  |  |  |  |
| 8E96 | AS | 22 |  | FIND15 | L.DA | ま22 | ;STORE STFING LENGTH |
| 8 E 98 | 80 | CA | 8E |  | STA | FIND17 |  |
| 8E.9E. | ${ }_{4} 5$ | 23 |  |  | LDA | \$23 | ; STOFE LINE INDEX |
| 8E9D | 80 | CP. | 8E |  | STA | FIND17+1 |  |
| EEAA | A5 | 57 |  |  | LDA | \$57 | ; STOFE LINE FOINTEF LO |
| 8EA2 | 80 | CC | 8E |  | STA | FIND17+2 |  |
| 8EAE | AS | 58 |  |  | LDA | \$58 | ; HI |
| BEAT | 8 D | CD | 8 E |  | STA | FIND17+3 |  |
| SEAA | A5 | FC, |  |  | L.DA | \$FC | ; SAUE CHANGE VAFitable |
| 8EAC | 80 | CE | 3E |  | STA | FIND17+4 |  |
| 8EAF | 60 |  |  |  | FTS |  |  |
| 8EPO |  |  |  |  |  |  |  |
| 8EPC | AD | CA | 8 E | FIND16 | LDA | FIND17 | ;GET STFING LENGTH |
| 8EP 3 | 85 | 22 |  |  | STA | \$22 |  |
| 8EPS | AD | CP | 8E |  | LDA | FIND 17+1 | ; GET LINE INDEX |
| 8EP. 8 | 85 | 23 |  |  | STA | $\$ 23$ |  |
| 8EPA | AD | CC | 8 E |  | LDA | FIND17+2 | ;GET LINE FOINTEF LO |
| 8EPD | 85 | 57 |  |  | STA | \$57 |  |
| 8EP.F | AD | CD | 8E |  | LDA | FIND17+3 | ; GET LINE FOINTEF HI |
| 8EC2 | 85 | 58 |  |  | STA | \$58 |  |
| $8 \mathrm{EC4}$ | AD | CE | 8 E |  | LDA | FIND17+4 | ;GET CHANGE FAFAMETEF |
| 8EC7 | 85 | FC |  |  | STA | \$FC |  |
| BEC9 | 60 |  |  |  | FTS |  |  |
| 8ECA | 00 |  |  | FIND 17 | . P.YT | \$00, 900 | 0, 000,000 |
| 8ECE | 00 |  |  |  |  |  |  |
| 8ECC | 00 |  |  |  |  |  |  |
| 8ECD | 00 |  |  |  |  |  |  |
| 8ECE | 00 |  |  |  |  |  |  |
| 8ECF | 00 | 00 |  | FINDEF | . WOR | 0 |  |
| 8ED 1 |  |  |  |  | .END |  |  |

## GET

Abbreviated entry: G(shift)E
Affected Basic abbreviations: None

## Token: Hex \$EE,\$ 0 F Decimal 238,15

Modes: Direct and program
Recommended mode: Either; different effects in direct mode and program mode.

Purpose: To input an ASCII file on disk into memory with line numbers created from $1 \emptyset \emptyset \emptyset$ in steps of $1 \emptyset$. GET will read in files created by the Commodore assembler and SYSRES. Each line is read in until a carriage return is reached. It is then tokenised and entered into memory as a program line.

Syntax: Direct mode: GET filename, d - where d is the device number (disk only)
Run mode : as chapter 3 GET and GET\#
Errors: Illegal device - if the device number specified is less than eight
Missing file name - if a null filename is specified
File not found - if the file does not exist
Device not present - if no disk drive is connected
File open error - if ten files are already open
Disk errors - at the end, the disk error channel is read and displayed

Use: For editing Commodore assembler files or for editing files for the use of the EXEC command.

Routine entry point: \$8ED1
Routine operation: The GET routine first checks whether the computer is in run mode or direct. If it is in run mode, then the Basic version of GET is performed. If in direct mode, the file parameters are read in and checked for a null filename or the device not being disk. If these checks are OK, the message 'reading' filename is displayed and the file is opened. Each line is then input and stored in the input buffer, tokenised, and entered into memory until the end of file marker is reached. The program is then re-chained and the variable pointers are set to the correct values for the program. Finally the disk error channel is read and displayed.

| LOC | CODE | L.INE |  |  |
| :---: | :---: | :---: | :---: | :---: |
| 8ED 1 |  |  | . LIE GET |  |
| 8ED 1 | A5 9D | GET | LDA 990 | ; CHECK IF DIFECT |
| 8ED3 | D0 06 |  | E.NE GETUN | ; YES, DIFECT |
| 8ED5 | 207980 |  | JSF: $\$ 0079$ | ;GET CUFKENT CHAF |
| 8ED8 | 4 C 7E AB |  | JMF' \$ AR7E | ;FEFFOFM EASIC 'GET' |
| 8EDE | 20 6F 98 | getun | JSF DFAFS | ;GET FILE FAFAMETEFS |
| 8EDE | 20998 F |  | JSFi GETMES | ; 'FEADING' |
| 8EE1 | 20 B 78 F |  | JSF GETOF'N | ;OFEN FILE |
| 8EE4 | $20 \mathrm{AC} \mathrm{8F}$ |  | JSFi GETIN | ; SET INFUT |
| 8EE7 | A5 2 P |  | LDA $\$ 2 \mathrm{P}$ | ; SET START OF FRIGGRAM |
| 8EEY | 85 FR |  | STA $\ddagger \mathrm{FR}$ | ; FOINTEF |
| 8EEP. | A5 2C |  | LDA $\$ 2 \mathrm{C}$ |  |
| 8EED) | 85 FC |  | STA $\ddagger F C$ |  |

L.OC CODE L.INE

| 8EEF | A5 | 2 P |  | L.DA | \$2B |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 8EF 1 | 18 |  |  | CLC |  |  |
| 3EF2 | 69 | 02 |  | ADC | H\$02 |  |
| 8EF4 | AA |  |  | TAX |  |  |
| 8EFS | AS | 2C |  | LDA | \$2C |  |
| 8EF7 | 69 | 00 |  | ADC | \# $\$ 00$ |  |
| 8EF9 | 85 | 2E |  | STA | \$2E |  |
| 8EFP | 85 | 30 |  | STA | \$30 |  |
| 8EFD | 85 | 32 |  | STA | \$32 |  |
| 8EFF | 86 | 2D |  | STX | \$2D |  |
| 8 F 01 | 86 | 2 F |  | STX | \$2F |  |
| 8 F 03 | 86 | 31 |  | STX | \$31 |  |
| 8 F 05 | A9 | 03 |  | LDA | H\$03 | ; STAFT LINEA HI |
| 8 F 07 | A2 | E8 |  | LDX | \#\$E8 | ; STAFT LINE\# HI |
| 8 F 09 | 8 D | DD 8F |  | STA | GETLNO+1 |  |
| 8 FOC | 8 E | DC 8F |  | STX | GETLNO |  |
| 8 FOF | A0 | 00 | GETLFI | LDY | \#\$00 |  |
| 8F11 | 20 | CF FF | GETIF' 2 | JSF | \$FFCF | ; INFUT RYTE |
| 8F 14 | C9 | 0 D |  | CMF' | H\$0D | ;END OF LINE? |
| 8 F 16 | F0 | 0 C |  | BEA | GETLN | ; YES |
| SF18 | C9 | $0 \cdot$ |  | CMF | H\$0f | ;LINE FEED? |
| 8F1A | F0 | FS |  | BEQ | GETLF'2 | ; YES |
| 8F1C | 99 | 0002 |  | STA | \$0200, Y | ;STORE RYTE |
| 8F1F | C8 |  |  | INY |  |  |
| 8 F 20 | C0 | 57 |  | CFY | \#\$57 | ;END OF RUFFEF? |
| 8 F 22 | D0 | ED |  | RNE | GETLF'2 |  |
| 8 F 24 | AS | 90 | GETLN | LDA | \$90 | ; STATUS |
| 8 F 26 | 8D | DE 8F |  | STA | GETEF |  |
| 8F29 | A9 | 00 |  | LDA | \#\$00 | ; TEFMINATOR |
| 3 F 2 E | 99 | 0002 |  | STA | \$0200, Y | ; STORE |
| 8F2E | A2 | 00 |  | LDX | \# $\ddagger 00$ |  |
| 8 F 30 | 86 | 7A |  | STX | \$7A |  |
| 8 F 32 | A9 | 02 |  | LDA | H\$02 |  |
| 8 F 34 | 85 | 7 P |  | STA | \$78 |  |
| 8F36 | 20 | 79 AS |  | JSKi | \$A579 | ; CFiUNCH LINE |
| 8F39 | AD | 0002 |  | LDA | \$0200 |  |
| 8F3C | Fo | 42 |  | BEQ | GETLF'4 | ;NULL LINE |
| 8F3E: | A 0 | 02 |  | LDY | \#\$02 |  |
| 8 F 40 | AD | DC 8F |  | LDA | GETL.NO | ;LINEH LO |
| 8 F 43 | 91 | FE. |  | STA | (fFE), Y | ; STORE IT |
| 8 F 45 | C8 |  |  | INY |  |  |
| 8 F 46 | AD | DD 8F |  | LDA | GETLNO+1 | ;LINEA HI |
| 8F49 | 91 | Fe. |  | STA | ( $\ddagger$ FB), Y | ;STOFE IT |
| 8F42. | C8 |  | GETLF 3 | INY |  |  |
| 8 F 4 C | P. 9 | FC 81 |  | LDA | \$01FC, Y | ; GET RYte |
| 8 F 4 F | 91 | Fe. |  | STA | (\$FE), Y | ; STORE IT |
| 8F51 | D0 | F8 |  | BNE | GETLF'3 | ;UNTIL END OF LINE |
| 8F53 | C8 |  |  | INY |  |  |
| 8F54 | 98 |  |  | TY'A |  |  |
| 8F55 | A0 | 00 |  | LDY | \#\$00 |  |
| 8 F 57 | 18 |  |  | CLC |  |  |
| 8F58 | 65 | Fe. |  | ADC | \$FP. | ; INCFEASE FOINTEF E |
| 8F5A | 85 | Fo |  | STA | \$FD | : LENGTH |
| 8F5C | 91 | FP |  | STA | (\$FE), Y |  |
| 8 FSE | AS | FC |  | LDA | \$FC |  |
| 8F60 | 69 | 00 |  | ADC | \# $\$ 00$ |  |
| 8 F 62 | C8 |  |  | INY |  |  |
| 8FS3 | 91 | Fe. |  | STA | (\$FB.) , Y |  |
| 8 F 65 | A8 |  |  | TAY |  |  |
| 8F66 | A5 | FD |  | LDA | \$FD |  |
| 8F68 | 85 | FP. |  | STA | FFB. |  |
| 8F 6A | 84 | FC |  | STY | \$FC |  |
| 8FbC | 98 |  |  | TYA |  |  |
| 8F60 | 30 | 19 |  | PMI | GETEND |  |
| 8F6F | AD | DC 8F |  | LDA | GETL.NO | ; INCFEASE LINEA |
| 8F72 | 18 |  |  | CLC |  |  |


| LOC | CODE |  |  | LINE |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 8F73 | 69 | 0A |  |  | ADC | H 90 A | ; BY 10 |
| 8F75 | 8D | DC | 8F |  | STA | GETLNO |  |
| 8F78 | AD | DD | 8F |  | LDA | GETLNO+1 |  |
| 8 F 7 P | 69 | 00 |  |  | ADC | \#\$00 |  |
| 8F70 | 8D | DD | 8F |  | STA | GETLNO+1 |  |
| 8 FF 8 | AD | DE | 8F | GETLF'4 | LDA | GETER | ; STATUS? |
| SF83 | D0 | 03 |  |  | E.NE | GETEND | ; P.AD |
| 8 F 85 | 4 C | OF | 8 F |  | JMF' | GETLF'1 | ;DO NEXT LINE |
| 8 F 88 |  |  |  | ; |  |  |  |
| 8F88 | A9 | 00 |  | GETEND | LDA | \#\$00 |  |
| 8F8A | AB |  |  |  | TAY |  |  |
| 8 FBE . | 91 | FP. |  |  | STA | (\$FE), Y | ; ZERO END OF FROGRAM |
| 2F80 | C8 |  |  |  | INY |  |  |
| 8FBE | 91 | FP. |  |  | STA | (\$FE) , Y |  |
| $8 \mathrm{F9} 0$ | 20 | AC | 99 |  | JSF | FUTEND | ; CLOSE AND DISK |
| 8 F 93 | 20 | 85 | 98 |  | JSFi | OLD | ; FESET FOINTEFS |
| $8 \mathrm{F96}$ | 4 C | 74 | A4 |  | JIMF' | \$A474 |  |
| 8F99 | A9 | A3 |  | GETMES | LDA | \#GGMESSG | ;FOINTEF TO |
| 8F9P. | A0 | 8 F |  |  | L.DY | H:GMESSG | ;'FEADING' |
| 8F90 | 20 | 1 E | AB |  | JSF | $\ddagger A B .1 E$ | ;FFINT STRING |
| 8FAO | 4 C | C1 | FS |  | JMFF | \$F5C1 | ;FFINT FILENAME |
| 8FA3 | 52 | 45 |  | GMESSG | . B.YT | 'FEADING | , , \$00 |
| 8 FAB | 00 |  |  |  |  |  |  |
| 8FAC | A6 | 8.8 |  | GETIN | LDX | \$. B . 8 |  |
| 8FAE | 20 | C6 | FF |  | JSF | \$FFC6 | ; SET INFUT |
| 8 FP 1 | P. 0 | 81 |  |  | ECS | GETIN1 | ; ERCOOR |
| 8 FR 3 | 60 |  |  |  | FTS |  |  |
| 8 FP. 4 | 4 C | F9 | E0 | GETIN1 | JMF | \$E0F9 | ; SEND ERFROF: |
| 8FP. 7 |  |  |  |  |  |  |  |
| 8 FE .7 | A0 | 00 |  | GETOFN | L.DY | \#\$00 |  |
| 8 FP 9 | P. 1 | P.E. |  | GETOF 1 | LDA |  | ;GET P.YTE |
| 8 FEP | 99 | 00 | 02 |  | STA | \$0200, Y | ; STORE IT |
| 3FPE | C8 |  |  |  | Iny |  |  |
| 8FEF: | C4 | R. 7 |  |  | CFY | \$ 8.7 | :END OF FIIEENAME? |
| 8FC1 | D0 | F6 |  |  | P.NE | GETOF' 1 | ;NOT YET |
| 8FC3 | A? | 80 |  |  | L.DX | \# 900 |  |
| 8FC5 | P. ${ }^{\text {d }}$ | D8 | 8F | GETOF? | LDA | GETSF, X | ; GET P.YTE |
| 8FC8 | 99 | 00 | 02 |  | STA | \$0200, Y | ;STORE IT |
| 8 FCP | E8 |  |  |  | INX |  |  |
| 8FCC: | C8 |  |  |  | INY |  |  |
| 8FCD | E0 | 04 |  |  | CF'X | H\$04 | ; END OF SR? |
| 8FCF | De | F4 |  |  | PNE | GETOF 2 | ; NOT YET |
| 8FD1 | A9 | 60 |  |  | LDA | \#\$60 |  |
| 9FD 3 | 85 | 8.9 |  |  | STA | \$8.9 |  |
| 9 FDS | 4 C | 15 | 9 A |  | JMF' | FUTOF/ | ;COMFILETE OFEN |
| 8FD8 | 2 C | 53 |  | GETSF | - BYT | ', S, R' |  |
| 8FDC | 00 | 00 |  | GETLNO | . WOF | 0 |  |
| 8FDE | 00 |  |  | GETEF | - B.YT | - |  |
| 8FDF |  |  |  |  | . END |  |  |

## HIMEM

Abbreviated entry: H(shift)I
Affected Basic abbreviations: None
Token: Hex \$EE,\$1E Decimal 238,3Ø
Modes: Direct and program

## Recommended mode: Either

Purpose: To read/set the top of Basic programming memory.
Syntax: HIMEM = expression - sets the top of memory to the expression ( $\emptyset$-65535)
A $=$ HIMEM or PRINT HIMEM - returns the top of memory address

Errors: Syntax error
Illegal quantity - if the address is out of the range ( $\emptyset-65535$ )
Use: HIMEM can be used to protect an area of memory at the top of Basic programming memory for the use of data storage or machine code programs. With these routines in memory, HIMEM is set at 32768 . When HIMEM is used to set, a CLR is performed, thus wiping out all variables.

Routine entry point: \$8FDF
Routine operation: HIMEM first checks to see whether it was called by the arithmetic routine or the execute statement routine. If the arithmetic routine called it, the top of memory pointer is read and converted to floating point form. If not, the ' $=$ ' sign is scanned and the value is read in and stored at the top of memory pointer. CLR is then performed.

| LOC | 6005 | LINE |  |  |
| :---: | :---: | :---: | :---: | :---: |
| 8FDF |  |  | .LIE. HIMEM |  |
| 8FDF | 68 | HIMEM | FlıA | ;GET RETUFN ADDFESS |
| 8FED | 48 |  | FHA |  |
| 3FE1 | C9 80 |  | CMF \# 38 C | ; ARITHMETIC? |
| 8FE. 3 | D0 07 |  | ENE HIMSET | ; NO |
| 8FE | A6 37 |  | L.DX $\$ 37$ | ; GET HIMEM LO |
| 8 8E7 | A5 38 |  | LDAA \$38 | ; GET HIMEM HI |
| 9FE9 | 4 C A3 89 |  | JMF ASSIGN | ; SEND IT |
| 8FEC |  | ; |  |  |
| gFEC | A9 B2 | HIMSET | LDA \#\$8.2 | ; CHAF ' =' |
| 8FEE | 20 FF AE |  | ISFF \$AEFF | ; SCAR FAST ' =' |
| 8FF1 | 208 AAD |  | ISF \$AD8A | ;GET ADDFESS |
| 8FF4 | 20 F7 P.7 |  | ISF \$ \$ 7F7 | ;FIX IT |
| 8FF7 | AS 14 |  | LDA \$14 | ; GET UALUE LO |
| 8FF9 | 8537 |  | STA $\$ 37$ | ; STUREE TO MEMTOF |
| 8 FFP . | 8535 |  | STA \$35 | ;UTILITY STRING |
| EFFD | 8533 |  | STA \$ $\$ 3$ | ; STRING |
| 8FFF | A5 15 |  | LDA \$15 | ; GEt value hi |
| 9001 | 8538 |  | STA \$38 | ;STOFE TO HI RYTES |
| 9003 | 8536 |  | STA \$36 |  |
| 9005 | 8534 |  | STA \$34 |  |
| 9007 | AS 20 |  | LDA \$20 | ;FEFFORM CLR |
| 9009 | 85 2F |  | STA 92 F |  |
| 900 P | 8531 |  | STA ${ }^{\text {¢ }} 31$ |  |
| 7000 | A5 2E |  | LDA $\$ 2 \mathrm{E}$ |  |
| 900 F | 8530 |  | STA \$30 |  |
| 9811 | 8532 |  | STA $\$ 32$ |  |
| 9013 | 60 |  | FiTS |  |
| 9014 |  |  | . END |  |

## KEY

Abbreviated entry: K (shift) E
Affected Basic abbreviations: None
Token: Hex \$EE,\$1ø Decimal 238,16

## Modes: Direct and program

Recommended mode: Either, but function keys work in direct mode only.
Purpose: To set an eight byte string to one of the eight function keys.
Syntax: KEY expression, string - where the expression is a value (1-8) and the string is any string expression (first eight bytes only are accepted).

Errors: Illegal quantity - if the key number is $<1$ or $>8$
Syntax error - if missing comma
String too long - if the string is longer than 255 bytes
Type mismatch - if the command is numeric instead of string
Use: KEY is used to set a commonly used string or command onto a function key. There are eight function keys available and each one can be eight bytes long. For an example of the format for KEY, see the EXEC command.

Routine entry point: $\$ 9 \emptyset 14$
Routine operation: KEY first reads in the function key number and checks that it is within range (anything after a decimal point is ignored). If it is within range, the comma is scanned past and the string is read in. The string is then copied into the storage area until the whole string is in or the first eight bytes.


```
LOC CODE L.INE
```



## LOMEM

## Abbreviated entry: L(shift)O

Affected Basic abbreviations: LOAD - LO(shift)A
Token: Hex \$EE,\$1F Decimal 238,31
Modes: Direct and program
Recommended mode: Either
Purpose: To read/set the bottom of Basic programming memory.
Syntax: LOMEM $=$ expression - sets the bottom of memory to the expression ( $\emptyset-65535$ ).
A $=$ LOMEM or PRINT LOMEM - returns the bottom of memory address.

Errors: Syntax error
Illegal quantity - if the address is out of range ( $\emptyset-65535$ )
Use: LOMEM can be used to protect an area of memory at the bottom of the Basic programming memory for the use of data storage or machine code programs. LOMEM is originally set at $2 \emptyset 49$. When LOMEM is used to set, a NEW is performed, thus wiping out all variables and Basic program at the new address. If a program was there, use OLD to restore it.

Routine entry point: \$9め5D
Routine operation: LOMEM first checks to see whether it was called by the arithmetic routine or the execute statement routine. If the arithmetic routine
called it, the bottom of memory pointer is read and converted to floating point form. If not, the ' $=$ ' sign is scanned and the value is read in and stored at the bottom of memory pointer. NEW is then performed. The byte below the new bottom of memory is also set to zero.
LOC CODE L.INE


## MAT

Abbreviated entry: M(shift)A
Token: Hex \$EE,\$11 Decimal 238,17
Modes: Program and direct

Purpose: To perform arithmetic operations on entire arrays, assuming their contents to be matrices.

Syntax: MAT array name $=($ arithmetic expression $)$. Assign scalar value to all elements of the matrix in the array. Brackets are required around the expression.

MAT array name $=$ array name. Assign all corresponding elements from one array to another. Both arrays must be numeric and of the same dimensions.

MAT array name $=$ array name operator (arithmetic expression) or
MAT array name $=($ arithmetic expression $)$ operator array name. The operator may be + or $*$ to add or multiply a matrix with a scalar value.

MAT array name $=$ array name + array name. All three arrays must be of the same dimensions and numeric.

MAT array name $=$ array name $*$ array name. Array sizes must follow the convention for matrix multiplication i.e. $(a \times c)=(a \times b)^{*}(b \times c)$, where $\mathrm{a}, \mathrm{b}, \mathrm{c}$ are the array sizes in the DIM statement plus 1 (element $\emptyset$ is used).

The MAT command will only accept arrays of 1 or 2 dimensions, of only numeric type and with not more than 255 elements in either dimension.

Errors: Syntax error - when the expression is not in brackets or an illegal operator is used
Type mismatch - for string arrays
Bad subscript - for arrays of incorrect size etc.
Use: High speed matrix arithmetic is approximately eight times faster than an equivalent basic subroutine. Using this command also saves the use of nested FOR...NEXT loops, thereby reducing the chances of an Out of memory error due to the stack being full. Since most versions of Basic on mainframe computers have full matrix arithmetic, this subset of the full MAT command will be useful in converting programs to run on the CBM 64. Matrix arithmetic is often used in programs handling large amounts of numbers in linear equations.

The routine uses the simple convention that a matrix of size $\mathrm{a} \times \mathrm{b}$ will be stored in an array dimensioned by DIM $\mathrm{A}(\mathrm{a}-1, \mathrm{~b}-1)$. This means that a routine to read a $5 \times 2$ matrix from data statements would be:

DIM A(4,1)
FOR I $=\emptyset$ TO 4
FOR $\mathrm{J}=\emptyset$ TO 1
READ A(I,J)
NEXT J,I
DATA $\emptyset, 4$
DATA 3, 5
DATA $-5,3.45$
DATA 1,1
DATA .4,-4

To print an array use a routine like:
FOR I $=\emptyset$ TO 4
FOR $\mathbf{J}=\emptyset$ TO 1
PRINT A(I,J),
NEXT J
PRINT
NEXT I
The matrix multiplication is equivalent to: $(\mathrm{a} \times \mathrm{c})=(\mathrm{a} \times \mathrm{b}) *(\mathrm{~b} \times \mathrm{c})$.
DIM A $(a-1, c-1), B(a-1, b-1) c,(b-1, c-1)$
MAT A $=\mathrm{B} * \mathrm{C}$
is the same as but faster than:
FOR I $=\emptyset$ TO $a-1$
FOR $\mathrm{J}=\emptyset$ TO $\mathrm{c}-1$
$\mathrm{T}=\emptyset$
FOR K $=\emptyset$ TO b -1
$\mathrm{T}=\mathrm{T}+\mathrm{B}(\mathrm{J}, \mathrm{K}){ }^{*} \mathrm{C}(\mathrm{K}, \mathrm{I})$
NEXT K
$\mathrm{A}(\mathrm{J}, \mathrm{I})=\mathrm{T}$
NEXT J
NEXT I
Routine entry point: \$9фAC
Routine operation: The MAT routine uses the following Basic ROM calls:
\$AEF1 - Evaluate expression in brackets
\$BBD4 - FAC\#1 to memory (x.y)
\$BBA2 - Memory (x.y) to FAC\#1
\$B1BF - Float to fixed
\$B391 - Fixed to float
\$B867 - Memory (a.y) + FAC\#1 to FAC\#1
\$B850 - Memory (a.y) - FAC\#1 to FAC\#1
\$BA28 - Memory (a.y) * FAC\#1 to FAC\#1
The routine for assignment will, for speed, perform just a block memory move if the two arrays are both of the same type e.g. both integer. The multiply routine works in the same way as the Basic version above. It calculates the address of the next element required just by adding a pre-calculated offset for speed.

Readers are advised to consult a standard mathematics textbook for details of matrix arithmetic.

```
100 R$=" NOITARTSNOMED LTC DHA YLPITLUM XIRTAM "
110 CTL(,,.0,0,1)
120 FORI=1TOLEN(F%)
130 EF=MID$(F*:I,1)
140 C=ASC(B专)AHID15
150 PRINTCTL(40-I,i,COR1, C);B
```

```
160 HEXT
170 FRINTCTL(,3,14)" TIME IN BRSIC"
180 PRINTCTL(,,15)" TIME IN MHT "CTL(,,5)
130 KF=10
200 K1=3
210 Y1=3
220}:<2=
230 +2=1
240 < < =1
250 Y 3=3
266 IIMA(X1,Y'1),B(X2,Y'2),C(X3,Y'3)
270 GOSUB430
280 GOSUB450
290 FRINTCTL(1,7);"--------------------------------------------------
300 T1=TI
310 GOSUB47日
320 FRINTCTL(15,3,14)<TI-T1)/60CTL(,7)
330 GOSUB410
346 PRINTCTL<1,12,5);"-------------------------------------------------
350 T1=TI
360 MFT F=B係-
370 FRINTCTL(15,4,15)(TI-T1)/60CTL(,12)
380 GOSUE410
396 FRINTCTL(1,17,5);"---------------------------------------------------
400 ETL(0,22):EHD
410 FORI=0TOX1:FORJ=BTOY1:FRIHTCTL((J+1) 豖XP-10);F\I, J);:NEXT:FRINT:NEXT
4 2 6 ~ F E T U R H .
4FOT FORI=0TOM2:FORJ=@TOY2:REHDE\I,J :NEXT :NEXT
440 RETIIFH
450 FORI=QTOKS:FORJ=GTO'S:REFIUC(I, J):NE'XT :NEXT
4 6 0 ~ R E T U F F H
47日 FOR'Y=0TO'T1
480 FORX=0TOX1
490 T=0
506 FORI=0TO'T'2
510 T=T+B(K,I)棌(I,'T')
5 2 0 ~ H E X T ~
530 A(X, Y')=T
5 4 0 ~ H E X T T
550 NEXT
5 6 0 ~ F E E T U F H
```



```
580 INTAB3,4
```



```
600 DATRT, SE-5
6 1 0 ~ F E M
620 IIRTR1,2,3;4
630 DATR5,6,7,8
```

Program 17．Demonstration of the MAT command and use of CTL command．

```
LOC CODE LINE
\begin{tabular}{|c|c|c|c|c|c|c|}
\hline 9 GAC & & & \multicolumn{4}{|c|}{－L．IE MAT．COMMAND} \\
\hline \％AAC & & & \multicolumn{4}{|l|}{；} \\
\hline OAAC． & & & \multicolumn{4}{|l|}{： 16 PIT UNSIGNED MULTIFL．Y} \\
\hline \(90 A C\) & & & \multicolumn{4}{|l|}{\＃} \\
\hline 9OAC & & & \multicolumn{4}{|l|}{；WAFEA \(=\mathrm{N} 1 \div N 2\)} \\
\hline SOAC & & & \multicolumn{4}{|l|}{；} \\
\hline \(90 A C\) & 00 & 00 & N1 & ．\({ }^{\text {d }}\) NOF & & \\
\hline 90AE & 00 & 80 & N2 & ．WOF & & \\
\hline 9080 & & 00 & FESULT & ．WDF & & \\
\hline 90 P 2 & & & ； & & & \\
\hline 908.2 & & & MMULT & LDA \＃ & \＃0 & ；ZEFO \\
\hline cepr 4 & 80 & P． 0 & & STA Fi & ESSULT & \\
\hline
\end{tabular}
```

| 9087 | 80 | P. 190 |
| :---: | :---: | :---: |
| Gebi | $A D$ | AE 90 |
| 90 PD | 20 | AF 90 |
| 70 CO | FO | 08 |
| 90.2 | AD | AC. 90 |
| 9005 | 0 D | AD 90 |
| 90.88 | D0 | 01 |
| 90CA | 60 |  |
| 99 CB | A9 | 01 |
| 9000 | 20 | AC 90 |
| 9009 | Fo | 13 |
| 9802 | 18 |  |
| 9003 | AD | AE 90 |
| 9006 | 6D | 1. 098 |
| 9009 | 8D | 8. 098 |
| 900 C | AD | AF 90 |
| 90 DF | 60 | P. 190 |
| 90E2 | 8D | E1 190 |
| 90E5 | 0 E | AE 90 |
| ¢0E8 | 2E | AF 90 |
| goEd | 4E | AD 90 |
| geEE | 6E | $A C 90$ |
| 90F1 |  | C2 |

LINE

STA RESULT+1
LDA N2 ; END IF $N 2=0$
OFA N2+1 PEQ MMULT2
MMULTI LDA N1 $\quad$ N1 $=0$ ?
OFiA N1+1
BNE MMLLLTZ
MMULTE FTS
MMULTE LDA $\# 1 \quad$ IIF B.IT 0 OF N1
AND N1 ;THEN ADD N2 TO FESULIT
PEE MMULT 4
CLC ;ADD N2 TO FESULT
LDA N2
ADC RESULT
STA RESULT
LDA $N 2+1$
ADC RESULT +1
STA FESULTT+1.
MMULT 4
ASL $N 2$
FOL
N2 $2+1$ $; N 2=N 2 * 2$

LSF N1+1 $; N 1=N 1 / 2$
ROR N1
JMF MMULTI
;
;
;
MATKIX AFITHMETIC

;
ISNAL.F $=\$$ P. 113
CHFIGOT $=\$ 79$
CHFGET $=\$ 73$
UNAME1 WOF O FVAFJAELE NAMES
UTYFEL -RYT 0
INAMES .WOF O
UTYFE? . PYT 0
UNAME 3 .WOF 0
VTYFES 3 . R.YT 0
FACM $:=\%+5$;TEMF FIOATING STORE
FACT $\because=+5 \quad$;TEMF FLOATING STOFE
USIZE1 WOF $O$;AFFAY SJZES
USIZE? .WOR O
USIZEZ WOF
OFTYFE . PYT 9 ;OFEFAND TYFE
UFTF1 $=$ FFE
UFTRI2 $=\$ F D$
UFTFS $=\$ 9 E$
USTT1 .WOR O
USTT2 .WOR 0
USTT3 .WOF 0
T1 .WOR O
T2 .WOF 0
;
;
MAT STA UNAMEI ;GET FIFST AFFAAY
JSF ISNALF ;NAME AND CHECK
B.CS CHOK ; LEGAL

JMF \$AFOB ; SYNTAX
CHOK LDA \#O
STA UNAME $1+1$
STA UNAME 2+1
STA UNAME3+1
sta UTYFE.

| LOC | CODE |  | LINE |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: |
| 9131 | 8 F F9 | 90 |  | STA UTYFE2 |  |
| 9134 | 8D FC | 90 |  | STA UTYFE3 |  |
| 9137 | 2073 | 00 |  | JSR CHFGET |  |
| 913A | 9005 |  |  | E.CC CHOK1 |  |
| 913 C | 2013 | P. 1 |  | JSF ISNALF |  |
| 913 F | 9000 |  |  | RCC EDUNA1 | ; GO CHECK FOR \% \$ = |
| 9141 | 8 F 5 | 90 | CHOK 1 | STA UNAME1+1 |  |
| 7144 | 2073 | 00 | LNE | JSF CHFGET | ; SCAN FAST FEST |
| 9147 | 90 FP |  |  | PCC LNE | ; OF UAF NAME |
| 9149 | 2013 | P. 1 |  | JSF ISNALF |  |
| 714C | R. 0 F6 |  |  | P.CS LNE |  |
| 914 E | C9 24 |  | EDUNA1 | CMF \#'\$ | ;CHECK FOK STFING |
| 9150 | D0 05 |  |  | PNE NSTR1 |  |
| 9152 | A2 1.6 |  | TYMISE | LDX $\mathrm{H}_{22}$ |  |
| 9154 | 4 C 37 | A4 |  | JMF \$ 44.37 | ; TYFE MISMATCH |
| 9157 | C9 25 |  | NSTFI | CMF \# $\%$ |  |
| 9159 | D8 06 |  |  | ENE NTINT1 | ;NOT INTEGER ARRAY |
| 915 P | CE F6 | 90 |  | DEC UTYFE1 | ; SET TYFE FLAG TO \$FF |
| 915 E | 2873 | 00 |  | JSF CHFGET | ;GET NEXT CHAF |
| 9161 | C.9 8.2 |  | NTINT1 | CMF H\$8.2 | ; TOKEN FOF = |
| 9163 | F0 03 |  |  | REO FOEQ |  |
| 9165 | 4 C 08 | AF |  | JMF 9 AF08 | ; SYNTAX NOT |
| 9168 | 2073 | 00 | FOEQ | JSF CHFGET |  |
| 916 E | C9 28 |  |  | CMF \#' ${ }^{\text {P }}$ | ; CHECK FOF ( EXF. |
| 9160 | D0 16 |  |  | B.NE NTEXF2 |  |
| 916 F | 20 F1 | $A E$ |  | JSFi \$ AEF 1 | ; EVAL. EXF. IN ( |
| 9172 | AS 0D |  |  | LDA \$0D | ; CHECK NUMEFIC |
| 9174 | D8 DC |  |  | ENE TYMISE |  |
| 9176 | A2 FD |  |  | LDX \#SACM | ;FACA1 TO FACM |
| 9178 | A0 90 |  |  | LDY \#FFACM |  |
| 917A | 2004 | E.P. |  | JSR \$PPD4 |  |
| 917 D | A2 01 |  |  | LDX \#1 | ; SET TYFE FLAG TO CONST |
| 917 F | 8 EF F9 | 90 |  | STX UTYFE2 |  |
| 9182 | 4 C PA | 91 |  | JMF CHHKOF |  |
| 9185 | 2013 | P. 1 | NTEXF 2 | JSF ISNALF | ; GET NAME |
| 9188 | 3003 |  |  | E.CS CHOK2 | ; CHECK LEGGAL |
| 913 A | 4 C 03 | AF |  | JMF \$ AF08 | ; SYNTAX |
| 9180 | 8D F7 | 98 | CHOK2 | STA UNAME? |  |
| 9190 | 2073 | 00 |  | JSE CHFGE? | ; GET SECOND CHAR |
| 9193 | 9005 |  |  | PCC CHOK2A | ; NUMEEEF ? |
| 9195 | 2013 | P. 1 |  | JSR ISNALF |  |
| 9198 | 9000 |  |  | BCC EDUNA? | ; CHECK FOK \$ \% |
| 919 A | 8 F 8 | 90 | CHOKSA | STA UNAME2+1 |  |
| 9190 | 2073 | 00 | LNE? | JSF CHFGET | ; SCAN TO END |
| 91A0 | 90 FB |  |  | B.CC LNE 2 | ; OF UAFIABLE NAME |
| 9142 | 2013 | 8.1 |  | JSFi ISNALF |  |
| 91AS | P. 0 F6 |  |  | P.CS LNE2 |  |
| 91 A7 | C¢ 24 |  | EDUNA2 | CMF \#' ${ }^{\text {¢ }}$ | ; CHECK FOR ' $\ddagger$ ' |
| 9149 | D0 95 |  |  | R.NE NSTE:2 |  |
| 91 AE | A2 16 |  |  | LDD \# 22 | ; TYFE MISMATCH |
| 91 AD | 4C 37 | $A_{4}$ |  | JMF \$ ${ }^{\text {a }}$ 37 |  |
| 91 E 0 | C9 25 |  | NSTES | CMF \#' \% | ; CHECK IF INTEGEF: |
| 918.2 | D0 06 |  |  | B.NE CHKOF |  |
| 918.4 | 2073 | 00 |  | JSF CHFGET |  |
| 918.7 | CE F9 | 90 |  | DEC UTYFES | ; SET INTEGER FLAG |
| 318. | A2. 08 |  | CHKOF | LDX \# 0 | ; CHECK OFERAND TYFE |
| 918.C | 3E OD | 91 |  | STX OFTYFE |  |
| 91 PF | 2079 | 00 |  | JSF CHFGOT | ; END STATEMENT ? |
| 9102 | D0 03 |  |  | B.NE NASSIG |  |
| 9104 | 4 C 49 | 92 |  | JMF DOMAT |  |
| 9107 | EE OD | 91 | NASSIG | INC OF'TYFE |  |
| 91 CA | C9 AA |  |  | CMF \#\$AA | ; CHECK FOF ADD + |
| 910 C | F0 11 |  |  | P.EQ GETU3 |  |
| 91 CE | EE OD | 91 |  | INC OFTYFE |  |
| 9101 | CF AB. |  |  | CMF HOAP. | ; CHECK FOR SUR - |



| LOC | CODE |  |  | LINE |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 9276 |  | 2 A |  |  | PEO G | GAF3 | ; EXFRESSION |
| 9278 | AD | F9 | 90 |  | LDA | UTYFE2 | ;SET UF AFF'AY NAME 2 |
| 927 P | 29 | 80 |  |  | AND | \#\$80 | ;FOR SEARCH RIOUTINE |
| 9270 | 8D | 14 | 91 |  | STA T |  |  |
| 9280 | 0 D | F7 | 90 |  | ORA | UNAME2 |  |
| 9283 | 8D | F4 | 90 |  | STA | UNAME1 |  |
| 9286 | AD | F8 | 90 |  | LDA | UNAME2+1 |  |
| 9289 | 9D | 14 | 91 |  | OFA |  |  |
| 928 C | 8D | F5 | 90 |  | STA | UNAME1+1 |  |
| 928F | 20 | 78 | 94 |  | JSF F | FINDAF: | ; FIND ADDFESS ARFAY |
| 9292 | 8 E | 09 | 91 |  | STX | USIZE? |  |
| 9295 | 8C | AA | 91 |  | STY | USIZE2+1 |  |
| 9298 | AS | FP. |  |  | LDA | UFTE1 |  |
| 929A | 8 D | 10 | 91 |  | STA | USTT2 |  |
| 9290 | A5 | FC |  |  | L.DA | UF'TR1+1 |  |
| 929 F | 8) | 11 | 91 |  | STA U | USTT2+1 |  |
| 92 A 2 | AD | 0D | 91 | GAF3 | LDA 0 | OFTYFE | ; ARRAY 3 ? |
| 92A5 | Fo | 31 |  |  | REQ | domata | ; NO AFFiAY 3 |
| 92 A | AD | FC | 90 |  | LDA | UTYFE3 |  |
| 92 AA | C9 | 01 |  |  | CMF \# | \#1 | ; IS IT A CONSTANT |
| 93 AC | F0 | $2 A$ |  |  | PEEO | domata | ; YES |
| 92 AE | 29 | 80 |  |  | AND $\#$ | \#\$80 | ; IS AFFiAY 3 INTEGER |
| $92 \mathrm{B.0}$ | 8D | 14 | 91 |  | STA $T$ |  |  |
| ${ }^{928} 3$ | AD | FA | 98 |  | LDA | VNAME3 |  |
| 92 Pb | 0 D | 14 | 91 |  | OFA T | T1 |  |
| 92 c | 80 | F4 | 90 |  | STA | UNAME 1 |  |
| 92 CC | AD | Fe. | 90 |  | LDA | UNAME3+1 |  |
| 92EF | 20 | 14 | 91 |  | ORA T |  |  |
| 920.2 | 8 D | F5 | 90 |  | STA | UNAME 1+1 |  |
| 92 CE | 20 | 78 | 94 |  | JSF F | FINDAF: | ; FIND AFFiAY 3 |
| 92 Ca | 8E | 9 P | 91 |  | STX | Usize3 |  |
| 92 CR | 8C | 0 C | \% 1 |  | STY U | USIZE3+1 |  |
| 92 CE | A 5 | FP. |  |  | lda uf | UFTF1 |  |
| 9208 | 80 | 12 | 91 |  | STA | WSTT3 |  |
| 9203 | A | FC |  |  | LDA | UFTF1+1 |  |
| 9205 | 8D | 13 | 91 |  | STA | USTTE+1. |  |
| 9208 | $A D$ | 00 | 91 | domata | LDA O | OFPTYFE | :SET A JUMF UECTOF: |
| 920 C | 0 A |  |  |  | ASL A | A | ;FOF OFERATION |
| $\bigcirc 2 \mathrm{ODC}$ | AA |  |  |  | TAX |  |  |
| 9200 | P. ${ }^{\text {d }}$ | EE | 92 |  | LDA Of | OF JTAE, $X$ |  |
| 92 E | 8D | EC | 92 |  | STA OF | OF JMF' |  |
| 92 E 3 | ED | EF | 92 |  | LDA | OF'JTAB+1, X |  |
| 92 E 6 | 80 | ED | 92 |  | STA Of | OF'JMF'+1 |  |
| 92E9 | 6 C | EC | 92 |  | JMF | (OF.JMF) |  |
| 92EC |  |  |  |  |  |  |  |
| 92 EC | 00 | 00 |  | OFP JMF | . WOF | 0 | ; JUMF UECTOF |
| 92EE | F6 | 92 |  | DF JTAE | . WOF | ASSGN | SUMMF TABLE |
| 92F8 | 01 | 95 |  |  | . WOR | ADDSUE. |  |
| 92F2 | 01 | 95 |  |  | - WOF | ADDSUP. |  |
| $92 F 4$ | 6 A | 96 |  |  | - WOF | MULT |  |
| 92 F 6 |  |  |  | ; 7 | MAT | $A A=C$ |  |
| 92 F 6 | A9 | 01 |  | ASSGN | LDA | \#1 |  |
| 92 F 8 | CD | F9 | 90 |  | CMF | UTYFE, |  |
| 92 FE | F0 | 83 |  |  | PEQ A | ASSIC |  |
| 92 FD | 4 C | 63 | 93 |  | JMF A | asarari |  |
| 9300 | ${ }^{\text {A }}$ | 85 |  | ASSIC | LDX ${ }^{\text {\# }}$ | \#5 | ; ARFAAY =CONSTANT |
| 9302 9385 | AD | F6 | 90 |  | L.DA | UTYFE1 |  |
| 9385 | Fo | 16 |  |  | PEQ A | ASSR1 |  |
| 9367 | A9 | FD |  |  | L.DA | \# FACM | ; FACM TO FACH1 |
| 9309 |  | 90 |  |  | L.DY | \#. FACM |  |
| 930 E | 20 | A2 | B.e. |  | JSF | \$P.PA2 |  |
| 930 E | 20 | P.F | P. 1 |  | JSE $\ddagger$ | \$E.18.F | ; FLOAT TO FIXED |
| 9311 | AS | 64 |  |  | LDA $\$$ | \$64 | ;STORE INT IN FACM |
| 9313 | 8D | FD | 90 |  | STA F | FACM |  |
| 9315 |  | 65 |  |  | LDA $\$$ | \$65 |  |


| LOC | Code |  |  | LINE |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 9318 | 80 | FE | 90 |  | STA | FACM +1 |  |
| 931 P | A2 | e2 |  |  | LDX | \#2 |  |
| 9310 | 8E | F9 | 98 | ASSR1 | STX | UTYFES | ; STOFE ELEMENT LENGTH |
| 9320 | A9 | 00 |  |  | LDA | \#0 | ; CALC NuMbef of elements |
| 9322 | 8D | AD | 90 |  | STA | N1+1 |  |
| 9325 | 8 D | AF | 90 |  | STA | $\mathrm{N} 2+1$ |  |
| 9328 | AD | 07 | 91 |  | LDA | USIZE1 |  |
| 932 E | 8D | AC | 90 |  | STA | N1 |  |
| 932 E | AD | 08 | 91 |  | LDA | USIZE1+1 |  |
| 9331 | 8D | AE | 90 |  | STA | N2 |  |
| 9334 | 20 | P. 2 | 90 |  | JSF | MMULT | ; RESULT =N1 $\because \mathrm{N} 2$ |
| 9337 | 20 | CO | 95 |  | JSR | TKF'T1 | ;COFY FOINTEF TO ZERO FAGE |
| 933A | A0 | 00 |  |  | LDY | Ho |  |
| 933 C | A2 | 00 |  | ASLOOF | LDX | H0 | ;FACM TO ARFAY |
| 933 E | P. ${ }^{\text {d }}$ | FD | 90 | ASLOF' | LDA | FACM, $X$ |  |
| 9341 | 91 | FP. |  |  | STA | (UFTFi), Y |  |
| 9343 | E. 8 |  |  |  | INX |  |  |
| 9344 | E6 | FP. |  |  | INC | UFTK1 |  |
| 9346 |  | 82 |  |  | ENE | ASNC |  |
| 9348 |  | FC |  |  | INC | UFTF1+1 |  |
| 934 A | EC | F9 | 90 | ASNC | CF'X | UTYFE2 |  |
| 9340 | DG | EF |  |  | P.NE | ASLOF |  |
| 934 F | AD | E. 0 | 90 |  | LDA | FEESULT |  |
| 9352 | DO | 03 |  |  | R.NE | ASNC9 |  |
| 9354 | CE | E. 1 | 90 |  | DEC | FESULT+1. |  |
| 9357 | CE | P. 9 | 90 | ASNC9 | DEC | FESULT | ; AFITAY FILLED ? |
| 935A | AD | Pe | 90 |  | LDA | FEESULT |  |
| 935 D | 0 D | P. 1 | 90 |  | ORA | FESSULT +1 |  |
| 9360 |  | DA |  |  | RNE | ASLOOF |  |
| 9362 | 60 |  |  |  | FTS |  |  |
| 9363 |  |  |  |  |  |  |  |
| 9363 |  | 05 |  | ASAFIAF' | LDX | H5 | ; SET UAR LENGTH |
| 9365 | AD | F6 | 90 |  | LDA | UTYFE1 |  |
| 9368 |  | 82 |  |  | EEA | ASF1R |  |
| 936A |  | 02 |  |  | LDX | \#2 |  |
| 936 C | 8 E | F6 | 99 | ASFIF | STX | UTYFE1 |  |
| 936 F | A2 | 05 |  |  | LDX | \#5 |  |
| 9371 | AD | F9 | 90 |  | LDA | UTYFES |  |
| 9374 |  | 02 |  |  | PEQ | ASE2R |  |
| 9376 |  | 02 |  |  | LDX | \#2 |  |
| 9378 | 8 E | F9 | 90 | ASR2F | STX | UTYFE2 |  |
| 937 E | AD | 07 | 91 |  | LDA | USIZE1 | ; COMFARE ARFRAY SIZES |
| 937E | CD | 09 | 91 |  | CMF- | USIZE? |  |
| 9381 |  | 05 |  |  | EEG | ASFiSOK |  |
| 9383 |  | 12 |  | ASFSUP | LDX | \#\$12 | ;RAD SURSCRIFT ERFOR |
| 9385 | 4 C | 37 | A4 |  | JMF' | \$ A4:7 |  |
| 9388 | AD | 08 | 91 | ASFSOK | LDA | USIZE1+1 |  |
| 938 E | CD | OA | 91 |  | CMF' | USIZE2+1 |  |
| 938 E | DO | F3 |  |  | RNE | ASRSUE | ; ERFROF |
| 9390 | AD | F6 | 90 |  | LDA | UTYF'E1 | ;ARFIAYS SAME TYFE ? |
| 9393 | CD | F9 | 90 |  | CMF | UTYFE2 |  |
| 9396 | DO | 5 A |  |  | E.NE | ASFIF | ; NO |
| 9398 | A9 | 08 |  |  | LDA | \# 0 | ;CALC SIZE OF ARFAYS |
| 939A | 8 D | AD | 90 |  | STA | $\mathrm{N} 1+1$ |  |
| 939 D |  | AF | 90 |  | STA | $\mathrm{N} 2+1$ |  |
| 93 A | AD | 07 | 91 |  | LDA | USIZE1 |  |
| 93 A3 | 8D | AC | 90 |  | STA | N1 |  |
| 9346 | AD | 08 | 91 |  | LDA | USIZE1+1 |  |
| 93 99 | 8 D | AE | 90 |  | STA | N 2 |  |
| 93AC. | 20 | R. 2 | 90 |  | JSF | MMULT |  |
| 93 AF | AD | 8.0 | 90 |  | L.DA | FESULT |  |
| 93 E 2 | 8D | AC | 90 |  | STA | N1 |  |
| 93 BF | AD | R. 1 | 90 |  | LDA | FESULT +1 |  |
| 93 P .8 | 8D | AD | 98 |  | STA | $\mathrm{N} 1+1$ |  |
| 93 PE | $A D$ | F6 | 90 |  | LDA | UTYFE1 |  |


| LOC | CODE |  |  | L. INE |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 93 PE | 80 |  | 90 |  | STA | N 2 |  |  |
| 93 C 1 | A9 | 00 |  |  | LDA | \#0 |  |  |
| 9303 | 8D | AF | 90 |  | STA | $\mathrm{N} 2+1$ |  |  |
| 9306 | 20 | P. 2 | 90 |  | JSF | MMULT |  |  |
| $93 \mathrm{C9}$ | 20 | 8.6 | 95 |  | JSF | TFiFT2 | ; SET FOINTEFS TO | ARFAYS |
| 93CC | A 0 | 00 |  |  | LDY | \#0 |  |  |
| 93CE | P. 1 | FD |  | ASSTLO | L.DA | (UFTR2), Y | ; PLOCK MOVE OF |  |
| 93 D 0 | 91 | FP. |  |  | STA | (UFTR1), Y | ;LENGTH IN FESULT |  |
| 9302 | E6 | FP. |  |  | INC | UFTF1 |  |  |
| 9304 | D0 | 02 |  |  | ENE | ASSTN1 |  |  |
| 9306 | E6 | FC |  |  | INC | UFFTF1+1 |  |  |
| 9308 | E6 | FD |  | ASSTN1 | INC | UFTR2 |  |  |
| 93DA | D0 | 02 |  |  | ENE | ASSTN2 |  |  |
| 93DC | E6 | FE |  |  | INC | UFTER+1 |  |  |
| 930E | AD) | E. 0 | 90 | ASSTN2 | LDA | FESULT |  |  |
| 93 EL 1 | De | 03 |  |  | E.NE | ASSTN 3 |  |  |
| 93 E 3 | CE | 2.1 | 90 |  | DEC | FESULT +1 |  |  |
| 93 Eb | CE | P. 9 | 90 | ASSTN3 | DEC | FEESULT |  |  |
| 93 E 9 | AD | 2.8 | 90 |  | L.DA | FEESULT |  |  |
| 93EC | 00 | P. 1 | 90 |  | OFA | FESULT+1 |  |  |
| 93EF | D0 | DD |  |  | ENE | ASSTLO |  |  |
| 93 F 1 | 60 |  |  |  | Fits |  |  |  |
| 93 F 2 | A9 | 00 |  | ASFIF | LDA | \#0 |  |  |
| 93F4 | 8 D | AD | 90 |  | STA | $\mathrm{N} 1+1$ |  |  |
| 93 F 7 | 80 | AF | 90 |  | STA | $\mathrm{N}_{2}+1$ |  |  |
| 93 FA | $A D$ | 07 | 91 |  | L.DA | USIZE 1 |  |  |
| $93 F \mathrm{D}$ | 8D | AC | 90 |  | STA | N1 | ; CALC NUMEEF OF E | ELEME:NTS |
| 9420 | AD | 08 | 91 |  | LDA | USIZE1+1 |  |  |
| 9483 | 80 | AE | 90 |  | STA | N2 |  |  |
| 9406 | 20 | P. 2 | 90 |  | JSE: | mmult |  |  |
| 9409 | 20 | 2.6 | 95 |  | ISF | TFFT2 |  |  |
| 9400 | A0 | 00 |  | ASFiLOF | L.DY | \#0 |  |  |
| 940 E | A2 | 20 |  |  | LDX | \#0 | ; ARRIA ELEMENT TO | 0 FACM |
| 9410 | P. 1 | FD |  | ASFLF' 1 | LDA | (VFTFS), Y |  |  |
| 7412 | 9 D | FD | 90 |  | STA | FACM, $X$ |  |  |
| 9415 | E6 | FD |  |  | INC | UFTF2 |  |  |
| 9417 | D0 | 02 |  |  | E.NE | ASFNC2 |  |  |
| 9419 | ES | FE |  |  | INC | UFTR2+1 |  |  |
| 941 E | E8 |  |  | ASFINC. | INX |  |  |  |
| 941 C | EC | F9 | 90 |  | CFPX | UTYFE2 |  |  |
| 941 F | D8 | EF |  |  | ENE | ASFLLF 1 |  |  |
| 9421 | E0 | 05 |  |  | CFX | H5 |  |  |
| 9423 | D 0 | 17 |  |  | ENE | ASFITF |  |  |
| 9425 | A9 | FD |  |  | L.DA | 4 FACM | ; FACM TO FACH1 |  |
| 94.27 | AO | 90 |  |  | LDY | H.FACM |  |  |
| 9429 | 20 | A2 | E.P. |  | JSF | \$P.PA2 |  |  |
| 942 C | 20 | E.F | P. 1 |  | JSF | \$8.1EF | ; FLOAT TO FIXED |  |
| 942 F | AS | 64 |  |  | L.da | \$64 |  |  |
| 9431 | 8D | FD | 90 |  | STA | FACM |  |  |
| 94.34 | A5 | 65 |  |  | L.DA | \$65 |  |  |
| 9436 | 80 | FE | 90 |  | STA | FACM +1 |  |  |
| 9437 | 40 | 4 C | 94 |  | JMF' | ASETM | ;FACM TO ARFAY |  |
| 943C | $A D$ | FD | 90 | ASEITF: | LDA | FACM |  |  |
| 943F | $A C$ | FE. | 90 |  | L.DY | FACM +1 |  |  |
| 7442 | 20 | 91. | E. 3 |  | CSF | \$8391 | ; FIXED TO FLOAT |  |
| 9445 | A2 | FD |  |  | L.DX | HFACM | :FACH 1 TO FACM |  |
| 9447 | A0 | 90 |  |  | LDY | \#FACM |  |  |
| 9449 | 20 | D4 | E.P. |  | JSF | \$PDD/ |  |  |
| 944C | A0 | 00 |  | ASFITM | LDY | \# 0 |  |  |
| 944E | A2 | 00 |  |  | L.DX | \#0 |  |  |
| 9450 | P. ${ }^{\text {d }}$ | FD | 90 | ASFITM1 | LDA | FACM, $X$ |  |  |
| 9453 | 91 | FE |  |  | STA | (UFTRI), Y |  |  |
| 9455 | E8 |  |  |  | INX |  |  |  |
| 9456 | E6 | FB |  |  | INC | UFTR1 |  |  |
| 9458 | D8 | 02 |  |  | PNE | ASFNC1 |  |  |


| LOC | CODE |  | LINE |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: |
| 945A | ES FC |  |  | INC UFTFi ${ }^{\text {a }}$ |  |
| 945C | EC F6 | 90 | ASFNC1 | CFP UTYFEI |  |
| 945F | DO EF |  |  | R.NE ASETM1 |  |
| 9451 | AD P0 | 90 |  | LDA fesult |  |
| 9464 | D0 03 |  |  | ENE ASETM3 |  |
| 9466 | CE P. 1 | 90 |  | DEC FESULT +1 |  |
| 9469 | CE P. 9 | 90 | ASETM3 | DEC FESULT |  |
| 946 C | AD P. 0 | 90 |  | LDA FESULT |  |
| 94,5F | 0 D 8.1 | 90 |  | OFA FEESULT +1 |  |
| 9472 | F0 03 |  |  | BEE ASFEXT |  |
| 9474 | 4 COC | 94 |  | JMF ASFLOF |  |
| 9477 | 60 |  | ASFEXT | FiTS |  |
| 9478 |  |  |  |  |  |
| 9478 |  |  | ; FIND | Afifiay |  |
| 9478 | AS 2F |  | FINDAF: | LDA 62 F | ; START OF ARIRAYS |
| 947 A | 85 FE . |  |  | STA UFTFi |  |
| 947 C | AS 30 |  |  | LDA 330 |  |
| 747 E | 85 FC |  |  | STA UFTFK1+1 |  |
| 9480 | AS FB. |  | FALOOF' | LDA UFTFi | ;CMF. END OF AREFAYS |
| 9482 | C5 31. |  |  | CMF: $\$ 31$ |  |
| 9484 | 0008 |  |  | PrNE FACONT |  |
| 9486 | AS FC |  |  | L.DA UFPTFI $1+1$ |  |
| 9498 | C5 32 |  |  | CMF \$32 |  |
| 948A | D0 05 |  |  | EnE FaCOnt |  |
| 948 C | A2 12 |  |  | LDX \#\$ 12 | ;PAD SUPSCFIFT ERFOR |
| 948 E | 2037 | A4 |  | JSF \$A437 |  |
| 9491 | A0 80 |  | FACONT | LDY \#9 |  |
| 9493 | E. 1 FE |  |  | LDA (UFTFI), Y | ; FIFST CHAF OF NAME |
| 9495 | C8 |  |  | INY |  |
| 9496 | CD F4 | 90 |  | CMF UNAME 1 |  |
| 9499 | D0 07 |  |  | P.NE FANAF: | ; TFY NEXT ARRAY |
| 9498 | P. 1 FE. |  |  | LDA (UFTFi), Y |  |
| 9470 | CD FS | 90 |  | CMF UNAME1+1 |  |
| 94AD | Fi 10 |  |  | PEE FAGETS | ; GET ARFIAY DATA |
| 94A2. | C8 |  | FANAE | INY | ; FIND NEXT ARFAY |
| 9443 | P. 1 FE |  |  | LDA (UFTR1), Y |  |
| 94 AS | 8 C 14 | 91 |  | STA T1 |  |
| 94 AB | C8 |  |  | INY |  |
| 9449 | P. 1 FE . |  |  | L.DA (VFTR1), Y |  |
| 94 AR | 18 |  |  | CLC |  |
| 94AC | 65 FC |  |  | ADC UFTR1+1 |  |
| 94AE | 85 FC |  |  | STA UFTKR1+1 |  |
| 948.0 | AD 14 | 91 |  | LDA T1 |  |
| 948.3 | 18 |  |  | CLC |  |
| 948.4 | 65 FP |  |  | ADC UFTF1 |  |
| 948.6 | 85 FB . |  |  | STA UFTFI |  |
| 94 P 8 | 9002 |  |  | B.CC FANC |  |
| 94 EA | E6 FC: |  |  | INC UFTR1+1 |  |
| 94 BC | 4 C 80 | 94 | FANC | JMF FALOOF |  |
| 94 BF | A9 01 |  | FAGETS | LDA \#1 | ; GET ARRAY DATA |
| 94.51 | 8015 | 91 |  | STA T1+1 |  |
| 94.4 | C8 |  |  | INY |  |
| 9405 | C8 |  |  | INY |  |
| 94.6 | C8 |  |  | INY |  |
| 9407 | P. 1 FE |  |  | L.DA (UFTR1), Y |  |
| 9409 | C9 03 |  |  | CMF H3 |  |
| 94 CL | 3005 |  |  | BMI FANDOK |  |
| $94 C D$ | A2 12 |  | FAE 1 | LDX \#\$12 | ; EFFiof M |
| 94 CF | 4C 37 | A4 |  | JMF \$ 4437 |  |
| 9402 | AA |  | FANDOK | TAX |  |
| 94 D 3 | C8 |  |  | INY |  |
| 9404 | E. 1 FP. |  |  | LDA (UFTFE1), Y |  |
| 9406 | D0 FS |  |  | R.NE FAE. 1 | ;FIRST DIM TOO BIG |
| 9408 | C8 |  |  | INY |  |
| 9409 | R. 1 FE . |  |  | LDA (UFTR1), Y |  |


| L.OC | Cob |  |  | LINE |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 940 E | 80 | 14 | 91 |  | STA | T1 |  |
| 94 DE | BA |  |  |  | TXA |  |  |
| 94DF | CA |  |  |  | DEX |  |  |
| 94E0 | F0 | 0 E |  |  | P.EQ | FAEX | ;ONE DIM AFFiAY |
| 94.2 | C8 |  |  |  | INY |  |  |
| $94 E 3$ | P. 1 | FP. |  |  | LDA | (UFTR1), Y |  |
| 94 ES | D0 | E6 |  |  | R.NE | FAE1 | ;SECOND DIM TOO EIG |
| 94 E 7 | C8 |  |  |  | INY |  |  |
| $94 \mathrm{E8}$ | E. 1 | FP. |  |  | LDA | (UFTK1), Y |  |
| 94EA | 8D | 15 | 91 |  | STA | T1+1 |  |
| 94 ED | C8 |  |  | FAEX | INY |  |  |
| 94EE | 98 |  |  |  | TYA |  |  |
| 94 EF | 18 |  |  |  | CLC. |  |  |
| 94F0 | 65 | FP. |  |  | ADC | UF'TF1 |  |
| 94F2 | 85 | FP |  |  | STA | UFTFE1 |  |
| 94F4 | AS | FC |  |  | LDA | UFPTF1+1 |  |
| 94F6 | 69 | 00 |  |  | ADC | \# 0 |  |
| 94F8 | 85 | FC |  |  | STA | UFTF1+1 |  |
| 94FA | AE | 14 | 91 |  | LDX | T1. |  |
| 94FD | $A C$ | 15 | 91 |  | LDY | T1+1 |  |
| 9500 | 60 |  |  |  | FTS |  |  |
| 9501 |  |  |  |  |  |  |  |
| 9501 | 20 | 81 | 95 | ADDSUE | JSF | ORDEF | ; FUT CONST LAST |
| 9504 | AD | 07 | 91 |  | L.DA | USIZE1 | ; CHECK ARFIAY SIZES |
| 9507 | 80 | AC | 90 |  | STA | N1. |  |
| 950 A | CD | 09 | 91 |  | CMF | USIZE2 |  |
| 9500 | D ${ }^{\text {d }}$ | 22 |  |  | R.NE | ADPADS |  |
| 950 F | AD | 03 | 91 |  | LDA | USIZE1+1 |  |
| 9512 | 8D | AE | 90 |  | STA | N2 |  |
| 9515 | CD | 0 A | 91 |  | CMF- | USIZE2+1 |  |
| 9518 | DQ | 17 |  |  | S.NE | ADPADS |  |
| 951 A | AD | F9 | 90 |  | LDA | UTYFES | ; V2 CONSTANT ? |
| 9510 | C9 | 01 |  |  | CMF | \#1 |  |
| 951 F | F0 | 15 |  |  | P.EQ | AB.SC |  |
| 9521 | AD | 09 | 91 |  | LDA | USIZE2 | ;U3 IS AFFFAY |
| 9524 | CD | 08. | 91 |  | CMF | USIZE3 |  |
| 9527 | D0 | 08 |  |  | R.NE | ADEADS |  |
| 9529 | AD | 0A | 91 |  | LDA | USIZE2+1 |  |
| 952 C | CD | 0 C | 91 |  | CMF | USIZE3+1 |  |
| 952 F | F0 | 05 |  |  | P.EO | AB.SC |  |
| 9531 | A2 | 12 |  | ADPADS | LDX | \# $\ddagger 12$ | ; BAD SUBSCRIF'T |
| 9533 | 4 C | 37 | A4 |  | JMF' | \$ 4437 |  |
| 9536 | 20 | AC | 95 | ABSC | JSF | TEFT3 | ; COFY FOINTER TO Z FPAGE |
| 9539 | A9 | 00 |  |  | LDA | \#0 | ;CALC NO. OF ELEMENTS |
| 953 E | 8D | AD | 40 |  | STA | N1+1 |  |
| 953 E | ED | AF | 90 |  | STA | $\mathrm{N} 2+1$ |  |
| 9541 | 20 | P. 2 | 90 |  | JSFi | MMULT |  |
| 9544 | 20 | CP. | 95 | ARSLIOF | JSF | V2TOT2 | ;V2 TO (T2) |
| 9547 | 20 | 13 | 96 |  | JSFi | U3TOF1 | ; V2 TO FACH 1 |
| 954A | AD | 16 | 91 |  | LDA | T2 |  |
| 9540 | AC | 17 | 91 |  | LDY | T2+1 |  |
| 9550 | AE | 0 D | 91 |  | LDX | OF'TYFE |  |
| 9553 | E0 | 01 |  |  | CF'X | \#1 |  |
| 9555 | D0 | 06 |  |  | R.NE | DOSUP. |  |
| 9557 | 20 | 67 | P. 8 |  | JSK | \$8.867 | ; (A.Y) + FACH1 |
| 955A | 4C | bA | 95 |  | JMF- | AB.FA |  |
| 9550 | E0 | 02 |  | dosue. | CF'X | H2 |  |
| 9557 | D0 | 06 |  |  | B.NE | DOMULT |  |
| 9561 | 20 | 50 | R. 8 |  | JSF | \$8.850 | ; (A.Y)-FACH 1 |
| 9564 | 4 C | 6A | 95 |  | JMF' | ABFA |  |
| 9567 | 20 | 28 | E.A | DOMULT | JSF: | \$8:A28 | ; ${ }^{\text {A.Y }}$ ) $\#$ FACH1 |
| 956A | 20 | 3E | 96 | ABPA | JSF | Fitovi | ;FACH1 T0 V1 |
| 9560 | AD | E. 0 | 90 |  | LDA | FESSULT | ; CHECK ALL DONE |
| 9570 | D0 | 03 |  |  | B.NE | AR.NC |  |
| 9572 | CE | P. 1 | 90 |  | DEC | FESSULT+1 |  |



| L.OC | COO |  |  | LINE |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 9602 |  | 02 |  |  | LDX | \#FACT | ; FACH1 TO FACT |
| 9604 | 8 E | 16 | 91 |  | STX | T2 |  |
| 9507 | A8 | 91 |  |  | LDY | \#FACT |  |
| 9609 |  | 17 | 91 |  | STY | T2+1 |  |
| 9600 | 20 |  | E. |  | ISFi | \$Ped4 |  |
| 960 F | AP | 02 |  |  | L.DA | H? |  |
| 9611 | D0 | 06 |  |  | ENE | Veper | ;GO EUMF UFTRE |
| 9613 | AC |  | 90 | U3T0F 1 | L.DA | VTYFE3 |  |
| 9616 | D0 | 15 |  |  | P.NE | U3INT |  |
| 9618 | AS | 9E |  |  | LDA | UFTR3 | ; V3 T0 FACH 1 |
| 961.A | $A^{4}$ | 9F |  |  | L.DY | UPTFi3+1 |  |
| 961 C | 20 |  | P.P. |  | JSFi | \$RPA? |  |
| 9615 | A9 | 05 |  |  | LDA | \#S |  |
| 9621 | 18 |  |  | U3P.FT | CLC |  | ; PUMF UFTFT3 |
| 9622 | 65 | 9E |  |  | ADC | UF'TR3 |  |
| 9624 | 85 | 9E |  |  | STA | UFFR3 |  |
| 9626 | AS | 9F |  |  | LDA | UFPTF3+1 |  |
| 9628 | 69 | 00 |  |  | ADC | \# 0 |  |
| 962 A | 85 | 9F |  |  | STA | UF:TE3+1 |  |
| 962 C | 60 |  |  |  | RTS |  |  |
| 9620 | A0 | 00 |  | UZINT | LDY | \#0 | ;GET U3 |
| 962 F | P. 1 | 9E |  |  | L.DA | (UFTR3), Y |  |
| 9631 | A ${ }^{\text {a }}$ |  |  |  | TAX |  |  |
| 9632 | C8 |  |  |  | INY |  |  |
| 9633 | P. 1. | 9E |  |  | LDA | (UFTFS3), Y |  |
| 9635 | A8 |  |  |  | TAY |  |  |
| 9636 | 8A |  |  |  | TXA |  |  |
| 9637 | 20 | 91 | P. 3 |  | JSF | \$8.391 | ; FIXED TO FLOAT |
| 963 A | A9 | 02 |  |  | LDA | \#2 |  |
| 963 C | D0 | E3 |  |  | PNE | U3P.FT | ; GO RUMF UFTR3 |
| 963E | AD | F6 | 90 | F1tous | L.DA | UTYFE1 | ; FACH1 TG U1 |
| 9641 | Do | 15 |  |  | R.NE | VIINT |  |
| 9643 | A6 | FP |  |  | LDX | UFTK1 |  |
| 9645 | A4 | FC |  |  | LDY | UFPTF1+1 |  |
| 9647 | 20 | D4 | E.e. |  | JSFi | \$EPD4 |  |
| 964A | A9 | 05 |  |  | LDA | \#5 |  |
| 964 C | 18 |  |  | U1EFT | CLC |  | ; BUMF UFTE:1 |
| 9640 | 65 | FP. |  |  | ADC | UFTK1 |  |
| 964 F | 85 | FP. |  |  | STA | UFPTK1 |  |
| 9651 | AS | FC |  |  | I.DA | UFTFi $1+1$ |  |
| 9653 | 69 | -8 |  |  | ADC | \#0 |  |
| 9655 | 85 | FC |  |  | STA | UFTE1+1 |  |
| 9657 | 60 |  |  |  | Fits |  |  |
| 9658 | 20 | P.F | P. 1 | VIINT | JSF | \$P.1P.F | ; FLOAT TO INT |
| 9651 | A 0 | 00 |  |  | LDY | \# 0 |  |
| 9650 | AS | 64 |  |  | LDA | \$64 |  |
| 965 F | 91 | Fe. |  |  | STA | (UFTF1), Y |  |
| 9661 | AS | 65 |  |  | LDA | \$65 |  |
| 9663 | C8 |  |  |  | INY |  |  |
| 9564 | 91 | FP |  |  | STA | (UFTFI), Y |  |
| 9666 | 49 | 02 |  |  | LDA | \#2 |  |
| 9668 | D0 | E2 |  |  | PNE | U1BPT |  |
| 766 A |  |  |  |  |  |  |  |
| 96.6 A | AD | F9 | 90 | MULT | LDA | UTYFES | ; CHECK FOR MULT. |
| 9650 | C7 | 01 |  |  | CMF: | H1 | ; ARFAY bir Constant |
| 966 F | D0 | 03 |  |  | E.NE | MEFFi |  |
| 9671 | 4 C | 01 | 95 | GADS | JMF | ADDSUE |  |
| 9674 | AD | FC | 90 | MEFFi | LDA | UTYFE3 |  |
| 9677 | C9 | 01 |  |  | CMF | \#1 |  |
| 9679 | F0 | F6 |  |  | PEQ | GADS |  |
| 9678 | AD | 08 | 91 |  | L.DA | USIZE1+1 | ; CHECK ARFAY DIM. |
| 967E | CD | CA | 91. |  | C.af | USIZE2+1. |  |
| 9681 | DQ | 30 |  |  | P.NE | AAERFi |  |
| 9683 | nD | 07 | 91 |  | LDA | USJZE1 | ; CHECK NOT SAME AFFAYS |
| 9.536 | CD | 02. | 91 |  | CMF | VStzez |  |

LOC
CODE

9689
968 E
968E
9691
9693 AD OE 91
9696 CD 1091
9699 DO 08
969B AD OF 91
969 E CD 1191
96A1
96A3
AD 0E 91
9649
$96 A B$ AD OF 91
96AE CD 13 91
968.1 DO 05
968.3 A2 12

96B5 4 C 37 A4
$96 \mathrm{~B} .920 \mathrm{AC} 9{ }^{\prime} \mathrm{B}$
96 BR
96RD 8D AD 90
$96 C 0$ 8D AF 90
$96 C 3$ A9 01
76C5 8D AA 97
96 C 8 8D A9 97
96CE SD AB 97
96CE A9 OS
96 DO AE F9 90
9603 F0 02
9605 A9 02
9607 8D AC 90
960A 8D'1491
960 D AE OA 91
96EO CA
96E1 8A
96E2 8D AE 90
96E5 20 E. 90
$96 E 8$ AD B. 90
96ER $8 D$ AC 97
96EE AD B. 190
96F1 80 AD 97
96F4 18
96F5 AD 1091
9658 85 FD
96FA 6D 1491
96FD 8D AE 97
9700 AD 1191
$9703 \quad 85 \mathrm{FE}$
97056900
9707 80 AF 97
970A A9 00
970 C 8D FD 90
970 F 8D FE 90
971280 FF 90
9715800091
9718 8D 0191
971E 20 CE 95
971E $20 \quad 1396$
9721 AD 1691
9724 AC 1791
97272028 RA
972A A9 FD
972 C A0 90
$972 \mathrm{E} \quad 20 \quad 67 \mathrm{~B} .8$
9731 AD AA 97

LINE

```
    RNE AAEFF
    LDA USIZE?
    CMF VSIZEZ3+1
    R.NE AAEEFF
    LDA USTT1
    CMF USTT2
    ENE NSAFFiO
    LDA USTT1+1
    CMF USTT2+1
    EEQ AAEFF
NSAFFRO LDA USTT1
    CMF USTT3
    RNE AASOK
    LDA USTT1+1
    CMF USTT3+1
    R.NE AASOK
AAEFFR LDX #$12 ;PAD SURSCRIFT EFROF
    JMF $A4.37
    JSR TRFT3 ;COFY FOINTEFS TO Z. F.
    LDA H0
    STA N1+1
    STA N2+1
    LDA #1
    STA ROW
    STA NFOW
    STA COL
    LDA #S ;CALC LENGTH OF V2 FOW
    LDX UTYFE2 ; - 1 ELEMENT
    BEG AA2F
    LDA #2
AA2F: STA N1
    STA TI
    LDX USIZE2+
    DEX
    TXA
    STA N2
    JSR MMULT
    LDA RESUL.T ;STORE IT IN LLV2
    STA LLVZ
    LDA FESULT+1
    STA L.LV2+1
AALOOF CLC MMAIN LOOF
    LDA USTT2 ;SET U2 COL. F'TF. TO NEXT
    STA UFTF2 ,COL OF U2
    STA v2COLF
    LDA USTT2+1
    GTA UFTTK2+1
    ADC #o
    STA U2COLF'+1
        ILDA #0 ;ZERO FOW COL. TOTAL
            STA FACM
            STA FACM+1
            STA FACM+2
            STA F:ACM+3
            STA FACM+4
AAMFC JSF VZTOTE
            JSF UZTOF1 ;GET U1
            LDA T2
            LDY T2+1
            JSF $BA2B ; (A,Y) : FACH1
            LDDA H%FACM
            LDY #FFACM
            JSK $B.867 ; (A..Y) + FAC#1
            LDA FOW
```

; PAD SUESCRIFT ERFOR
;COFY FOINTEFS TO Z. F.
AASOK JSR TRFT3
LDA H0
$1+1$

LDA \#1
STA FROW
STA NFOW
LDA ${ }^{\text {HS }}$;CALC LENGTH OF U2 FOW
; - 1 ELEMENT
LDA \#2
STA N1
LDX USIZE2+1
DEX
TXA
STA N2
JSR MMULT
LDA RESUL.T :STORE IT IN LLU2
LDA FESSULT+1
STA LLLV2+1
AALOOF CLC
LDA USTT2 ;SET U2 COL. F'TK. TO NEXT
;COL. OF U2
STA V2COLF
LDA USTT2+1
ADC \#
STA U2COLF+1
AALOF ILDA \# 0
STA FACM
STA FAC.M+1
FACM+2

STA FACM+4
AAMFiC JSF VITOT
;GET U2
;GET V1
; $(A . Y) ~ \because F A C H 1$
; (A.Y) + FACH

```
LDA FOW
```

LOC COOE LINE:

| 9734 | CD | 09 | 91 |  | CMF USIZE? |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 9737 |  | 1C |  |  | EEQ ENDCOL. |  |
| 9739 | EE | AA | 97 |  | INC FOW |  |
| 973C | A2 | FD |  |  | LDX HFACM |  |
| 973E | A0 | 90 |  |  | LDY H.FACM |  |
| 9740 | 20 | D4 | E.e. |  | JSFi \$EPD4 | ; FACH1 TO (X.Y) |
| 9743 | AS | FD |  |  | LDA VFTFE | ; W2 FTFi DOWN 1. FOW |
| 9745 | 18 |  |  |  | CLC. |  |
| 9746 | 6D | $A C$ | 97 |  | ADC Llve |  |
| 9749 | 85 | FD |  |  | STA UFTTR2 |  |
| 774 E | AS | FE |  |  | LDA UFTRT2+1 |  |
| 9740 | 6D | AD | 97 |  | ADC L.LV2+1 |  |
| 9750 | 85 | FE |  |  | STA UFTFR2+1 |  |
| 9752 | 4 C | 1 E | 97 |  | JMF AAMF'C | ; GET NEXT 2 ELEMENTS |
| 9755 | 20 | 3E | 96 | ENDCOL. | JSR Fitovi | ;FACH1 (SUM) TO U1 |
| 9758 | A9 | 01 |  |  | LDA \#1 | ;FIFST ROW |
| 975A | 8D | AA | 97 |  | STA FOW |  |
| 9750 | AD | $A E$ | 97 |  | LDA COL |  |
| 9760 | CD | AA | 91 |  | CMF USIZE.2+1 |  |
| 9763 | F0 | 26 |  |  | PEQ ENDFOW |  |
| 9765 | AD | 12 | 91 |  | LDA USTT3 | ; SET l2 FTF. TO START CUFFENT |
| 9768 | 85 | 9 E |  |  | STA UF'TF3 | ; FOW |
| 976A | AD | 13 | 91 |  | LDA USTT3+1 |  |
| 9760 | 85 | 9 F |  |  | STA UFTFB3+1 |  |
| 976 F | EE | AP. | 97 |  | INC COL |  |
| 9772 | 18 |  |  |  | CLC |  |
| 9773 | AD | AE | 97 |  | LDA U2COLF' |  |
| 9775 | 85 | FD |  |  | STA UFTFR2 |  |
| 9778 | 60 | 14 | 91 |  | ADC T1 |  |
| 9778 | 8 C | AE | 97 |  | STA U2COLF |  |
| 977 E | AD | AF | 97 |  | LDA U2COLF+1 |  |
| 9781. | 85 | FE |  |  | STA UFTFR2+1 |  |
| 9783 | 69 | 00 |  |  | ADC \#0 |  |
| 9785 | 8D | AF | 97 |  | STA U2COLF+1 |  |
| 9788 | 4 C | OA | 97 |  | JMF AALOF |  |
| 978 E | AD | A9 | 97 | ENDFOW | LDA NFOW | ;ALL ROWS DONE ? |
| 978 E | CD | 07 | 91 |  | CMF USIZE1 |  |
| 9791 | D0 | 01. |  |  | E.NE NEAA |  |
| 9793 | 60 |  |  |  | Fits | ; ALL DONE |
| 9794 | A5 | 9E |  | NEAA | LDA UFTFi3 |  |
| 9796 | 8D | 12 | 91 |  | STA USTT3 |  |
| 9799 | A5 | 9F: |  |  | LDA UFTF:3+1 |  |
| 979 E | 8 D | 13 | 91 |  | STA USTT3+1 |  |
| 979 E | EE | A9 | 97 |  | INC NFOW |  |
| 97A1 | A9 | 81 |  |  | LDA \#1 | ;FIFST COL. |
| 97A3 | 8D | AP. | 97 |  | STA COL |  |
| 97A6 | 4 C | F4 | 96 |  | JMF AALODF | ;GO NEXT KOW FIFST COL. |
| 97AS | 00 |  |  | NFOW | . PYT 0 |  |
| 97 AA | 00 |  |  | Fow | -PYT 0 |  |
| 97 AB | 08 |  |  | COL | .EYT O |  |
| $97 A C$ | 00 | 00 |  | 11.92 | .WOF 0 |  |
| 97AE: | 00 | 00 |  | U2COLF | . WOF 0 |  |
| 97ea |  |  |  |  | . END |  |

## MERGE

Abbreviated entry: $\mathrm{M}($ shift $) \mathrm{E}$
Affected Basic abbreviations: None

## Token: Hex \$EE,\$12 Decimal 238,18

Modes: Direct and program
Recommended mode: Direct only
Purpose: To merge a Basic program from disk into the current Basic program in memory.

Syntax: MERGE filename, d - where d is the device number (disk only).
Errors: Illegal device - if the device number specified is less than eight
Missing filename - if a null filename is specified
File not found - if file does not exist
Device not present - if no disk drive is connected
File open error - if ten files are already open
Disk errors - at the end, the disk error channel is read and displayed

Use: Merge is used to combine two Basic programs in memory. Each line of the program on disk is read in until the zero byte is reached, and then stored in the input buffer. The Basic routine to enter a line is then called and the line is entered at the correct place. Note: If a line number of the program to MERGE is the same as an existing line number, the MERGEd line will replace it.

Routine entry point: \$97B $\emptyset$
Routine operation: The filename and device are read in and checked for missing filename and illegal device. If both checks are OK, the file is opened and the message MERGING is displayed. Each line is then read into the input buffer and entered using the Basic routine to do so. When the file is completed it is closed, and the disk error channel is read and displayed.

| 100 | coote |  |  | -YNE |  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 978.0 |  |  |  |  | . LIP. | MEFGE |  |  |  |  |
| 978.0 | 29 | 6 F | 98 | MEFGE | JSF | DFAR'S |  | ; GET | FILE F | FAFAMET |
| 978.3 | A9 | 62 |  |  | L.DA | \# MFigmes |  | DISFL | LAY MEFi | FGE MES |
| 978.5 | A0 | 78 |  |  | LDY | \# M MRGMES |  |  |  |  |
| 978.7 | 20 | 1E | AB. |  | JSF | \$AB.1E |  |  |  |  |
| $97 \mathrm{B.H}$ | 20 | C1 | F5 |  | JSF | 和5C1 | ; | DISFL | LAY FIL | Lename |
| 97 ED | AD | 02 | 03 |  | LDA | \$0302 |  | Save | EASIC | WAFIM S |
| 9760 | 8D | 60 | 98 |  | STA | mefigst |  | LINK' |  |  |
| 9703 | AD | 03 | 03 |  | LDA | \$0303 |  |  |  |  |
| 97 C 6 | 8D | 6E | 98 |  | STA | MEFGST+1 |  |  |  |  |
| $97 \mathrm{C9}$ | A9 | OE |  |  | LDA | \#¢0E |  | FIND | FILE N | NUMEEF |
| 97 CP | 20 | A3 | 8A |  | JSF | GETN1 |  |  |  |  |
| 97CE. | 85 | E. 8 |  |  | STA | \$8.8 |  |  |  |  |
| 9700 | 8 D | 61 | 98 |  | STA | FILENO |  |  |  |  |
| 9703 | A9 | 00 |  |  | LDA | \#\$00 |  |  |  |  |
| 9705 | 85 | 8.9 |  |  | STA | \$8.7 |  |  |  |  |
| 9707 | 20 | C0 | FF |  | JSFi | \$FFCO | ; | OFEN | FILE |  |
| 97 DA | AE | 61 | 98 |  | LDX | FILENO |  | - |  |  |
| 970 D | 20 | C6 | FF |  | JSFi | \$FFC6 |  | SET F | File to | IO INFUT |
| 9780 | A9 | 60 |  |  | LDA | HMMEFGRT |  |  |  |  |
| 97 EL 2 | BD | 2 C | 03 |  | STA | \$032C |  |  |  |  |
| 97E5 | A9 | 98 |  |  | LDA | H.MERGRT |  | SET ' | 'RESET | INFUT ${ }^{\prime}$ |

LOC CODE LINE



## OLD

Abbreviated entry: $\mathrm{O}($ shift $) \mathrm{L}$
Affected Basic abbreviations: None
Token: Hex \$EE,\$13 Decimal 238,19
Modes: Direct and program
Recommended mode: Direct only (there should be no program in memory). Purpose: To restore a Basic program after a NEW has been performed.

Syntax: OLD

## Errors: None

Use: OLD can be used if the program in memory has been wiped out using the NEW command. OLD will not work if DELETE was used to remove the whole program or if a variable has been declared since the NEW. (In most cases, a syntax error will create a variable e.g. LI instead of L(shift)I will create the variable LI and give Syntax error instead of trying to list the program).

Routine entry point: $\$ 9885$
Routine operation: The first line is scanned until the end and the pointer to the next line is restored. The program is then re-chained and variable pointers are set.

| loc | CODE | line |  |  |
| :---: | :---: | :---: | :---: | :---: |
| 9885 |  |  | .LIE OLD |  |
| 9895 | AS 2 P | OLD | LDA 92 P | ; FIND THE END OF |
| 9887 | 18 |  | CLC | ; THE FIFST LINE |
| 9888 | 6984 |  | ADC \#\$04 |  |
| 988A | 8557 |  | STA $\$ 57$ | ; SEt fointer to after |
| 988 C | As 22. |  | LDA 92 P | ; LINE NUMPEF |
| 789 E | 6900 |  | ADC \# $\ddagger 00$ |  |
| 9890 | 8558 |  |  |  |
| 9892 | A 08 |  | LDY \#900 |  |
| 9894 | P. 157 | OLD01 | LDA (\$57), Y | ; SEARCH LIINE |
| 9996 |  |  | deg Older | ; IF ZERO, END OF LINE |
| 9:398 | A5 57 |  | LDA 957 |  |

```
LOC CODE LINE
```



## POP

Abbreviated entry: $\mathrm{P}($ shift $) \mathrm{O}$
Affected Basic abbreviations: POKE - PO(shift)K
Token: Hex \$EE,\$14 Decimal 238,2 9
Modes: Direct and program
Recommended mode: Program only
Purpose: To remove the last GOSUB entry from the stack, thus leaving the subroutine without changing the execution address.

Syntax: POP
Errors: Syntax error - if POP is followed by anything but a colon or end of line marker
Return without GOSUB - if there was no GOSUB entry
Use: POP can be used in Basic programs where the user wishes to return to, say, a menu from within a Basic subroutine. If a GOTO was used without POP, after approximately 24 runs the message Out of memory will occur as the GOSUB entries will still be active. Using the POP command removes that entry and any FOR...NEXT loops active within the subroutine.

Routine entry point: \$98BB
Routine operation: POP first checks for a syntax error. If there is none, the stack is scanned until the first non FOR entry is found. If it is a GOSUB, the stack pointer is set to that point and the GOSUB entry is removed. If it is not a GOSUB, the error message Return without GOSUB is displayed.
LOC CODE LINE

| 98 ec . |  |  |  | .LIE FOF |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 98 Pe . | F0 | 01 | FOF' | BEQ | FOFIT | ; NULL CHAF |
| 98 PD | 60 |  |  | RTS |  | ; SYNTAX EFFIOF |
| 93 PE |  |  |  |  |  |  |
| 98EE | A9 | FF | FOFIT | LDA | \#\#FF |  |
| 98C0 | 85 | 4 A |  | STA | \$4A | ;MASK OFF 'FOR' |
| 9802 | 20 | A3 |  | JSR | \$A38A | ;FIND FIFST NON 'FOR' ENTFY |
| 9865 | C9 |  |  | CMF | \#\$8D | ;GOSUR? |
| $98 \mathrm{C7}$ | F0 |  |  | BEQ | DOF'OF' | ; YES |
| 9869 | A2 | 0 C |  | LDX | \#\$0C |  |
| 98CE | 4 C | 37 A4 |  | JMF | \$A437 | ; RETURN WITHOUT GOSUE |
| 98CE |  |  |  |  |  |  |
| 93CE | 9A |  | DOFOF | TXS |  | ; MOUE F'OINTER TO GOSUR. |
| 98CF | 68 |  |  | FLA |  | ; REMOUE GOSUP ENTRY |
| 9800 | 68 |  |  | FLA |  |  |
| 9801 | 68 |  |  | FLA |  |  |
| 9802 | 68 |  |  | FLA |  |  |
| 9803 | 68 |  |  | F'LA |  |  |
| 9804 | 60 |  |  | FTS |  | ;DONE |
| 9805 |  |  |  | . END |  |  |

## PRINT

Abbreviated entry: '?’
Affected Basic abbreviations: None
Token: Hex $\$ 99$ Decimal 153
Modes: Direct and program
Recommended mode: Either
Purpose: To PRINT characters to the open CMD output channel (usually value three, which is screen).

Syntax: Same as in the Basic command PRINT.

## Errors: As in the Basic PRINT.

Use: This version of PRINT does exactly the same as the Basic PRINT except that a check has been made for the CTL command to be included.

Routine entry point: \$98D5
Routine operation: See PRINT in Chapter 3.

| LDC | CODE | $\triangle$ INE |  |  |
| :---: | :---: | :---: | :---: | :---: |
| 9805 |  |  | . LIE FFISNT |  |
| 9305 | 2021 AP | FFNT01 | JSK $\ddagger$ AR 21 | ;FFINT STRING |
| 9808 | 297900 | FFNTO2 | JSE \$0079 | ; GET CUFRENT CHAF |
| 98 DE . | FO 50 | FRINTT | PEQ FRNTOS | ; CARFIAGE RETURN |
| 9800 | FO SE | FFiNTO3 | EEQ FRNTO7 | ; SEMICOLOM |
| 98DF | C9 A3 |  | CMF \#\# ${ }^{\text {a }}$ | ; TAB? |


| LDC | CODE |  |  | LINE |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 98 EJ |  | 6 E |  |  | P．EQ |  | ；YES |
| 98 E 3 |  |  |  |  | CMF． | \＃${ }^{\text {ab }}$ | ；SFC？ |
| 98E5 | 18 |  |  |  | CLC． |  |  |
| 98Eら |  | 66 |  |  | B．E． | tab． | ；YES |
| 98E8 |  | EE |  |  | CMF＇ | \＃\＃EE | ；MINE？ |
| 9BEA |  | 14 |  |  | R．NE | FFNT98 | ；NO |
| 98 CL |  | 01 |  |  | LDY | \＃\＄01 |  |
| 93 EE |  | 7A |  |  | LDA | （\＄7A），Y | ；GET TOKEN |
| 98 F 0 | C9 | 02 |  |  | CMF | \＃\＄02 | ；CTL？ |
| 98 F 2 |  | 0 C |  |  | R．NE | FRNT08 | ；NO |
| 98F4 | 20 | 73 | 00 |  | JSF | \＄0073 |  |
| 98 F 7 | 20 | 73 | 00 |  | JSF | \＄0073 | ；GET NEXT CHAF |
| 98FA | 20 | AB． | 88 |  | JSF | CTL | ；DO CTL |
| 98FD | 4 C | D8 | 98 |  | JMF | FRNT02 |  |
| 9900 |  |  |  |  |  |  |  |
| 9900 | 20 | 79 | 00 | F＇RNT08 | JSF | \＄0079 | ；GET CUFIRENT CHAFI |
| 7903 | C 9 | 20 |  |  | CMF | \＃ 5 ？ 2 | ；＇，＇？ |
| 9905 | F0 | 37 |  |  | BEQ | FFiNT09 | ；YES |
| 9907 | C9 | 3 B |  |  | CMF | \＃\＄38． | ；＇；＇？ |
| 9909 | F0 | 61 |  |  | PEQ | TAB04 | ；YES |
| 9908 | 20 | 9E | $A D$ |  | JSF | FADPE | ；EVALUATE EXFRESSION |
| 990E | 24 | 0 D |  |  | B．IT | \＄00 | ；WHICH TYFE？ |
| 9910 | 30 | C3 |  |  | P．MI | FFNTO1 | ；STKING |
| 9912 | 20 | DD | PD |  | JSF | \＄8DDD | ；CONVEFT FACH1．TO STFING |
| 9915 | 20 | 87 | P． 4 |  | JSFi | \＄8．487 |  |
| 9918 | 20 | 21 | $A{ }^{\text {A }}$ |  | JSF | \＄AE21 |  |
| 991 B | 20 | 3 P | AP． |  | JSF | \＃AB3P． |  |
| 991 E | D0 | P． 8 |  |  | R．NE | FFNT02 |  |
| 9920 | A9 | 00 |  | FRNT04 | LDA | \＃ 500 |  |
| 9922 | 90） | 00 | 02 |  | STA | \＄0200， X |  |
| 9925 | A2 | FF |  |  | LDX | \＃ $\mathrm{FFF}^{\text {F }}$ |  |
| 9927 | AO | 01 |  |  | LDY | \＃$\$ 01$ |  |
| 9929 | A5 | 13 |  |  | LDA | \＄13 |  |
| 992p． | D0 | 19 |  |  | P．NE： | FFiNT07 |  |
| 9920 | A9 | 9 D |  | FFiNT05 | L．DA | \＃ 50 D | ；CAFFIAGE RETURN |
| 992F | 20 | 47 | AE． |  | JSF | \＄AB． 47 |  |
| 9932 | 24 | 13 |  |  | E．IT | \＄13 |  |
| 9934 | 10 | $0^{5}$ |  |  | E．FLL | FFiNT06 | ；FILE\＃ 128 NO LF |
| 9936 | A9 | $0 A$ |  |  | LDA | \＃$\$ 0 \mathrm{~A}$ | ：LINE FEED |
| 9938 | 20 | 47 | $A E$. |  | JSFi | \＄AE．47 | ；FFINT IT |
| 993 P | 49 | FF |  | FFiNTO6 | EOR | \＃fFF |  |
| 993 D | 60 |  |  | FFNT07 | FTS |  |  |
| 993 E |  |  |  | ； |  |  |  |
| 993 E |  |  |  | ；DECIMA | L TA | APluatofi |  |
| 993E |  |  |  |  |  |  |  |
| 993 E | 38 |  |  | FFiNT09 | SEC |  |  |
| 993 F | 20 | Fo | FF |  | 158 | IFFFO | ：GET CURSOE FOS |
| 9942 | 98 |  |  |  | TYA |  |  |
| 9943 | 38 |  |  |  | SEC |  |  |
| 9944 | E9 | OA |  | FFiNT10 | SPC | H⿰㇒⿻土一⿰丿⿺⿻⿻一㇂㇒丶𠃌⿴⿱冂一⿰丨丨丁口 | ；MINUS 10 |
| 7946 | P． 0 | FC |  |  | P．CS | FFiNT 10 |  |
| 9948 | 49 | FF |  |  | EOF： | \＃SFF＇ |  |
| 994A | 69 | 01 |  |  | ADC | Hos 1 |  |
| 994 C | D0 | 19 |  |  | ENE： | TAEO1 |  |
| 994 E |  |  |  | ： |  |  |  |
| 994 E |  |  |  | ；TAE AN | D SF |  |  |
| 994 E |  |  |  |  |  |  |  |
| 994E | 08 |  |  | tag． | FHF＇ |  |  |
| 994 F | 38 |  |  |  | SEC |  |  |
| 9750 | 20 | Fo | FFF |  | JSFi | \＄FFFO | ；GET CUFSOF FOSITION |
| 9953 | 84 | 07 |  |  | STY | \＄09 | ；STORE IN TEMF |
| 9955 | 20 | 9 P | 8.7 |  | JSFi | \＄8．798． | ；GET 1 EYTE FAR： |
| 9958 | C9 | 29 |  |  | CMF | \＃${ }^{\text {27 }}$ | ；＇）＇？ |
| 995A | Fe | 03 |  |  | PEQ | tagio | ；YES |
| 995 C | 4 C | 08 | AF |  | JMF－ | af08 | ；SYNTAX EFROR |



## PUT

## Abbreviated entry: $\mathrm{P}(\mathrm{shift}) \mathrm{U}$

Affected Basic abbreviations: None
Token: Hex \$EE,\$15 Decimal 238,21
Modes: Direct and program
Recommended mode: Direct
Purpose: To list a Basic program to a disk file without line numbers.
Syntax: PUT filename, d - where d is the device number (disk only).
Errors: Illegal device - if the device number specified is less than eight Missing filename - if a null filename is specified
Device not present - if no disk drive is connected
Too many files - if ten files are already open
Disk errors - at the end, the disk error channel is read and displayed

Use: PUT is used in conjunction with GET to allow the editing of Commodore assembler source files. PUT can also be used as an alternative save method for Basic programs so that they may be run by using the EXEC command. See EXEC for an example of use.

Routine entry point: \$997A
Routine operation: The filename is read along with the device number and checks are made for missing filename and illegal device number. If these are OK , the file is then opened and each line is output using the Print tokens routine to the file. At the end of each line a carriage return is set and an extra carriage return inserted at the end of the file. The file is then closed and the disk error channel is read and displayed.

| LOC | CODE |  |  | LJNE |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 997A |  |  |  |  | . LIP | FUT |  |
| 997A | 20 | 6F | 98 | FUT | JSFi | DFAFS | ; GET FILENAME FAFAMETEFS |
| 9970 | 20 | 4 A | 9A |  | JSF | FUTMES | ; WRITING..' |
| 9980 | 20 | F8 | 99 |  | JSF | FUTOFN | ; OFEN FILE |
| 9983 | 20 |  | 99 |  | JSF | Futout | : SET OUTFUT |
| 9986 | 20 | 33 | A5 |  | JSR | \$ ${ }^{\text {S }} 333$ | ; FE--CHAIN FROGFAM |
| 9989 | A5 | 2 P |  |  | l.DA | \$2P. | ; SET FROG FOINTER |
| 998 E | 85 | 5 F |  |  | STA | \$5F | ;TO STAFT OF FRGOGFAM |
| 998 D | AS | 2 C |  |  | L.DA | \$2C |  |
| 998F | 85 | 60 |  |  | STA | \$60 |  |
| 9991 | A 0 | 88 |  | FUT02 | LDY | \#\$00 | ;END UF FROGRAM? |
| 9993 | P. 1 | 5 F |  |  | LDA | (\$5F), Y |  |
| 9995 | C8 |  |  |  | INY |  |  |
| 9996 | 11 | 5 F |  |  | OFA | (\$5F), Y |  |
| 9998 | F0 | 12 |  |  | PEQ | FUTEND | ; YES |
| 999A | A8 | 04 |  |  | L.DY | \#\$04 | ;FOINT TO FIFST CHAF |
| 999C | P. 1 | 5 F |  | FUT03 | LDA | (\$5F), Y |  |
| 999E | F0 | 17 |  |  | P.EQ | FUTNL | ; END OF LINE |
| 99A0 | 30 | 3B |  |  | B.MI | FUTTK | ; FRINT TOKEN |
| 99A2 | C9 | 22 |  |  | CMF' | \#\$22 | ; IS IT A QUOTE? |
| 9944 | Fe | 29 |  |  | PEQ | FUTET | ; YES DO IT |
| 99A6 | 20 | D2 | FF | FUT94 | JSFi | \$FFD2 | ;FFINT CHAF |
| 9949 | C8 |  |  |  | INY |  | ; SET TO NEXT |
| 95AA | D0 | FO |  |  | R.NE | FUT03 | ;DO NEXT (ALWAYS) |
| 99AC |  |  |  |  |  |  |  |
| 99AC | A9 | QD |  | FUTEND | LDA | \#\$00 | ; CAFFIAGE FEETUFiN |
| 99 AE | 20 | D2 | FF |  | JSF' | FFFD2 | ;FRINT IT |
| 998.1 | 20 | 3A | 9A |  | JSFi | FUTCLS | ; CLOSE FILE |
| 99 P .4 | 4 C | 55 | 8A |  | JMF | DISK01 | ; DISFLAY DISK message |
| 998.7 | A 0 | 00 |  | FUTNL | LDY | \# $\ddagger 00$ |  |
| 998.9 | 8.1 | 5 F |  |  | LDA | (\$5F), Y | ; GET LINK LO |
| 99 ec | AA |  |  |  | TAX |  |  |
| 99 BC | C8 |  |  |  | INY |  |  |
| 99 PD | 8.1 | 5 F |  |  | LDA | (\$5F), Y | ; GET LINK HI |
| 99 BF | 85 | 60 |  |  | STA | \$60 | ; STORE AS NEXT FOINTER |
| 99C1 | 86 | 5 F |  |  | STX | $\ddagger 5 \mathrm{~F}$ |  |
| 9963 | A9 | 0D |  |  | LDA | \# ${ }^{\text {0 }}$ 0 | ; CARFIAGE RETURN |
| 9905 | 20 | D2 | FF |  | JSF | \$FFD2 | ;FFINT IT |
| 9908 | AS | 90 |  |  | LDA | \$90 | ; STATUS |
| 99CA | DQ | E0 |  |  | ENE | FUTEND | ;EXIT IF RAD |
| 990C | 4 C | 91 | 99 |  | JMF' | FUT02 |  |
| 99CF |  |  |  |  |  |  |  |
| 99CF | 20 | D2 | FF | FUTET | JSF | \$FFD2 | ; FRINT IT |
| 9902 | C8 |  |  |  | INY |  | ; NEXT RYTE |
| 9903 | 8.1 | 5 F |  |  | L.DA | (\$5F), Y | ;GET RYYE |
| 9905 | F0 | E0 |  |  | P.EQ | FUTNL | ; END OF LINE |
| 9907 | C9 | 22 |  |  | CMF | \# ${ }^{2} 22$ | ; QUOTE? |
| 9909 | De | F4 |  |  | B.NE | FUTET | ; NO |
| 990 P | F0 | C9 |  |  | P.EQ | FUTO4 | ;OUTFUT AND DO NEXT |
| 990 D |  |  |  |  |  |  |  |
| 990D | C9 | EE |  | FUTTK | CMF | \#\$EE | ;MY TOKEN? |
| 990F | Fe | 05 |  |  | PEQ | FUTTK1 | ; YES |
| 99 E 1 | 20 | D9 | 82 |  | JSFi | FFiNog | ; TOKEN TO TEXT |
| $99 E 4$ | 30 | 03 |  |  | R.MI | FUTTK2 | ; ALWAYS |
| 99Eb | 20 | R.A | 82 | FUTKK1 | JSF | FRIN03 | : CONUEFT TO TEXT AND FFIINT |
| 99E9 | 29 | 7F |  | FUTTK2 | AND | \#未 7 F | ; MASK TOF EIJT |
| 99 ER | A4 | 49 |  |  | L.DY | \$ 49 | ; RESTORE . Y |
| 99ED | 4 C | A6 | 99 |  | JMF' | FUT04 | : SEND AND DO NEXT |
| 99 FO |  |  |  |  |  |  |  |
| 9950 | A6 | 8.8 |  | FUTOUT | L.DX | \$8.8 | ; FILE NUMBEF |
| 99F2 | 20 | C9 | FF |  | JSF | \$FFC9 | ; SET OUTFUT |
| 9975 | R. 0 | 3C |  |  | ECS | FUTOF3 | ; EFROFi |
| 99F7 | 60 |  |  |  | Fits |  |  |
| 99F8 | H0 | 00 |  | FUTOF'N | L.DY | $\# \$ 00$ |  |
| 99FA | P. 1 | R.P. |  | FUTOFI | LDA | ( +4.8$), Y$ | ; GET NAME RYTE |
| 99FC | 99 | 00 | 02 |  | STA | \$0200, Y | ; STORE IT |


| LOC | CODE |  | LINE |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: |
| goff | C8 |  |  | INY |  |
| 9408 | $\mathrm{CB}_{4} \mathrm{E} .7$ |  |  | CFY 98.7 | ;END OF NAME? |
| 9A02 | DO Fb |  |  | BNE FUTOFI | ; NOT YET |
| 7404 | A2 00 |  |  | LDX \#\$00 |  |
| $9 \mathrm{A06}$ | PD 36 | 7A | FUTOF'2 | LDA FIUTSW, X | ; GET R.YTE |
| 9 ACS | 9900 | 02 |  | STA $\$ 0200, Y$ | ;STORE ITT |
| 9 AOC | E8 |  |  | INX |  |
| 9ACD | C8 |  |  | INY |  |
| 9A0E | E0 04 |  |  | CF'X \# 004 | ; DONE? |
| 9 AlO | D) F4 |  |  | ENE FUTOF? | ; NOT YET |
| $9 \mathrm{Al2}$ | A9 61 |  |  | LDA \#\$61 |  |
| 9 Al 4 | 85.8 .9 |  |  | STA \$8.9 |  |
| 9A16 | 84.8 .7 |  | FUTOF 4 | STY \$R.7 | ;FILENAME LENGTH |
| 9 A 18 | A9 00 |  |  | LDA \#\$00 |  |
| 9A1A | 7900 | 02 |  | STA $\$ 0200, Y$ |  |
| 9 ALD | $A C 02$ |  |  | LDY \#\$02 |  |
| 9A1F | 85 P.e. |  |  | STA OPP. | ;FOINTEF lo |
| $9{ }^{\text {922 }}$ | 84 ECL |  |  | STY \$EC | ;FOINTEF HI |
| 9 A 23 | A9 0E |  |  | LDA Hage |  |
| 9A己S | 20 A3 | 8A |  | JSF GETM1 | ; GET FILE NUMBEF |
| 9 A 28 | 85 R 8 |  |  | STA \$P8 | ; FILE\# |
| 9A2A | 8 D 92 | 80 |  | STA EXECNO | ;FOF EXEC |
| 9 A 20 | 20 CO | FF |  | JSF \$FFCO | ; OFEN |
| $9 \mathrm{AF30}$ | 8.01. |  |  | R.CS FUTOF3 | ; ERFiOF: |
| 9 A 32 | 60 |  |  | FiTS |  |
| 9 933 | $4 \mathrm{CF9}$ | E 0 | FUTOF3 | JMF' \$EQF9 | ;OUTFUT EFFORF |
| 9 9 36 | 2C 53 |  | FUTSW | .P.YT ', S,W' |  |
| 9ABA |  |  | FUTCLS |  |  |
| 9A3A | $\begin{array}{lll}\text { A2 } & 03\end{array}$ |  | FUTCL. S | LDX \#\$03 |  |
| 9 ABC | 20 CS | FF |  | JSF 9FFCF | ;OUTFUT TO SCREEN |
| 7A3F | $\mathrm{A}^{2} 200$ |  |  | LDX \#\$00 |  |
| 9 A 41 | 20 Cb | FF |  | JSF \$FFFC6 | ; INFUR FFOM KEYROAFED |
| 9 A 44 | AD 92 | 81) |  | LDA EXECNO |  |
| 9 A 47 | $4{ }_{4} \mathrm{C} 3$ | FF |  | JMF EFFFC3 | ; CLOSE File |
| 9A4A |  |  |  |  |  |
| 9A4A | A9 54 |  | FIJTMES | LDA HCFMESSG | ;FOINTEF TO MESSAGE |
| 9A夏C | A0 9A |  |  | L.DY HFFMESSG |  |
| 9 ALE | 201 E | AB. |  | JSF GARJE | ;FRINT MESSAGE |
| 9A51 | 4 C C1 | FS |  | JMF \$FFC1 | FFINT FILENAME |
| 9 954 | 5752 |  | FMESSG | . P.YT 'WFIITING | , \$00 |
| 9A5C | 00 |  |  |  |  |
| 9A5D |  |  |  | . ENI) |  |

## RENUMBER

Abbreviated entry: R (shift) E
Affected Basic abbreviations: READ - RE(shift)A
Token: Hex \$EE,\$16 Decimal 238,22
Modes: Direct and program
Recommended mode: Direct only
Purpose: To renumber a Basic program in even line number steps. All RUNs, GOTOs, GO TOs, GOSUBs, and RUNs are renumbered if found.

Syntax: RENUMBER start,step -- where start and step are values between $\emptyset$ and 63999 (variables are not allowed).

Errors: Syntax error - if the syntax above is wrong
Syntax error-will occur in pass 1 if a number following any of the commands mentioned in 'Purpose' are $<\emptyset$ or $>63999$
Undefined xxxxx in old line yyyyy - if a line does not exist
Syntax error-will occur in pass 2 if the new line number is greater than 63999

Use: RENUMBER is useful for opening up program lines for the insertion of more lines or just making the program tidy after it is finished. All commands that contain line numbers will be changed so that the new line number is inserted:

```
RUN xxxxx
GOTO xxxxx
GO TO xxxxx
GOSUB xxxxx
THEN xxxxx
ON exp GOTO xxxxx,xxxxx.....
ON exp GOSUB xxxxx,xxxxx.....
```

Routine entry point: \$9A5D
Routine operation: The start and step are read in and Syntax error is output if they are out of range. Pass 1 is displayed and performed. At each occurrence of a branch as above, the routine will print a ' ' character. If the line does not exist, the error message Undefined xxxxx in old line yyyyy will be displayed and replaced with the number 65535 (illegal). This is done throughout the program until the end is found. Then pass 2 is displayed and the line numbers are changed to the new values. Note: If Syntax error is encountered in either of the passes, the renumber process will be stopped but the program will be partly renumbered and thus will not run.

| 10 C | coldes |  | L. INE |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: |
| 9 AFO |  |  |  | -L.IP. FENUMPER |  |
| CASD | 206 E . | A9 | FENUME | JSF $\ddagger$ A96E | :GET STAET |
| 9AbO | $A^{\prime}=14$ |  |  | LDA $\$ 14$ | ; LSE |
| 9n62 | 80 D8 | 9 A |  | STA FENSFT | ;STOFE IT |
| 9 A 65 | AS 15 |  |  | LDA ${ }^{\text {O }} 15$ | :MSP |
| 9A67 | 80.09 | 9A |  | STA FENSFT + 1 | ; STOFE IT |
| 9AbA | 20 FD | AE |  | JSR FAEFD | ; SCAN ' ' |
| 9 AGD | 2068 | A9 |  | ISF \$ A96E. | ; GET STEF |
| PA7C | AS 14 |  |  | LDA \$14 | ; LSP |
| 9672 | 80 DA | 9A |  | STA FEENSTF* | ; STORE IT |
| 9 A 75 | AS 15 |  |  | LDA $\$ 15$ | ; MSE |
| 7477 | 80 de | 7A |  | STA FIENSTF+1 | ;STOFE IT |
| 9 9 7 A | 20 CE | Ab |  | JSF \$AG8E | : SET CHARGET FOINTEF |
| 9A7D | 2080 | 9A |  | JSF FENMS1 | ;SEND FASS 1 MESSAGE |
| 9ABE | 4035 | 92. |  | JMF FENFS. 1 | ; FASS 1 |
| 9693 | 28.8 E | A6 | FENUO1 | JSF ¢A68E | ;SET CHAFGET FOINTEF |


| LOC | CODE |  |  | L. INE |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 7096 | 20 | 92 | OA |  | JSF' | FENMS 2 | ; SEND FASS2 MESSAGE |
| 9A89 |  | E9 | 9A |  | JMF | FENFS2 | ;DO F'ASS 2 AND END |
| 9A8C |  |  |  | : |  |  |  |
| 9ABC |  |  |  | ; TELL U | USER | WHAT WE ARE | $E$ doing |
| 9ABC |  |  |  |  |  |  |  |
| 9 AEC |  | 99 |  | FENMS1 | LDA | \#FPSIMES | ;FOINT TO |
| 9ABE |  | 9A |  |  | LDY | HFFS1MES | ;MESSAGE |
| 9 990 |  | 04 |  |  | P.ME | FENMS3 | ; SEND IT |
| $9 \mathrm{AP2}$ | A9 | AB. |  | FENMS 2 | LDA | H\%FSIMES | ;FOINT TO |
| 9 A94 |  | 9A |  |  | LDY | \#F'S2MES | ;MESSAGE |
| 9 APS |  | $1 E$ | AP. | FENMS3 | JMF | कAB.1E | ; OUTFUT MESSAGE |
| 9499 |  |  |  |  |  |  |  |
| 9ASC |  | 2 A |  | FSIMES | . PYT |  | $51 \geqslant \%$ \% 3 , \$00, $\$ 00$ |
| 9AAG | 0 D |  |  |  |  |  |  |
| ghan | Co |  |  |  |  |  |  |
| gane | 0D |  |  | FSEMES | . P.YT | \$90, $\because \% \# \%$ | FASS 2 \#** |
| ganc. | 2 A | 2 A |  |  |  |  |  |
| 9ARC | QD |  |  |  |  |  |  |
| 9ABD | 08 |  |  |  |  |  |  |
| SAPE | 0 D |  |  | FENILL. | . PYT | \$00, 'UNDEF | FINED ', $\ddagger 00$ |
| 9AP.F | 55 | 4 E |  |  |  |  |  |
| 9AC9 | 00 |  |  |  |  |  |  |
| 9ACA | 20 | 49 |  | FEENIL 1. | . QYt | , IN OLD L | LINE ', $\ddagger 00$ |
| 9AD7 | 00 |  |  |  |  |  |  |
| 9ADB |  |  |  |  |  |  |  |
| 9ADS |  |  |  | ; VAFIAB | PLES | USED |  |
| 9ADB |  |  |  |  |  |  |  |
| 9ADE | 08 | 00 |  | RENSET | - WOF | 0 | ; STAFT OF FiENUMEEF |
| 9ADA | 00 | 90 |  | FENSTF | . WOF | 0 | ; FENUMPEF STEF |
| 9ADC | 80 | 00 |  | FEENLME: | . WOF | 0 | ;FOINTEF:START OF \# |
| 9ADE |  | 00 |  | FEENL NO | . WOF: | 0 | ;FOINTEF:STAFT OF LINE |
| 9AEO | 08 | 80 |  | FEETUST | . WOF: | 0 | ; WARM STAFIT STORE |
| 9AE2 | 00 |  |  | FENLEN | . ByT | 0 | ; LENGTH: JUMF H |
| 9AE3 | 00 |  |  | FEEMLM | . EYT | 0 |  |
| 9AE4 | 00 |  |  | FENTPL | .E.YI | \$00 | ; DUMMY |
| 9AES | 89 |  |  |  | . PYT | \$89\% | ; GOTO |
| 9AE6 | 9A |  |  |  | - PYT | \$8A | ; FUN |
| 9AE 7 | 80 |  |  |  | . EYt | \$80 | ; Gosue. |
| 9AE8 | A 7 |  |  |  | .e.rt | 洓言 | : THEN |
| 9AE9 |  |  |  | FUNT | $=1$ |  | : TOKEN VALUE OF MY FUUN |
| 9AE9 |  |  |  |  |  |  |  |
| GAES |  |  |  | :FASS | $?$ |  |  |
| 9 9E? |  |  |  |  |  |  |  |
| 9AE9 | 20 | 2 A | 98 | FENFES | ISF | RENUOZ | ;GET HEXT EYTE |
| 9AEC | AO | 00 |  | RENFS3 | LDY | \#\$00 |  |
| OAEE | 8.1 | 7A |  |  | LDA | (\$7A) , Y | ;GET EYTE |
| 9AFO | 8D | DC | 9 A |  | STA | FENLNK | ;NEXT LINE L_O |
| 9AF3 | C8 |  |  |  | J.NY |  |  |
| 9AF4 | P. 1 | 7A |  |  | LDA | ( $\ddagger 7 A$ ) , Y | ;GET PYYTE |
| 9AF6 | 80 | DD | 9A |  | STA | FENL NK+1 | ; NEXT LINE HI |
| 9 AF9 | AD | D3 | 9A |  | LDA | FENSET | ;GET LINE NUMPEF LO |
| PAFC | C8 |  |  |  | INY |  |  |
| 9AFD | 91 | 7 A |  |  | STA | ( $\ddagger 7 \mathrm{~A}$ ) , Y | ; STORE It |
| SAFF | AD | D9 | 9A |  | LDA | FENSFT+1. | ; HI |
| 9 P .02 | C8 |  |  |  | INY |  |  |
| 98.03 | 91 | 7A |  |  | STA | $(\$ 7 A), Y$ | ; STORE IT |
| 9 B .05 | 18 |  |  |  | CLC |  |  |
| 9 Pa 0 | AD | D8 | 9A |  | LDA | FENSFT | ;GET LINE\# l.O |
| 9 P .09 | 6D | DA | 9A |  | ADC | EENSTF | ; ADD STEF |
| 9E0C | 8 D | D8 | 9A |  | STA | FENSET | ; STORE IT |
| 9POF | AD | D9 | 9A |  | LDA | FENSFT+1 | ; HI |
| 9812 | 60) | De. | 9A |  | ADC | FENSTF +1 | ; ADD STEF |
| 9 P 15 | 8D | D9 | 9A |  | STA | FENSRT+1 | ;STORE IT |
| 98.18 | AD | DD | 9A |  | LDA | FEENLNK+1 | ; GET LINK HI |
| 9 P 1 P | Fo | OA |  |  | PEE | FENUXT | ; ZERO, END OF FROG |

LOC
cone:

9R1D 85 7E
9P1F AD DC 9A
$9 \mathrm{ED2}$ 85 7A
$9 \mathrm{P} 24 \quad 4 \mathrm{C}$ EC 9A
$9 E .27$ 4C 74 A4
92.2A
98.2A

9R.2A
9R2A
98.2A E6 7A

9R2C D0 02
9R2E E6 7E
98.38 A0 00
0.32 D. 17 A

963460
? 235
9 E 35
$9 E 35$
$9 E 35$
9 P 38
cere
9P3D 4C 83 9A
9 P 40 A5 7A
9 P 42 QD DE 9A
92.45 AE 78.

9 P 47 90 DF 9A
$9 \mathrm{P} 4 \mathrm{~A} \quad 202 \mathrm{~A} 9 \mathrm{E}$.
$9 \mathrm{P} 4 \mathrm{D} \quad 20 \quad 2 \mathrm{~A} 9 \mathrm{P}$
SEEO $202 A$ 9R.
$9 P .53 \quad C 900$
OPES $F O D E$
PRG7 C9 EE
9एら9 FO 29
9PED CO 2n
OESL FO 1A
9R.5F AA
$9 E 60 \quad 10 \mathrm{EE}$
9 P .52 A2 04
9E.64 DD E4 GA
9B67 F0 22
98.69 CA

9E6A DO FS
SEGC C9 CE
TPGE DO EO
9 P 70 20 73 20
$9 \mathrm{P} 73 \quad \mathrm{C9} \mathrm{A4}$
9R, $D=0$ DC
9 P 77 FO 12
9 P 79 20 2A 9E.
9 P 7 C FQ B. 7
9R.7E C9 22
9R80 FQ CE
$0 \mathrm{P} 82 \mathrm{DO} F 5$
$9 \mathrm{P} 84 \quad 20$ 2A 9R.
$98.97 \quad C 901$
90.89 DQ CE
72.8E.

9PGE
98.8E.

9 P 9 B
9R8E AS 2E
9 P 8 D 20 DL FF
9890207300
98939003
$9 \mathrm{P} 95 \quad 4 \mathrm{C} \quad 32$ 9C
L. INE:

```
    STA $7E.
    LDA FENLNKK ;GET LO
    STA $7A
    JMF FENFSS3 :AND AGAIN
FEENUXT JMF $A474 ;PACK TO 'FEADY'
; SUEFROUTINE TO GET NEXT CHAF:
; WITHOUT SCANNING FAST SFACES
FENUO2 INC $7A ;PUMF LO
    R.NE FENII03 \BOMF HI
RENUQ3 LDY ##se ;SET INDEX
    LDA (末>A), Y ;GET P.YTE
    RITS
;FASS 1
FENF'S1 JSR FENUO2 ;GET PYTE
    JSF FENU02 ;GET PYTE
    ENE RENFO1 ;NOT END OF FFOG
    JMF FENUO. :END OF FROGKAM
    LDA &TA GGET FOINTEF LO
    STA FENINO ;STOFE IT
    L.DA $7E ;HI
    STA FENLNO+1 :STORE IT
    JSF FENUOZ :GET EYTE
    JSF RENUO2 GET PYTE
RENFO2 JSF FENUQ2 ;GET EYTE
FENF12 CMF HFOQ ;END OF LINE?
    REQ FENFSS. ;YES
    CMF ##EE :MY TOKEN?
    EEQ FENFRS ;YES
    CMF ##22 :QUOTES?
    EEQ FENFO4
    TAX
    BFLL FENFO2 ;NOT A TOKEN
    LDX ##84 ;LOOF TEST TOKENS
FFNFQ3 CMF FENTRL, X ; CHANGE ITY
    BEQ FENFOS ;YES
    DEX FENFOS :DO NEXT
    CMF #$CE. ;IS JT, GO'?
    MNE FEENFO2 :NO 
    CMF ##A44 ;IS IT 'TO'?
    ENE FENFI2 ;NO
    BEQ FENFO6 ;YES
RENFO4 JSF FENUQ2 ;GET EYTE
    BEQ FENF'S1 FEND OF LINE
    CMF #$22 ;IS IT QUOTES?
    EEQ FENFO2 ;YES, DO NEXT
    ENE FENFO4 ;ALWAYS
    FENFOE JSFR FENUO2 ;GET BYTE
        CMF HFUNT ;FUN TOKEN?
    BNE FENFQ2 ;NO
:ONE OF THE FIVE TOKENS HAS BEEN
        FOUND.
        ;
        FENFO6 LDA #'. ;TELL USEF DOING
            JSK EFFD2 ;FRINT IT
            JSF $0073 ;GET NEXT CHAF:
    BCC FENF'S6 ;IS A NUMBEF
    JMF FENUO4 ;CHECK FOF ','
```

LOC
CODE:

| $9 P 98$ | AS 7A |  |
| :--- | :--- | :--- |
| $98.9 A$ | 80 | $D C$ |
| $9 A$ |  |  |

9 PQD AS 7E
OPFF 80 DD 9A

GPA2 AQ 00
9BA4 D. 1 7a
9PAG C8
9RAT C9 30
9 PA9 9004
GBAE C. 3A
PRAD 90FE

9EAF 88
9RPG 83
9RE. BC E2 9A
9 PR.4 AS 7A
9 9P. 6 DO 02
9RE. 8 C6 7e
9R.RA C6 7A

GPRC 207300
9REF 206 E AS
$9 \mathrm{PC2} 20 \mathrm{GC} 9 \mathrm{C}$

9PCE AD DE 7A
$9 \mathrm{PCB} \quad 857 \mathrm{~A}$
9RCA AD DF 9A
$9 \mathrm{PCD} \quad 857 \mathrm{P}$.
GECF 202 A OR
OPD2 3514
9ED4 282 A 9 P.
$9 \mathrm{PD} 7 \quad 8515$
9809 A2 20
9PDR 202 A 9 P
9PDE 48
TPDF AS 7 A
9BE1 CD DC 9A
9RE4. DQ 07
9EEG AS 7 C
9RES CD DD 9A
OPEE FO 07
YPED 69
FEEE 9D 0002
9PF1 E8
GEF2 DE E7
9P.F4 68
9EF5 AO 00
GPF7 E.9 00 0.1
9RFA FO 07
9PFC 90 0002
9EFF C8
9COO E3
FCO1 DO F4
9COS BC ES 9A
PCOO AD E.2 9A
9CO 13
$9 C 0 A \quad 657 A$
9COC $857 A$
9COE AS 7R
9C10 6700
$9 C 12 \quad 8578$.
$9 \mathrm{C} 14 \quad 202 \mathrm{~A} 9 \mathrm{P}$
OC17 9D 0002
7C1A FO 03
9C1C E8
9C1D DO FS

9C1F 8A
90218

LINE:

```
FENF:5G LDA #7A ;GET FOINTEF LO
    STA FENLNKK ;STOFE IT
    LDA $7P. ;HI
    STA FENLNK+1 ;STORE IT
    LDY #$00
FENFO7 LDA ($7A),Y ;GET RYTE
    INY
    CMF #$30 ;LESS THAN '0'?
    BCC FENFO8 IYES
    CMF H$3A ;NUMEFIC?
    RCCC FENFO7 ;YES
FENFOB DEY
    DEY
    STY FENLEN ;STORE LENGTH
    LDA $7A
    ENE FENUQS
    DEC $7P.
FENUOS DEC $7A
    JSF $0073 ;GET CHAFACTER
    JSF $A96R ;GET LINE NUMBEF
    ISF FENF18 ;CALCULATE NEW NUMPEF
    LDA FEENLNO ;FESTORE START OF LIINE
```

    STA \(\ddagger 7\) : LO
    LDA FEENL.NO +1
    STA \({ }^{5} 7 \mathrm{~B} \quad\); HI
    JSF FENUQ2 ;GET LINE\# LO
    STA \(\$ 14\);STOFE IT
    ISF FENUO? ; HI
    STA \(\$ 15\);STORE IT
    LDX \(\#\) ま 00
    FENFIG JSR FENUO : GET BYTE
FHA
LDA STA :FEACHED NUMPER?
CMF REENLHK
QNE FENFEGG :NOT YET
LDA $\$ 7 E$
CMF FEENLNK +1
PEE FENFG1 : YES
FENFFO FILA
STA $\$ 0200, X$ :STORE EDTE
INX
ENE FENFI 10 ;AL.WAYS
FENF'S1 FLA
LDY \# $\$ 00$
FENFF 11 LDA $\$ 0100, Y$ GEET NEW LINE\#
QEQ FENFIS ;END OF STRING
STA $\$ 0200, X$; STORE IT
INY
INX
E.NE RENF 11 ; AL.WAYS
FENF:13 STY FENLN1 GEET LENGTH
CLC
ADC $\$ 7 A \quad$;ADD TO FOINTEF
STA \#7A ;STORE IT
LDA $\$ 7 \mathrm{E} \quad ; \mathrm{HI}$
ADC $\# \equiv 00$
STA $\ddagger 78$
RENF 14
JSF FENUOR ;GET R.YTE
STA $\ddagger 0200, X$; STOFE IT
PEQ RENFIS ; ; ND OF LINE
INX
P.NE RENF14; AL.WAYS
FENFIS TXA
CLC

| 0 | CODE |  |  | L．INE |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| $9 \mathrm{C21}$ |  | 05 |  |  | ADC | \＃ 005 | ；INCREASE EUFFEF FOINTEF： |
| 9023 |  | 0 E |  |  | STA | 号口． | ；AND STORE IT |
| 9 9 25 | AD | 02 | 03 |  | LDA | \＄0302 | ；GET WARM STAFT LO |
| 9 C 28 | 8 D | E 0 | 9A |  | STA | FENUST | ：STORE IT |
| 9 C 2 E | AD | 03 | 03 |  | LDA | \＄0303 | ；HJ． |
| 9 CLE | 8 D | E1 | 9 A |  | STA | RENUST＋1 | ；STORE IT |
| 9 C 31 | A9 | 40 |  |  | LDA | \＃RENF16 | ；SET WAFIM STAFIT |
| 9033 | 8 D | 02 | 0.3 |  | STA | \＄0302 | ；YECTOF TO FETURN |
| $9 \mathrm{9C36}$ | A9 | 90 |  |  | LDA | \＃PRENF16 | ；to frogram |
| 9 C 38 | 80 | 03 | 03 |  | STA | \＄0303 | ；AFTEF MAKING CHANGE |
| 9C3E． | A4 | Q8． |  |  | LDY | \＄08． | ；GET EUFFEF FOINTEF |
| 9C3D | 4 C | A4 | $A_{4}$ |  | JMF | क $\mathrm{A}_{4} \mathrm{~A}_{4}$ | ；Change line |
| 90.40 | AD | E0 | 9A | FEENF16 | LDA | FEENUST | ；EESTORE WAFM |
| 9C43 | 80 | 02 | 03 |  | STA | \＄0302 | ；START UECTOR |
| 9046 | AD | E1 | 9A |  | LDA | FEENUST＋1 |  |
| 9C49 | 8 D | 03 | 03 |  | STA | \＄0．303 |  |
| 904C | CE | E3 | 9A |  | DEC | FEENLN1． |  |
| 904F | $A D$ | E3 | 9A |  | LDA | FEENLN1 | ：MOVE TO END OF |
| 9C5？ | 18 |  |  |  | CLC |  | ；NEW LINEH |
| $9 \mathrm{CS3}$ | 6 D | DC | 9A |  | ADC | FENLNK． |  |
| 9056 | 85 | 7A |  |  | STA | $\ddagger 7 \mathrm{~A}$ |  |
| 9058 | AD | DD | 9A |  | LDA | FENLNK +1 |  |
| 9 CES | 69 | 00 |  |  | ADC | \＃ $0_{0} 0$ |  |
| 9CSD | 85 | 7 P |  |  | STA | \＃ 7 P． |  |
| 9C5F | 20 | 73 | 00 |  | JSF | \＄0073 | ；GET NEXT CHAF： |
| 9 CS 2 | C9 | 20 |  | RENUO4， | CMF | \＃＇， | ：IS It a commas |
| $9 C 64$ |  | 03 |  |  | EES | FENF． 17 | ；YES |
| $9 \mathrm{Cb6}$ | 4 C | 53 | 9 P |  | JMF． | FENF 12 | ：TFY NEXT CHAF |
| $9 C 69$ | 4 C | 8e． | 9 P | FENP 17 | JMF＇ | FESFOG | ：DO MEXT LJJE：\＃ |
| 9CbC |  |  |  |  |  |  |  |
| 9 COC |  |  |  | ；CALCUL | ATE | NEW L．INE： | IMEEF： |
| 9 CbC |  |  |  |  |  |  |  |
| 9 COC | 20 | 8E | A 6 | FENFIE | JSK | \＄A68E | ；SET Chafget fointef |
| 9 CbF | AD | 08 | 9 A |  | L．DA | FENERT | ；SET LINE NUMEEF |
| 9 CO 2 | 85 | 63 |  |  | STA | \＄63 |  |
| 3074 | fid | D9 | 9A |  | L．DA | FEENSRT＋1 |  |
| 90．77 | 85 | 62 |  |  | STA | \＄62 |  |
| 9079 | 20 | 2 A | 9p． | FENF：1？ | ISFi | FEENUO2 | ；GEt R．YTE |
| 9 CO 7 C | 20 | 2A | 9 F |  | JSFi | FENUO2 | ；GET EYTE |
| 9C7F | D0 | 41 |  |  | PNE | FENF20 | ；NOT END OF FROG |
| $9 \mathrm{C81}$ | A9 | 90 |  |  | LDA | $\# \ddagger ? \mathrm{D}$ |  |
| 9C8：3 | 20 | D2 | FF |  | JSF＇ | FFFDS |  |
| $9 \mathrm{CO6}$ | A9 | 28 |  |  | LDA | \＃ 520 | ；FL．AG EFRKOF： |
| 9098 | 20 | D2 | FF |  | JSF＇ | \＄FFD2 |  |
| 9 ces ． | A9 | P．E |  |  | LDA | \＃KENJLL |  |
| 9 CBD | A 0 | 9A |  |  | L．DY | HRENILL |  |
| 9C8F | 20 | 1E | $A B$ |  | JSF | \＄AB1E | ；FRINT |
| 9092 | AS | 15 |  |  | L．DA | 生 15 |  |
| 9094 | A6 | 14 |  |  | L．DX | \＄14． |  |
| 7096 | 20 | CD | RD |  | JSK | \＄8．DCD | ；FRINT NUMPEF |
| $9 \mathrm{C99}$ | A9 | ca |  |  | L．DA | \＃FENILI |  |
| 9098． | A0 | 9A |  |  | LDY | HFEENIL 1 |  |
| 9 COD | 20 | 1 E | $A B$. |  | JSF | \＄AE1E | ；FFi＇st |
| 9CAO | AD | DE | 9 A |  | LDA | FENLNO |  |
| 9CAS | 85 | FE |  |  | STA | \＄FE． |  |
| 9CAS | AD | DF | 9 A |  | LDA | FENLNO＋1 |  |
| 9CAE | 85 | FC |  |  | STA | \＃FC |  |
| 9CAA | A0 | 01 |  |  | LDY | H\＄01 |  |
| SCAC | 8.1 | FE |  |  | LDA | （\＄FE），Y |  |
| 9CAE | AA |  |  |  | TAX |  |  |
| 9 CAF | C．8 |  |  |  | INY |  |  |
| $9 \mathrm{CD.0}$ | 8.1 | FP |  |  | LDA | （\＄FB），Y |  |
| 9 CB 2 | 20 | CD | PD |  | JSFi | \＄PDCD | ；FRIMT LINE NUMPEF |
| 9 CPS | A 7 | 0 D |  |  | LDA | \＃ 900 | ；CARFIAGE RETUFN |
| 9CE． 7 | 20 | D2 | FF |  | JSR | \＄FFD2 | ；FRINT IT |


REPEAT and RUN

## Abbreviated entry: REPEAT RE(shift)P <br> RUN R(shift)U

Affected Basic abbreviations: None
$\begin{array}{clll}\text { Tokens: } & \text { REPEAT } & \text { Hex \$EE,\$17 } & \text { Decimal 238,23 } \\ \text { RUN } & \text { Hex } \$ E E, \$ 1 & \text { Decimal 238,1 }\end{array}$
Modes: Direct and program
Recommended mode: Either
Purpose: REPEAT is the opening boundary of a REPEAT...UNTIL loop. RUN is the same as Basic RUN except the REPEAT stack pointer is cleared.

## Syntax: REPEAT <br> RUN [line number]

Errors: REPEAT - Out of memory - if more than 61 nested REPEAT loops are active
RUN as in Basic RUN
Use: REPEAT...UNTIL is a very powerful looping method. For example:
$1 \emptyset$ REPEAT:GET A\$:UNTIL A\$=" "
will pause until the space key is pressed. The Basic version would be:

## $1 \emptyset$ GET A $\$$ :IF A $\$<>$ " " THEN $1 \emptyset$

The method is very simple to understand. It means REPEAT do something UNTIL done. The REPEAT...UNTIL loop does not use any of the processor stack for its storage; the RAM behind the Basic ROM is used. This enables more complicated calculations than a FOR...NEXT loop which takes up a valuable 18 bytes of the stack.

Routine entry point: REPEAT \$9CF2
RUN \$9D19
Routine operation: REPEAT checks for its stack being out of memory. If it is not then the command pointer and current line number are stored in the REPEAT...UNTIL stack and the stack pointer bumped (decreased) by 4. RUN just sets the REPEAT stack pointer to zero and executes the normal RUN.

| L.OC | CODE |  | L.INE |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 9 CF 2 |  |  |  | . 1.18 | P FEFEAT |  |
| 9CF2 | AD 24 | 90 | FEEFEAT | LDA | FEFFESK | :GET STACK FOINTEF |
| 9CF5 | C9 Fo |  |  | CMF | \#240 | ;FOOM ON STACK? |
| 9 CF 7 | D0 03 |  |  | PNE | FEFEE 01 | ; YES |
| 9CF9 | 4 C 35 | $A_{4}$ |  | JMF | \$ 4435 | ; 'OUT OF MEMORY' |
| 9CFC | AA |  | FEFE01 | TAX |  | ; STACK FOJNTEF |
| 9 CFD | A5 7A |  |  | LDA | \$7A | ; COMMAND ADDFESS LSB. |
| 9CFF | 9090 | Re |  | STA | \$8E00, X | ; STORE IT |
| 9002 | A5 7e. |  |  | LDA | \$78. | :MSE |
| 9004 | 9001 | PE |  | STA |  | ; STORE IT |
| 9007 | A5 39 |  |  | LDA | \$39 | ; CURFENT LINE \# LSE |
| 9009 | 9002 | P.E |  | STA | \$8E02, X | ; STORE IT |
| 9D0C | A5 3A |  |  | LDA | \$3A | ; MSE |
| SDOE | 90 03 | EE: |  | STA | \$RE03, X | ; STOFE IT |
| 9 O 11 | 8A |  |  | TXA |  | ; INCREASE STACK |
| 9012 | 18 |  |  | CLC |  | ; FOINTEF R.Y |
| 9013 | 6904 |  |  | ADC | \#\$04 | ; 4 |
| 9015 | 3024 | 90) |  | STA | FEFESK |  |
| 9 D 18 | 60 |  |  | Fits |  |  |
| 9 D 19 |  |  | $\stackrel{\dot{H} U N}{ }$ |  |  |  |
| 9019 | A9 00 |  |  | LDA | \# $\$ 00$ | ; CLEAF REFEAT STACK |
| OD12 | 8D 24 | 90 |  | STA | REFESK |  |
| 901 E | 2079 | 00 |  | JSF | \$0079 | ;GET LAST CHAF |
| 9021 | 4C71 | A8 |  | JMFF | \$ 4871 | ;RUN |
| 9024 |  |  |  |  |  |  |
| 9 D 24 | 00 |  | REFESK | . PYT | 10 |  |
| 9025 |  |  |  | . END |  |  |

## SORT

Abbreviated entry: $\mathrm{S}(\mathrm{shift}) \mathrm{O}$
Affected Basic abbreviations: None
Token: Hex \$EE,\$18 Decimal 238,24

Modes: Direct and program
Recommended mode: Either
Purpose: To sort a string array into alphabetically ascending order.
Syntax: SORT string array name. The string array name must be 1 or 2 bytes long, this being the characters of the name (without the $\$$ character)

Errors: Syntax error - if no name is specified
Array not found - if the string array specified does not exist
Incorrect dimension - if the string array specified has more
than one dimension
Insufficient elements - if the string array has only 1 element
Use: SORT is a bubble sort routine that will sort a string array so that all of the strings in the array can be read in alphabetically ascending order. For example:

|  | A\$() | After SORT A |
| :--- | :--- | :--- |
| $\emptyset$ | TEST | AFTER |
| 1 | SORT | BUBBLE |
| 2 | NAME | NAME |
| 3 | BUBBLE | READ |
| 4 | AFTER | READING |
| 5 | READING | SORT |
| 6 | READ | TEST |

Routine entry point: \$9D25
Routine operation: The array name is first read in and stored away in the Basic format for string arrays. The array storage area is then scanned for that array, and if not found the message Array not found is displayed. If the array is found the number of dimensions is checked, and if more than one dimension the message Incorrect dimension will be displayed. If that is OK the dimension is checked, and if it is only one value the message Insufficient elements is displayed. If all checks are OK the array is then sorted.

The method of the sort is rather complicated, and anyone wishing to know how it is done can follow the assembly listing or refer to Library of PET subroutines written and published by Nick Hampshire, from where the original routine was taken.


1．OC CODE LINE

9D3A $4 C 4290$
903D A9 30 903F 80 F1 9E
9042
9042 A5 2F
$7044 \quad 85 \quad 22$
9046 AS 30
$7048 \quad 85 \quad 23$
904 A
$9 D 4 A$
904C
9D4E
9050
0052
9054
9056 A9 00
9D58 4C 9B 9E
ODES
9DSE AO 00
$\begin{array}{llll}9050 & 8.1 & 22 \\ 905 F & C D & F 0 & 9 E\end{array}$
9062 D0 08
9D64 C8
9065 R． 122
9D67 CD F1 9E
9D6A FO 1E
9D6C
9D6C AO 02
$9 D 6 E$ P1 22
8D FA 9E
9073 C8
9 974 $\quad$ E 122
9076 8D FP．9E
9D79 18
907A AS 22
9D7C 6D FA 9E
907F 85 22
9081 A5 23
9083 6D FB 9E
$9086 \quad 8523$
908890 ce
908A
9DBA AO 04
9DEC E． 22
9D8E C9 01
9090 FO 05
9092 A9 01
9094 4C 9E 9E
9097 A8 05
9D99 R1 22
909E 80 FZ 9E
9DSE C8
9D9F R． 122
90A1 3D F2 9E
9DA4 AD FZ 9E
9DA7 DO OC
9DA9 AD F2 9E
9DAC C9 02
9DAE RO 05
9DPG A9 02
$90 \mathrm{P} 2 \mathrm{4C} 9 \mathrm{C}$ 9E
90 P
90RS AD F2 SE 90R8 80 F4 SE
;
;

```
        JMF SOFTO1
SOKTOO LDA #$80
        STA CP
SO
SORT01 LDA $2F% ; SET FOINTEF:
        LDA $2F+1
        STA $22+1
;
SORT02 LDA $22 ;END OF ARFAYS?
        CMF 年2F+2
        ENE SOFTOZ ;NO
        LDA $22+1
        CMF: 22F+3
        PNE SORTOU ;NO
        L.DA #$00 ;AFFFAY NOT FOUND
```

SORTO LDY $\# \$ 00$
LDA ( $\$ 22$ ), Y
CMF CA ;NAME CDRFECT?
RNE SORTO4 ; NO
INY
LDA (\$22), Y
CMF CE
EEE SORTOS ;YES
SOFTO4 LDY \# $\ddagger 02$
LDA (\$22), Y ; TO FOINTEF AND
STA TEMF: ; CHECK NEXT
INY
LDA (\$22), Y
STA TEMF'+1
CLC:
LOA $\$ 22$
ADC TEMF
STA ${ }^{2} 22$
LDA $\ddagger 22+1$.
ADC TEMF +1
STA $92+1$
ECC SOFITO2 ;AI WAYS
SOFTOS LDY \# $\$ 04$
LDA ( 922 ), $Y$;GET AFFAY DIMENSION
CMF \#ま01
PEQ SOFTD :ONLY 1 DIMENSION

JMF SORT21
SORTOS LDY \#ま05
L.DA (*2の), Y :GET NUMDEE OF ELEMENTS
STA NOOFE+1.
INY
LDA (\$22), Y
STA NOOFE
LDA NOOFE+1 ;ENOUGH ELEMENTS?
PNE SORTOT ;YES
LDA NOOFE
CMF H $\$ 0$ 2
RCS SOFTOT ; YES
LDA $\# \$ 02$;TOO FEW ELFAIENTS
JMF SOFT21
SOFTOT LDA NOOFE ;SET COUNTDOWN
STA NOOFC : FOF NUMPEF OF
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9Ce. AD F3 9
9DC1
GDC1 A9 OA
9DC3 80 FC 9E
90C6 8D F8 9E
90C9 8D F9 9E
9DCC CE F4 9E
9DCF AD F4 9E
9DD2 C. FF
9DD4 DO 03
90D6 CE FS 9E
9DD AD FS 9E:
9DDC DO 06
9DDE AD F4 9E
TDE 1 DO 01
9DE3 60
$\begin{array}{ll}\text { 9DE4 } & \\ \text { 9DE4 } & 18\end{array}$
TDES AS 22
9DE7 6907

9DE9 8524
9DEE AS 23
9DED 6900
9DEF 8525
9DF 1
9DF1 AO 00
$\begin{array}{llll}9 D F 3 & \text { B. } & 24 & \\ 9 D F 5 & 80 & F 6 & 9 E\end{array}$
9DF8 C8
9DF:9 E. 124
9DFE 85 FE
GDFD C8
9DFE B. 124
$9 E 00 \quad 85 \mathrm{FC}$
$9 E 02$ CB
9E03 E. 24
9E0S 8D F7 9E
9F08 C8
9E29 P1 24
9E0P 85 FD
9EOD CA
9EOE E. 124
9E10 85 FE
9E12 AE F7 9E
9E15 FO 53
9E17 低F6 9E
9E1A FO ?8
9E1C NO OO
PEIE P. FP.
9E20 D1 FD
9E22 FO 05
9E24 90 44
9E26 $4 C 449$.
$9 E 29$ CE
9E2N FO 3E
9E2C CC F6 9E
9E2F 90 Ó
9E31 FO 07
$9 E 33$ P. 0.5
$9 E 35$
$9 E 35$
CC. FY 9E
9E3B 90 Eイ

LINE

L.DA ( $\ddagger 21$ ) , Y

STA ${ }^{\text {FFD }}$
IMY
LDA ( 624 ), Y
STA WFDæ1
LDX LEN? $\quad$ LEN(STEO) O?
PEQ GORT17 ;YES, DON'T SWAF:
L.DX LEM ; $\operatorname{IEEN}(S T F 1)=0$ ?

REQ SORIT1G ;YES, SWAF THEM
LDY \#\$00
GORT12 LDA (\$FR),Y ;COMFARE \$FP
C.MF (\$FD),Y ; WITH \$FD

BEQ SORTI3 ; SAME
BCC SORTIT ;DIFFERENT, DON'T SWAF
JMF SORT16 ;DIFFERENT, SIJAF
;
SORT13 INY ;LENGTH=256?
PEQ SORT17 ;YES, DON'T SWAP
CFY LEN1 ;END OF STF1?
BCC SORT14 ;NO, CHECK STR2
REG SORT15 ; YES
RCS SORT15 ;ALWAYS
SORT14
;END OF STR2?
;NOT YET

| L．OC | CODE |  | I．INE： |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 9E3A |  |  |  |  |  |  |
| 9E3A | AD Fb | 9E | SORT15 | LDA | LEN1 | ；LEN1＝LEN2？ |
| 9E3D | CD F7 | 9 E |  | CMF＇ | LEEN2 |  |
| 9Eく0 | F0 28 |  |  | BEG | SORTIT | ；YES，DON＇T SWAF |
| 9E42 | 9026 |  |  | B．CC | SORT17 | ；NO，LEN1＜LEN2 |
| 9E44 |  |  | ； |  |  |  |
| 9E44 | A 08 |  | SORT16 | L．DY | H\＄00 | ；SWAF，STR $1=$ STR2 |
| 95：46 | AD F7 | 9E |  | LDA | LEN2 | ；nND UICE UERSA |
| 9E49 | 9124 |  |  | STA | （\＄24），Y |  |
| 9E4B | C8 |  |  | INY |  |  |
| 9E1C | AS FD |  |  | LDA | \＄F＇D |  |
| 9E4E | 9124 |  |  | STA | （\＄24），Y |  |
| 9E50 | C8 |  |  | INY |  |  |
| 9E51 | A5 FE |  |  | LDA | \＄FD＋1 |  |
| 9E53 | 9124 |  |  | STA | （\＄24），Y |  |
| 9E55 | C8 |  |  | INY |  |  |
| $9 \mathrm{ES6}$ | AD F6 | 9E |  | LDA | LEN1 |  |
| 9E59 | 9124 |  |  | STA | （\＄24），Y |  |
| 9E5E | C8 |  |  | INY |  |  |
| 9E5C | AS FE． |  |  | L．DA | \＄F． |  |
| 9EGE | 9124 |  |  | gTA | （\＄24），Y |  |
| 9E60 | C8 |  |  | INY |  |  |
| 9E61 | AS FC |  |  | LDA | \＄FB＋1 |  |
| 9E63 | 9124 |  |  | STA | （\＄24）， Y |  |
| 9E65 | 1981 |  |  | LDA | \＃\＄01 | ；FLAG SWAF |
| 9E67 | （3）FC | 9E |  | STA | Fl．ags |  |
| 9E6A |  |  | ； |  |  |  |
| 9E6A | EE F8 | 9E． | SOFT17 | INC | COUNT | ；INCFEMENT INNEF |
| 9E6D | DQ 93 |  |  | PME | SORT 18 | ；LOOP COUNT |
| 9E6F | EE F9 | 9 E |  | INC， | COUNT +1 |  |
| 9E7？ | AD F8 | 9E | SORTIS | I．DA | count |  |
| 9E75 | CD F4 | 9E |  | CMF＇ | NOOFC． | ；DONE？ |
| 9 CV 78 | D） 11 |  |  | P．NE | SORT？ | ； NO |
| 9E7A | AD）$F 9$ | 9F： |  | L．DA | COUNT＋1． |  |
| 9E．71） | CD P5 | 9E |  | CMF | NOOFC＋1 |  |
| 9E80 | D8 89 |  |  | Prit | SORT20 | ；NO |
| 9E82 | AD FC | 9E |  | L．DD | Fl．AGS | ；ANY SNAFS？ |
| 9E85 | FQ 03 |  |  | REE | 508T19 | ；NO，END |
| 9 C 97 | 4 Cl | 9D |  | JMF． | S0RT08 | ；DO NEXT L．OOF |
| 9E8A | 60 |  | sofitio | rits |  | ；AL．L．DONE |
| 9EBP | 18 |  | sortsa | C．LC． |  |  |
| 9E．BC |  |  | ； |  |  |  |
| 9E8C | А5 24 |  |  | L．DA | \＄2．4 | ；INCREASE FOINTER EY |
| 9E8E | 6983 |  |  | ADC | $11 \$ 03$ |  |
| 9E\％ | 85 24 |  |  | Sta | \＄？ |  |
| 9F92 | А 5 |  |  | LDA | \＄24＋1 |  |
| 9E94 | 6980 |  |  | Al）${ }^{\text {a }}$ | H\＄00 |  |
| 9E96 | 8525 |  |  | Srn | \＄24＋1 |  |
| $9 \mathrm{9FO}$ | 4 CF 1 | 91） |  | JMF． | SORT11 | ；DO IRNEF LOOF． |
| 9E9\％ |  |  | ¢0FI21 |  |  |  |
| 9E98． | 0 n |  |  | ASL | $\wedge$ | ；SFND ERFOR MESEnGE |
| 9E？C | AB |  |  | tiv |  |  |
| 9 PE 9 | P9 AD | 9E： |  | L．D）A | FOINT，Y | ；ADDFESS OF MESSAGE |
| ？EへO | An |  |  | Tinx |  |  |
| 9EA1 | C8 |  |  | INY |  |  |
| 9En？ | P． 9 AD | 9E |  | I．．DA | FOINT，Y |  |
| GEAS | 18 |  |  | Thy |  |  |
| 9Enh | 8A |  |  | TXA |  |  |
| 9ER7 | 20 1E | AE． |  | JSF | \＄AB．1E | ；SEND IT |
| 9ENA | 价 62 | $\mathrm{A}_{4}$ |  | JMF＇ | \＄ $\mathrm{Al}^{\text {¢ }}$ 62 | ；FRINT＇IN．．．＇ |
| 9EAD |  |  | FOINT |  |  |  |
| 9END | P． 3 9E |  |  | ．WOR | STEFKi |  |
| 9E＾F | CH9E |  |  | ．WOR | StERFi？ |  |
| 9ER 1 | 109 9E |  |  | ．WOR | S STEFR3 |  |
| 9EE3 | 3F－4 |  | STERFi | ．EYT | T＇？ARRAY | T FOUND＇，क9月 |


| L.toc | CODE: | 1. INE: |  |  |
| :---: | :---: | :---: | :---: | :---: |
| gece | 00 |  |  |  |
| 9EC.4 | 3F 49 | STERFR? | .RYT | '?INCORFECT DIMENSION', \$00 |
| 9ED8 | 00 |  |  |  |
| 9ED9 | 3F 19 | STERFI3 | .PYT | '?INSUFFICIFNT ELEMENTS', \$80 |
| 9EEF | 00 |  |  |  |
| 9FF\% | 00 | C.A | . PYt | 0 |
| 9EFP | 90 | CP. | . Prit | 0 |
| 9EF2 | 8000 | NOOFE | . WOF | 0 |
| 9EF/ | 0080 | NOOFC, | . WOF: | 0 |
| 9EFG | 00 | LENI | . BYT | 0 |
| 9EF7 | 08 | LENT? | . B.YT | 8 |
| 9EFE | 0000 | COUNT | . WOF | 0 |
| 9EFA | 0000 | TEAF | . WOF | 0 |
| 9EFC | 00 | Fl.nge | . BYt | 0 |
| 9EFD |  |  | . END |  |


and

Abbreviated entry: TRACEON T(shift)R<br>TRACEOFF TRACEO(shift)F

Affected Basic abbreviations: None
$\begin{array}{llll}\text { Tokens: } & \text { TRACEON } & \text { Hex \$EE,\$19 } & \text { Decimal 238,25 } \\ & \text { TRACEOFF } & \text { Hex \$EE,\$1A } & \text { Decimal 238,26 }\end{array}$
Modes: TRACEON and TRACEOFF - Direct and program
Recommended mode: TRACEON and TRACEOFF - Either
Purpose: To provide a line trace facility while the program is running for the purpose of program de-bugging.

## Syntax: TRACEON <br> TRACEOFF

## Errors: None

Use: The TRACE routine prints the current line number being executed to the current output device. If it is the screen, it will be displayed at the current cursor position.

## Routine entry points: TRACEON \$9EFD <br> TRACEOFF \$9F43

Routine operation: When TRACEON is called, the line trace routine is wedged into the handle statement link. When TRACEOFF is called, the handle statement is put back into the link. The actual line trace routine first checks to see if the program is running. If not, the handle statement routine is jumped to. If the program is running, the current line is checked with the last line number
displayed and if they are the same, the handle statement routine is jumped to. If it is a different line, the current line number is stored away and the line number printed thus: ' $[x \times x x x]$ ' and the handle statement routine is jumped to.


## TYPE

Abbreviated entry: T(shift)Y
Affected Basic abbreviations: None
Token: Hex \$EE,\$1B Decimal 238,27
Modes: Direct and program
Recommended mode: Direct

Purpose: To display a text file stored on disk to the screen.
Syntax: TYPE filename, d - where d is the device number (disk only).
Errors: Illegal device - if the device number specified is less than eight
Missing filename - if a null filename is specified
File not found - if the file does not exist
Device not present - if no disk drive is connected
Too many files - if ten files are already open
Disk errors - at the end, the disk error channel is read and displayed

Use: TYPE can be used to look at sequential files stored on disk. This can be used rather than GET if you wish to check a certain line in the file, as the file is not loaded in but directly displayed from the disk. Easyscript text files could be just as easily displayed using this routine.

Routine entry point: \$9F5
Routine operation: The filename is read along with the device number and checks are made for missing filename and illegal device number. If these are OK , the file is then opened and each character is read in and displayed until the end of file or the stop key is pressed. At this point, the file is closed, the disk error channel is read and the routine exits.

| LOC. | CODE: |  | I. TNE |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: |
| 9F50 |  |  |  | -LIE TYFE |  |
| 9F50 | 20 6F | 98 | TYFE | JSF DFAARS | ;GET FILE DETAILS |
| 9F53 | 20 EP | 8 F |  | JSF GETOFN | ; OFEN FILE |
| 9F56 | 20 AC | $8{ }^{\circ}$ |  | JSR GETIN | ; SET INFUT |
| 9F:59 | 20 CF | FF | TYF'E: 2 | JSF \$FFCF | ; INFUT EYTE |
| 9F\% | At 90 |  |  | LDX \$90 | ;GET STATUS |
| 9F5E: | 20 D 2 | FF |  | JSF \$FFD2 | ; FRINT RYYE |
| 9F6. 1 | 20 El | FF |  | JSK \$FFE1 | ;STOP KEY? |
| 9 F 64 | F003 |  |  | EEA TYFE: 1 | ; YES |
| 9F66 | 80 |  |  | TXA |  |
| 9 F 67 | FO Fo |  |  | EEG TYFE? | ; NO EEFROR |
| 9F69 | 傦 AC | 99 | TYF'E1 | JMF FUTEND | ; DONE. |
| 9F6C |  |  |  | - E:ND |  |

## UNTIL

Abbreviated entry: U(shift)N
Affected Basic abbreviations: None
Token: Hex \$EE,\$1C Decimal 238,28
Modes: Direct and program
Recommended mode: Either

Purpose: To repeat something where the start of the Basic commands is specified by the REPEAT command until a check is true.
Syntax: UNTIL expression. The expression should be of the same format as the basic IF command.

Errors: UNTIL without REPEAT - if there was no corresponding REPEAT command

Use: UNTIL is the closing command in a REPEAT...UNTIL loop and is followed by a comparison or boolean expression. If the expression is true, the program continues running from that point. If the expression is false, the program continues from the first statement after the preceding REPEAT command.

Routine entry point: \$9F6C
Routine operation: The repeat stack pointer is first checked to see if there is any active repeat. If not, UNTIL without REPEAT is displayed. If there is an active REPEAT, the expression following is checked and if the result is not zero (true) then the REPEAT...UNTIL loop is closed and exited. If the result is zero (false), the program pointers to the command following the REPEAT are set and execution starts at that point.
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LINE

```
    JSF $APIE ;OUTFUTT EFROR
            JMF: $A462
;
UNTIER .RYT '?UNTIL WITHOUT REFEAT',$AQ
    .END
```


## VARPTR

Abbreviated entry: V(shift)A
Affected Basic abbreviations: VAL - VAL
Token: Hex \$EE,\$2 $\emptyset$ Decimal 238,32
Modes: Direct and program
Recommended mode: Either
Purpose: To return the address in memory where a variable is stored.
Syntax: VARPTR (variable name). The variable name must be in ASCII characters.

Errors: Syntax error
Use: VARPTR can be used to find the address in memory of any variable be it simple or an element of an array. If the variable is a string, the value returned points to the length of the string (the following two bytes are the pointer to the actual string). For example:

VARPTR (A\$) will return the entry address of $\mathrm{A} \$$. To find the address of the string: DEEK(VARPTR(A\$)+1)
VARPTR ( $\mathrm{BB}(12)$ ) will return the address of the 12 th element of the array BB

## Routine entry point: \$9FCA

Routine operation: On entry, VARPTR scans past the opening bracket and then finds the variable (or creates it if it does not exist). The closing bracket is then scanned past and the address of the variable is converted to floating point form.
LOC CODE LINE

| 9FCA |  |  |  |
| :---: | :---: | :---: | :---: |
| 9FCA | 20 | FA | AE |
| 9FCD | 20 | 8 B | B. |
| SFDO | 8D | EB | 9F |
| $9 F D 3$ | 8C | E9 | 9F |


| VAFFTK | -LIP VAFFPTR |  |
| :---: | :---: | :---: |
|  | JSFi AEFA | ;SCAN ' (' |
|  | JSR \$R.08R. | ;FIND VAFIARLE |
|  | STA UARFQ1 | ;STORE FOINTEF |
|  | STY UARFO1+1 |  |

LOC CODE LINE

| $9 F D 6$ | 20 | F7 AE |
| :---: | :---: | :---: |
| 9FD9 | A9 | 00 |
| OFDP | 85 | OD |
| 9FDD | 85 | 0 E |
| 9FDF | AE | E8 9F |
| 9FE2 | AD | E9 9F |
| 9FES | 4C | A3 89 |
| GFES | 30 | 00 |
| 9FEA |  |  |

```
    JSF $AEF7 ;SCAN FAST ')'
    LDA #$00 ;SET TYFE TO REAL NUMPER
    STA $0D
    STA $0E
    IDX UAFFO1 ;GET FOINTER
    L.DA YARF01+1
    JMF ASSIGN ;SEND I.T
UARFO1 .WOF 0
    .END
```


## Symbol table

| SYMEOL VAL.UF |  |  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| An2F | 7607 | AAEER | 96.3 | AALOOF | 96F4 | AALOF | 970A |
| nombic | 9718 | AMSOK | 96 PB | ABFA | 956 A | ABNC | 9575 |
| arse | 9536 | AESLOF- | 9514 | ADEADS | 9531 | adosue. | 9501 |
| nouenc | 950 B | AFFEND | 84108 | AFIITH | 8334 | ARITHEL | 8345 |
| AFITH2 | 83.45 | ASAFAE: | 9363 | ASLOOF | 9330 | ASLOF | 933E |
| ASNC | 934 A | ASNC9 | $935 \%$ | ASFIF | 9360 | ASF2F | 9378 |
| ASFEETT | 9477 | ASFIF | 9352 | ASFITE: | 943C | ASFiLOF | 940C |
| ASELFP1 | 9410 | ASFRNC1. | 9450 | ASENCS | 9/113 | ASFSSOK | 9388 |
| ASESUP | 9383 | ASFTM | 944C | ASFRTM1 | 9450 | ASETM3 | 9469 |
| ASSGin | 92 F 6 | ASSIC | 9300 | ASSIGN | 89 A 3 | ASSF1 | 9310 |
| ASSTLO | $93 C E$ | ASSTN1 | 9308 | ASSTN2 | 930E | ASSTN3 | 93E6 |
| nuto | 8555 | nutool | 8567 | AUTOO2 | 8573 | AldT003 | 8578. |
| Autoea | 8580 | AUTOes | 85 A1 | AUTOOG | 85AE. | AUTOFF | 8551 |
| giltono | 8537 | Autost | 855 C | BEXFOK | 9150 | CA | 9EFO |
| CADDF | 8189 | CATlel | 85 CB | CATL02 | 85C6 | CATL03 | 85EF |
| Catlor | 85 F 1 | CATLOS | 860F | CATLO6 | 8613 | CATL07 | 86.30 |
| CATLe8 | 863 E | Catleg | 8645 | catlio | 8657 | CATLI 1 | 8668. |
| CATLI2 | 8670 | CATLIS | 8674 | catlog | 85 E .6 | CP. | 9EF1 |
| CHAIN | 8684 | CHAINI. | 8685 | CHANOI | 86EA | CHANOZ | 86ED |
| CHANO3 | 86F\% | CHANO4 | 8700 | CHANOS | 870 A | CHANOG | 8716 |
| CHANO 7 | 8722 | CHANDE | 872C | CHANO9 | 8742 | CHAN10 | 8748 |
| CHANT 1 | 8755 | CHON12 | 8764 | CHAN 13 | 8760 | CHAN14 | 877A |
| CHAN15 | 878F | CHAN16 | 87 A4 | CHAN17 | 87 CE | CHAN18 | 87E6 |
| CHINS 19 | 87F0 | CHAN20 | 87F9 | CHANGE | 86 B 8 | CHANLS | 87FC |
| CHANST | 87F) | CHECKA | 8950 | CHECKE | 8957 | CHECKC | 895 E |
| CHECKN | 894E | CHECKS | 8955 | CHKOF | 91 PA | CHOK | 9123 |
| CHOKJ. | 9141 | CHOK2 | 9180 | CHOK2A | 919A | CHOK3 | 9222 |
| CHRGET | 0073 | CHFGOT | 0079 | CLIST | 80F1 | COL | 97 AB |
| COLD | 807A | COUNT | 9EF8 | CFENCO1 | 81 CF | CFNCO2 | 810 L |
| CFiNCO3 | 81F1 | CRNCO4 | 8159 | CFNCOS | 81FC | CRNCO6 | 81FF |
| CFENCO7 | 8201 | CFNCO8 | 8203 | CFiNC09 | 821A | CFiNC10 | 821C |
| CRNCI1 | 8223 | CFNCL 12 | 822 C | CRNC 13 | 8233 | CRNC14 | 8230 |
| CFENC15 | 8246 | CFNC:16 | 8251 | CRNC17 | 8253 | CFNC18 | 8264 |
| CRNC19 | 8277 | CRNC20 | 8279 | CRNC21 | 8289 | CRNC22 | 8280 |
| CFENCHT | 8159 | CFUNO1 | 880A | CRUNE2 | 8818 | CRUN03 | 881 l |
| CFIUNO4 | 8825 | CRUNOS | 8830 | CRUNOG | 883E | CRUNOT | 8845 |
| CFUNO8 | 8849 | CRUNOG | 8854 | CRUN10 | 885 E | CRUNJ. 1 | 886A |
| CRUN 12 | 8871 | CFiUN 13 | 8895 | CRUNCH | 87FF | CTED | 8993 |
| CTCFLG | 8994 | CTCUF | 8991 | CTEND 1 | 8910 | CTL. | 38AE. |
| CTLe 01 | 88C1 | CTLO2 | B8CE | CTL03 | 88DP. | CTLOA | S8E8 |
| C.TL. 05 | 88F5 | CTI. 06 | 88FD | CTLDEF | 892 C | CTIEEN1 | 8903 |
| CTLEEND | 8906 | CTSC | 8992 | cteros | 898F | CTYFOS | 8990 |
| DEEK | 8995 | DELE01 | 89Ce | DELE82 | 89E9 | DELEQ3 | 897a |
| DELEO4 | 3 A09 | DELE0S | 8 8. 11 | DELEOG | 8 n 26 | DELEC 7 | 8A29 |
| DELE08 | 8 A38 | DELEO9 | $8 \wedge 40$ | DELESO | 8 A 4 C | DELETE | 89AD |
| DIMESS | 8ССЗ | DISK | 8A10 | DISK01 | 8 A55 | DISKO2 | 9AbP. |
| DISKO 3 | 8A7A | DISK04 | 8 3 B. 8 | DISKer | 8APF- | LISKO7 | 8คD4 |
| DOKE | 8ADF | DOMAT | 9249 | domata | 9209 | DOMUST | 9567 |
| DOFOF | 98CE | DOFFENT | 8321 | Dosue. | 7550 | DFAFS | 986F |

SYMEOL VALUE

| DUMP | 8P.02 | DUMFP. | OPOA | Dumper | 8. 16 | DUMFPO3 | 8P.18 |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| DUMF'0/, | 88.81 | DUMF0S | 88.83 | DUMF06 | 88.90 | DUMF 07 | 8PA7 |
| DUMF'08 | GPaE | DUMFOS | 88e3 | DUMF'18 | ener | DUMF:1. | 8 ECO |
| DUNF 12 | gec. | DUAFE 13 | 88Cn | DUMF:14 | 8BE2 | Dumbers | QPE3 |
| DUAF'1.ó | 8eec | DUMF. 7 | 8eEd | Dumpis | BEFA | DUAFP19 | 8 C 06 |
| DUMF2\% | 3 Cl 9 | DUMF'S | 8 CLC | DUMF22 | 8 8.56 | DUMF23 | 8 C 68 |
| DUmFrs | 3C9F: | DUMF2S | $8 \mathrm{CA7}$ | Dumper | 8 BC 68 | DUMTEL | 8CCA |
| EDUNA. 1 | 91任 | EDUNAE | 9107 | EDUNAB | 9231 | ENDCOL | 975 |
| ENDFOW | 9788 | EOFMES | 84 AE | EXEC | BCCE | ExECas | 80) ${ }^{\text {F }}$ |
| ExECo3 | 9D.F | EXECO4 | 8 D 36 | EXEC0: | 8150 | ExECO6 | 8059 |
| EXPC.87 | 8065 | EXECER | 8090 | EXECNO | 8092 | EXECST | 8D8E |
| Fitove | 963E | FACM | 90FD | FACOnt | 9491 | FACT | 9182 |
| FAE1 | 94CD | FAEX | 94ED | Fagets | 94 BF | FAl.ode | 9480 |
| FiNAF | 9402 | FANC | $948 . \mathrm{C}$ | FANDOK | 9402 | FIIEENO | 9861 |
| FIND | 8093 | FINDO1 | 8DEP. | FINDO2 | 80C4 | FIND03 | 8DC7 |
| FINDO4 | 8DDD | FIND05 | 8DES | Findob | 8DF 3 | FIND07 | 8DF9 |
| FIND08 | 8E17 | FIND09 | 8 E 24 | FIND10 | 8E56 | FIND11 | 8 E 67 |
| FIND 12 | 8E68 | FIND 13 | 8E8P. | FIND14 | 8 E 91 | FINDIE | 8E96 |
| FIND16 | 8E8. | FlNO17 | BECA | FINDAR | 9478 | FINDEF | BECF |
| Flags | 9EFC | FNSTET | 0010 | FDEG | 9168 | FOFEN | 8 A9. 1 |
| FUNC: | 8368 | FIJNC01 | 8370 | FUNC02 | 837F | FUNCO3 | 8394 |
| FIJNCO4 | 83 A9 | FINC05 | 83 P .1 | Funcor | 83 B .9 | Funcer | 83P.P. |
| FUNCOB | $83 C 6$ | FUNCO9 | 8302 | FUNCTT | 8875 | GADS | 9671 |
| GAFT3 | 9292 | GEFTS | 8989 | GET | 8ED 1 | GETEND | 8F89 |
| GETEF | 8FDE. | GETFNO | 8AA1 | GETJ.N | 8FAC | GETJN1 | 8FP.4 |
| GETLN | 8 F 24 | getlino | BFDC | GETLFI | 8 FOF | GETLFS | 8 F 11 |
| GETLP3 | 8F他 | GETLF\% | 8 F 80 | getmes | 8F99 | GETN1 | 8คA3 |
| GETN: | BNA9 | GETN3 | 8AR. 4 | GETN4 | 8 8AB 7 | GETOF 1 | 8FP9 |
| GETOF'? | $8 \mathrm{CC5}$ | GETOFN | 8FE 7 | GETSR | 8FD8 | GETUN | BEDE |
| GETU3 | 910 F | gmessg | 8 FA 3 | GU1 | 8965 | GV2 | 8968 |
| GU3 | 896 E | GV/4 | 896E | HANDO1 | 8308 | HANDO2 | 830 E |
| HAND03 | 8327 | handle | 82 F 7 | HIMEM | 8FDF | HIMSET | SFEC |
| ISNALF | 8.113 | KEY | 9014 | KEYP1 | 9024 | KEYO2 | 903 C |
| KEYO3 | 904 A | KEYO4 | 9048 | KEYETiF | $901 F$ | KEYLO | 9054 |
| LEN1. | 9EF6 | LEN2 | 9EF7 | L. INK | 8009 | Lister | 83EP |
| LIST02 | 83EE | LJST03 | 840.1 | LIST04 | 8404 | Listes | 84,1E |
| LIST06 | 842A | LISTO7 | 8435 | LIST08 | 8430 | LISTe9 | 8449 |
| LISTig | 8457 | LIST11 | 8470 | LISTI? | 8494 | LISTEF | 83E3 |
| L.L.V2 | 97AC | LNE | 914.4 | L.NE? | 9191) | L.NE3 | 9225 |
| L.OMg. 1 | 9094 | L.OMO2 | 909A | LOMEM | 90.50 | LOMSET | 906A |
| MAT | 9.118 | MEFige2 | 97FA | MEFG03 | 9818 | MEFGGO4 | 9838 |
| MEFGGOS | 983P. | MEFGE | 978.0 | MEFGRT | 9860 | MEEGST | 9860 |
| ME.fiFi | 9674 | MMULT | 90 E 2 | MMULT 1. | 90.2 | mmulte | 90CA |
| MmıJ. T3 | 900. | MMULTA, | 90 E 5 | MFigmes | 9862 | Mul.t | 966A |
| $N \mathrm{~N}$. | 90 AC | N2 | 90AE | Nassig | 9107 | NEAA | 9794 |
| NOOFC | 9EF/4 | NOOFE | 9EF2 | NFOW | 97 99 | MSAFEGO | 9603 |
| NSTFi. | 9157 | NSTF2 | 918.8 | NSTR3 | 923 A | NTEXF' 2 | 91.85 |
| NTEXFO 3 | 920E | NTINT. | 9161 | NTINT3 | 9246 | NUPIOK | 91FA |
| OLD | 9885 | OLDO1 | 9894 | OLDez | 9818 | OFDJFi | 8682 |
| OF JMF | 92EC | OF.JTAP. | 9 EEE | OFTYFE | 9190 | ORDEE | 958.1 |
| FADDF | 8332 | FAFEETi | 9880 | Faferir | 9870 | FMESSG | 9AS |
| FOTNT | 9END | FOF | 98 Pe | FOFIT | 98 BE | FOWER | 80nc |
| FRINA. | 82 A 0 | FFIINO? | 82. ${ }^{\text {a }}$ | FFindez | 82en | FREINO/ | 82 C |
| FFINOS | 8205 | FFINGO | 82 CD | FFing 7 | 8208 | rKineg | 82p.4 |
| FFilNe9 | 8209 | FFiIN10 | g2E. | PRINI. | 82E4 | FFINI? | 32EC |
| FREM13 | 32 B 7 | FFiINT | 829E: | FFintt | 980 P | FFNTO1 | 9805 |
| FFNTAS | 9808 | FFiNTO? | 9800 | FENTO4 | 9920 | Printos | 9920 |
| FFNTOG | 9938. | FFintol | 9930 | Fintor | 9900 | Fruteg | 9935 |
| FFENT10 | 9944 | FSimes | 9099 | FSTMES | 9AAE | FUT | 9970 |
| FUTE2 | 9991 | putez | 9990, | FUTGA | 9906 | Futcos | 9A3A |
| FUTEND | 99AC | FUTMES | $99_{14} 4$ | FUTNL. | 998.7 | Futori | 99FA |
| putofa | 9 906 | futor 3 | 9A.33 | Purofa | PA16 | Futores | 99F8 |
| furout | 99F0 | futet | 99CF | FUTSW | 9436 | FUTTK | 990D |
| PUTTKI | 99E6 | FUTTK2 | 99E9 | FENIL 1 | 9ACA | FENILL | 9AEE |
| FENL EH | 9 9E. 2 | FEEMM. | 9 AES 3 | FENLES | 9ADC: | FEMANO | 9ADE |
| FENMS1 | $9 \mathrm{9FEC}$ | RENMSE | 9492 | RENMS3 | 9496 | FENFO1 | 9 P 40 |
| RENP 2 | $9 \mathrm{B50}$ | FENFO3 | 91964 | FENFO4 | 9879 | FENPO5 | $9 \mathrm{P84}$ |


| SYMECOL VALUE |  |  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| FENFOC, | 9P6e. | FEENFO7 | 9en4 | FENFO8 | 9ear | RENFIO | 9PDE |
| EEMFP 11 | 98F7 | FEENFP2 | 9 P 53 | RENF 13 | 9083 | RENT 14 | 9C14 |
| FENFIE | 9C1F | TEENFIG | 90,4 | FENF: 17 | 9 C 69 | FENFI 18 | 9 CbC |
| REENF19 | 9079 | FENFOE | 9002 | CEENF2 1 | 9000 | FENFT2 | 9 CD 9 |
| FENF23 | OCDC | RENFこ4 | 9CEE | FENFSO | GEED | RENFS 1 | 9EF\% |
| FEENF 56 | 98.98 | FENFST | 98.35 | FENFS? | 9nE? | FENFS3 | 9AEC |
| FENSFT | 9nde | FENSTF- | 9nda | FENTEI. | 9AE4 | FENUO1 | 91883 |
| FENUQS | 9p2a | FENUS3 | 9130 | FEENUO4 | 9C62 | FENuOS | 9PPA |
| FENUME. | 7450) | RENUST | 9AEO | RENUXT | 9 P 27 | FEFEO1 | 9CFC |
| REFESAT | 9 CF 2 | FEFESK | 9024 | RESSUL. T | 98 BO | FESUO1 | 8504 |
| FEsuo? | 8525 | FEESUAF: | 8453 | EOW | 97AA | FiUN | 9019 |
| FUJNT | 080.1 | SETPAS | 8OE5 | SETKER | 8050 | SORT | 9025 |
| SOFTOO | 903D | SOFT01 | 9D42 | SOETO2 | 9014 | SOFTO3 | 905e |
| GORTEA | 9060 | SORTOS | 908A | SORT06 | 9097 | SORT07 | 9085 |
| SOFTAR | 90c:1 | SOFT99 | 9009 | SORTİ | 9DE4 | SORT 11 | 9DF 1 |
| SOETti? | 9E1E | S0lit 13 | $9 E 29$ | SORT14 | 9E35 | gokit 15 | 9E3A |
| SokT16 | 9E44 | SOFIT. 17 | 9E6A | SOFT18 | 9E72 | SOFIT19 | 9E8A |
| SORT2の | 9E8P | SORT21 | 9E9P. | STACK | 84A9 | STPAS1 | 80 E 7 |
| STEFRE1 | 9EE3 | STEFFi2 | 9ECC4 | STEFFi3 | 9ED9 | STKER1 | 8067 |
| STLEN | 9050 | SYNTE | 920] | T1 | 9114 | T2 | 91.16 |
| TAE. | 994E | TARe1 | 9967 | TAEQ2 | 9968 | taber | 9969 |
| YABO4 | 9960 | TnP0. | 9972 | TAR 10 | 9951 | TEMF' | 9EFA |
| TFACO1 | 9F11 | TFACO2 | 9 F 13 | tFiAC03 | 9F19 | TFACO4 | 9 F 20 |
| Trice | 9F9A | Triof | 9F43 | TKiON | 9EFD | TRFT1 | 9509 |
| TFFPT2 | 95 P 6 | TEFT3 | 95AC: | TYMISE | 9152 | TYFE | 9F50 |
| TYFE 1. | 9F69 | TYFE2 | 9F59 | UNTIQ1 | 9782 | UNTIO2 | 9FAA |
| UNTIEF: | 7FP. 4 | UNTIL | 9F6C | U1.EFT | 964 C | VIINT | 9658 |
| UIFEAL | 925E | U2PFPT | 95 E 9 | V2COLF | 97AE | V2INT | 95F5 |
| U2FA | 9500 | V2TOT2 | $95 C . \mathrm{E}$ | U3P.FT | 9621 | U3INT | 9620 |
| U3TOF 1 | 9613 | UARFO1 | 9FE8 | VARFTF | 9FCA | UCOMF | 898E |
| VECTIR: | 8015 | UNAME: 1 | 90F4 | UNAME2 | 9067 | UNAME 3 | 90FA |
| UFTE. 1 | 00 FE | UFTFi? | 9OFD | UPTF3 | 009E | USIZE1 | 9107 |
| USIZE2 | 9109 | USIZE3 | 910 E | USTT1 | 910 E | USTT2 | 9110 |
| USTT3 | 9112 | UTYFEL | 90F6 | UTYFE2 | 9059 | UTYFE3 | 90 FC |
| WFST | 8039 | WFSTO1 | 8044 | WFSTO2 | 8058 |  |  |

END OF ASSEMPL.Y
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IF...THEN, 72
initialisation, 117
INPUT, 74, 110
INPUT\#, 74
INT, 76
integer variables, 13, 14
interpreter ROM, 3
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interrupt, 4
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KEY, 166
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keywords, 5, 28
LEFT\$, 76
LEN, 77
LET, 77
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OR, 89
PEEK, 91
perform addition, 37
perform division, 40
perform multiplication, 39
perform subtraction, 38
POKE, 91, 113
POP, 187
POS, 92
PRINT, 93, 110, 188
print string from memory, 19
PRINT\#, 93
processor registers, 2
program compactor, 10
program line input, 4
program lister, 126
program storage format, 5
PUT, 190

RAM, 3
READ, 95
REM, 96
REM remover, 10
renumber, 8, 192
REPEAT, 198
RESTORE, 96, 113
RETURN, 69
RIGHT\$, 97
RND, 98
ROM, 3
round FAC\#1, 48
RUN, 98, 198
SAVE, 99
screen RAM, 2
search for variable, 18
set up string, 20
SGN 101
sign, 32
simple variable storage, 12
simple variables, 12
SIN, 101
SORT, 199
Sound Interface Device (SID), 3
SPC(, 93
SQR, 102
STEP, 64
STOP, 103
STR\$, 103
string variables, 13,14
SYS. 104
system variable workspace, 2
TAB(, 93
TAN, 105
tokenised BASIC, 4
tokens to text, 122
TRACE, 204
TRACEOFF, 204
TRACEON, 204
transfer FAC\#1 to FAC\#2, 37
transfer FAC\#1 to memory, 35
transfer FAC\#2 to FAC\#1, 37
transfer memory to FAC\#1, 36
transfer memory to FAC\#2, 36 TYPE, 205

UNTIL, 206
user RAM, 3
using arithmetic routines, 49
using basic variables, 18
USR, 105

VAL, 106
variable names, 11
variable types, 11
VARPTR, 208
vectors, 109
VERIFY, 106
video interface controller chip (VIC), 3

WAIT, 107
warm start, 109, 113
wedges, 109

Although it is relatively easy to learn to program the Commodore 64 in BASIC, advanced programmers need to know much more than how to use the fundamental commands. It is essential to know how BASIC works and utilises memory. The ability to add further commands is often invaluable in speeding up and simplifying a program.
This book explains all these details and sets out a unique library of routines to add extra commands to BASIC.
With this book you will not only learn far more about the Commodore 64 and its dialect of BASIC. You will also learn how to expand the scope and function of your programs; the utilities included in this book will make the writing of such programs much easier.
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