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## -Introduction

Your Commodore 64 has a tremendous amount of power hidden away inside. And it doesn't take a spreadsheet or word processing program to unleash it, either. The programs presented in this book will put your C-64 computer to work right now as a puzzle generator, entertainer, teacher, creative assistant, and general helper.

Most of the programs let you contribute something as well-so that the program and its results have your own personal touch. You'll be able to enjoy these programs for a long time to come - changing them every now and then to suit a special purpose or simply for variety.

If you're interested in how programs work, you'll get an inside view from the commentary that accompanies the program listings. Many of the techniques and ideas can be adapted to your own programming projects.

The step-by-step method of presentation and many of the programs are adapted from the author's Program Factory series appearing each month in Popular Computing magazine. However, all of the programs in this book (the new ones as well as the adaptations) have been designed or redesigned specifically for computers that run Commodore BASIC, taking advantage of graphics, sound, and disk file capabilities wherever possible.

Contents of the Book The 20 programs fall into five categories:

- Puzzles generated by the computer and printed on paper. The finished puzzles may be used without further reference to the computer.
- Games and simulations for one or more persons; the computer plays an active role in the games.
- Education and self-improvement projects to teach and exercise your mind on just about any subject you can imagine.
- Creativity and art projects - the computer becomes a way of extending your imagination.
- Handy tools - programs for use around the computer-age home or office.

Chapter Organization Each chapter starts off with a little background and introductory material about the subject at hand. A description of the main programming methods or techniques used in the program follows.

The program listing comes next. It is presented in blocks of approximately 10-25 lines, each block accompanied by some explanatory comments. Another section gives hints and tips for using the program, with suggestions for program changes in some cases.

Computer Requirements To run these programs you'll need a Commodore 64 computer with Commodore BASIC built-in. Many of the programs assume you have a printer attached as device number 4 and a disk drive attached as device number 8. If you don't have one of these attachments, simply skip the program options that require the disk or printer; you can still use the program with the minimal C-64 system (keyboard and television set).

Suggestions for Entering the Programs Type slowly and carefully when entering the program lines. Check your work as you go along. Before trying to run the program, save it on disk (if available) and get a printout on paper. Compare the printout line for line with the listing that appears in this book. A program is like a genetic code-one little bit out of place and a useless mutation may result.

Be especially careful to distinguish the letter 0 from the number 0 and the letter I from the number 1 . Whenever you see a pair of quotes in a listing, as in "", count the number of empty spaces between the quotes and be sure to type in the same number on your computer. Sometimes there are no spaces at all inside the quotes. We call that a null string, and it's important that you type in a null string when that is called for.

After making a visual, line-for-line check of your program, try to run it. To determine whether your version is working or not, compare your results (shown on your computer screen) with the photographs or sample printouts given in the chapter.

Program Disks All of the programs in this book are available on $5-1 / 4$ inch disk. For prices and details write to the author, care of: Commodore 64 Factory, POB 137, Hancock, New Hampshire 03449.

Chapter 1

## IVarino IVGaES

If you like solving mazes, you'll find making them even more challenging. But telling your computer how to make mazes is the most interesting challenge of all.

A maze is like the floor plan of a house with only one entrance and one exit. In making a maze, the first step is to picture the house with walls dividing it into rooms, but without any doors between the rooms or in or out of the house. Next you add doors until you have one path between any two rooms in the house. Finally, you add an entrance and an exit anywhere you like.

Figure $1-1$ shows a $4 \times 4$ maze. Verify for yourself that there is only one path between any two rooms. Try closing the entrance and exit and opening new ones: you still will have a perfectly good maze because its internal structure always remains the same.


Figure 1-1. $4 \times 4$ maze

## -Construction Procedure

A maze is divided into three types of rooms while it is being constructed:

- Living quarters (LQ): rooms that are connected by doorways.
- Planned expansion (PE): rooms that are adjacent to the living quarters but don't have doors yet.
- Unused space (US): rooms that are not adjacent to the living quarters and have no doors.

The abbreviations LQ, PE, and US will indicate variable storage locations in the program shown later in this chapter.

Here are the steps for building a maze (refer to Figure 1-2):

1. Divide the maze into rooms and mark all rooms US.
2. Randomly select a room to be the LQ.
3. Locate all US rooms adjacent to the LQ and add them to the PE list.
4. If no PE rooms remain, go to Step 8; otherwise, continue.
5. Randomly select a room from the PE list. Add a connecting door to the LQ (if more than one LQ room is adjacent, randomly select one).


Figure 1-2. First four steps in creating a maze
6. Mark the new room as LQ; mark all PE rooms resulting from this addition.
7. Go back to Step 3, using the new LQ room as the starting point.
8. Randomly select an entrance on the top and an exit on the bottom.

You can verify that this procedure works by using it to create a $4 \times 4$ maze on paper. Figure 1-2 shows a few steps in the process.

## -How the Program Stores the Maze

The maze is stored inside the computer as a two-dimensional array called $M($,$) . Any room at row R$, column $C$ corresponds to the array element $M(R, C)$. A number stored in each element indicates whether the room is LQ, PE, or US.


Figure 1-3. Maze under construction with LQ/PE/US and with numerical coding

Figure 1-3 shows a maze under construction using the LQ/PE/US coding system and again with the computer's numerical coding system. All US rooms are represented with 0 . All PE rooms are represented as -1 . All LQ rooms are represented by a positive number from 1 through 15 with one exception. The very first LQ room is a special case because it has no doors. Thus, it has a door code of 0 , the same code as a US room. To distinguish this first LQ room from unused space, 16 is added to its initial door code.

The number of an LQ room is calculated by assigning the numbers 1, 2, 4, and 8 to its four walls, as shown in Figure 1-4, and taking the sum of all walls with doors.

## -The Program

Throughout this book, the programs will be presented in short logical blocks to keep the explanations short and clear. However, you can just enter the listings and return to the explanations at a later time.

## Setting Up the Program Constants

The first block initializes the random number generator (so you'll get different mazes each time you run the program) and sets up certain constant values:

```
10 IHFUT "EHTEF Fi F:HNDOM NDNEEF ":%
20 人=FHII-HES(%)
O0 LLP
40 ES&=CHF%14%) FEN ELEHF STPEEH
```




```
13G U$=[HP$(166): FEM SOLID ELOLE CHHFHCTEF
140 OFE=" ": FEM OHE BFHE IN DIOTES
```

Line 30 erases the previous contents of all variables and arrays; after creating a maze, the program can start over at this line (if you ask for a new maze).

Lines 70 and 80 store printer control codes for use with the Commodore MPS-801 printer (or other compatible models). Outputting S6\$ to the printer selects a line spacing of 6 lines per inch; outputting $\mathrm{S} 9 \$$ selects a line spacing of 9 lines per inch. The latter spacing allows the printing of mazes in which there are no gaps in the vertical walls.

Lines 130 and 140 store the characters used to represent walls and open areas within the maze. $\mathrm{W} \$$ is a solid block and OP $\$$ is a single space.

If you don't want to use the solid block for walls (or if your printer can't produce that character), set $\mathrm{S} 6 \$$ and $\mathrm{S} 9 \$$ equal to the null string (a pair of double quotes with no spaces in between them), and set $\mathrm{W} \$$ equal to a single " X ".


Figure 1-4. The numerical codes used to represent which walls of a cell are open

## Defining the Size of the Maze

The following lines request the maze dimensions and then set up the necessary arrays:

```
150 FRIHT "EHTER HARE LEHITH FHIJ WIDTH"
1E0 FRINT "(LL,HN)":
170 INFUT EX,OX
173 F* =INT(F%)
175 C = IHT(C)
180 F%=2/3*R%WC%
190 IIM H(FX,DK),FRCF%,FLGFX,NU4
200 14=0
```

In line 180, FX is the maximum number of planned expansion cells (PE) allowable based on the maze dimensions RX and CX. M( , )stores the maze, and FR() and FC( ) store the row and column locations of the PE cells. VU( ) stores the contents of rooms adjacent to the most recently added LQ room. N stores the number of PE cells ( 0 when we first begin).

## Identifying the First Room

The program selects the first room of the living quarters (LQ) by randomly picking a row $R$ and a column $C$.

```
210 F=IHTCEHIC1)*F%+1
Z2OE=INT EHTC1)*CN+1
230 [0=C
249 F00FR
250 MCR,O%=16
```

In line $250, M(R, C)$ gets the special value of 16 , which indicates it is the first LQ room. As doors are added to this room, it will take on values from 17 to 31 .

## Identifying the PE Areas

It's time to identify all the rooms. To do this, the program must look at the four adjacent rooms (left, right, up, and down).

```
2E0 [OUNE 1500
276 IF NUC1) OQ THEH 320
20% N=N+1
```

```
200 FFCHOFF
2010 FC(H)=C+1
310 MCFOC+1=-1
2&0 IF M|G2) 20 THEH 370
30\ N=N+1
340 FRCH=F+1
350 FCOM=C
300 1CF+1, %=-1
70 IF GUGOQQ THEH 4ZU
200 N N N + +1
30 FFCCH=F
400 FLCCH=L-1
40|(E,C-1)=-1
420 IF U14) %0 THEH 470
40 H=N+1
44 FFCH=F-1
450 FDCH=L
4G MC-1,C)=-1
```

The subroutine call at line 260 gets the view from the current room and stores it in array VU() . This facilitates the updating of the PE list. $\mathrm{VU}(1)$ through $\mathrm{VU}(4)$ list the contents of the rooms to the right, below, to the left, and above, respectively. If $\mathrm{VU}($ ) refers to a room that is beyond the boundaries of the maze, its value is set to -1 .

The program checks the contents of all four views $\mathrm{VU}(1)$ through $\mathrm{VU}(4)$. We'll look at lines $270-310$ as an example. These lines check VU(1).

Whenever $\mathrm{VU}(1)$ is 0 (line 270), indicating a room with no doors, the program adds 1 to the PE counter N (line 280). The PE counter stores the row and column address of the room that is referenced by $\mathrm{VU}(1)$ (lines 290-300). Finally, the room is marked as a PE room in line 310.

## Checking for New Expansion

After checking all four views, the program continues. First it tests the value of the PE counter, N .

```
470 IF H=0 THEH 840
```

If N is 0 , there are no more PE rooms, so the program advances to line 840 . However, if there are PE rooms remaining, the program randomly selects one to become the newest addition to the LQ area.

```
\(496 F=I N T C H I C 1\) 为 +1
50 GEFFC
510 FFCF
5900015150
\(G \mathrm{GE} F=\mathrm{IHT}\left(\mathrm{FHD}(1) \boldsymbol{d}_{4}\right)+1\)
540 IF WHFY = 0 THEH 530
```



```
\(5 E \mathrm{FF}(\mathrm{F})=\mathrm{FF}(\mathrm{H})\)
GTGEGF=FCO
\(500 \mathrm{H}=\mathrm{H}-1\)
590 IIt F BOTO 600, 660, 720.790
EDOMCR,C+1)=MCR,C+1) OR 4
650 万0TD 260
660 ME \(+1 . \mathrm{C})=\mathrm{M}(\mathrm{R}+1, \mathrm{C}) \mathrm{OF} 8\)
710 ETO 260
720 H(F, \(\mathrm{C}-1)=\mathrm{F}(\mathrm{F}, \mathrm{C}-1)\) DF 1
370 DOTO 200
\(790 \mathrm{HE}-1 . \mathrm{C}=\mathrm{MCE}-1, \mathrm{E}\) OF 2
\(83010 T 0260\)
```

Lines 490-510 select a room from the PE list. This room, $\mathrm{M}(\mathrm{R}, \mathrm{C})$, shares at least one common wall with the LQ area. The program must select a wall to remove so $M(R, C)$ can become part of the $L Q$ area.

The subroutine call at line 520 gets the view from $\mathrm{M}(\mathrm{R}, \mathrm{C})$. Line 530 randomly selects a direction P (right, down, left, up). If the room in that direction is in the LQ area (line 540), the wall between the two rooms is removed.

This is a two-step process: line 550 stores the open-door code in $\mathrm{M}(\mathrm{R}, \mathrm{C})$; but the open-door code of the other room (the "destination room") also must be updated. Lines $590-830$ update this code by using the $O R$ function.

Look at lines 600 and 650 as an example. These lines operate when $\mathrm{P}=1$, indicating that the target room is to the right of $\mathrm{M}(\mathrm{R}, \mathrm{C})$ and giving it an array address of $\mathrm{M}(\mathrm{R}, \mathrm{C}+1)$. The program computes the value $\mathrm{M}(\mathrm{R}, \mathrm{C}+1)$ OR 4, which opens the appropriate door in the target room without affecting any of its other four doors.

Lines $660-830$ handle $\mathrm{P}=2, \mathrm{P}=3$, and $\mathrm{P}=4$ in an analogous manner. In every case, the program jumps back to line 260 , using $M(R, C)$ as the new LQ room.

## Locating the Entrance and Exit

This repetitive process ends when no more PE rooms remain (when $\mathrm{N}=0$ in line 470). The following lines select entrance and exit cells.


```
9905C=INT(FEND1)*NX)+1
G00 EC=INT(FHD(1)果O%+1
910 H(1, EC)=N|1,50% DF S
```



Recall that the first $L Q$ room， $\mathrm{M}(\mathrm{R} 0, \mathrm{C} 0)$ ，receives a special code of 16．During the course of the maze construction，additional open－door codes are added to this value，depending on which doors of $\mathrm{M}(\mathrm{R} 0, \mathrm{C} 0)$ are opened．Line 840 converts the special code into a standard code ranging from 1 to 15 ．

Lines 890 and 900 select entrance and exit cells for the maze．Lines 910 and 960 remove the outer wall of the entrance cell．

The maze is complete as far as the computer＇s digital logic is con－ cerned．Now the program makes it visible，by printing it on the display or outputting it to a printer．

## Printing the Maze

The following lines let you select the output device：

```
Grara=1
GEG FEIHT "SELEET IUITFUT DEUTEE"
990 FFIHT "1=DISFLFH' 2=FFINTEF"
1000 IHFIJT IW
1010 IF D,Q1 HHID DWG2 THEH geg
10W IF IW=1 THEH 1050
1030 DPEFA 1,4
10405415
```

The program assumes that＂device 4＂is your printer．If you have another device number assigned to your printer，change＂ 4 ＂to the cor－ rect value in line 1030 ．

```
1050 PRIHT ESt:GG家; FEEM LLEFF: SCEEEH.
    SELECT G LGIH FRIHTIHG
1090 FOE R=1 TO F%
1100 FOFE C=1 TO LX
1110 PEIHT W*:
1120 IF &HE,O% GHD E% Q OTHEH 1190
117G FEIHT 性:
1100 GOTO 120U
11GG FRINT IF*:
1200 FEEM E
1210 FFIHT W*:SG&: FRIHT SE我: FEM SELECT 9 L.TH
        FFIHTIHG THEN FETUFHTGG L,IH
```

```
1220 FOFE=1 TO OX
12g0 IF (HGF,I% FHIN 4) Q Q THEH 1300
12gG FRIHT W$;
1290 50TI 1310
1300 FFIHT DFF*
1310 PFINT DF: 
1820 HENT E
15G PFIHT W车:S车: FFIHT SE车; FEM SELECT 9 L,IH
    FFIHTING THEN EETIFEH TG E L,IH
1340 VENT F
1350 FOF L=1 TQ G%
1360 FFIHT W*:
13G IF &MCNG% FHD 2) 人 2 THEH 144G
1420 FFIHT DF&;
1430 GOTO 1450
1440 FFIHT W*:
1450 HENT I
```



```
    FFIHTIHG THEH FETINFH TO E LGIH
1470 IF IN=2 THEN FEIHTH1:: LLDSE 1
14G IHFUT "BELELT: 1-FEFEFT 2-WEW WHEE 3-EHI";GT
1495 IF LTC1 DE LTVS THEN 1490
1504 DN LT GOTD 970,30,1510
1510 EHI
```

Line 1050 erases the screen（if the CRT was selected）and activates the standard printer character set（if the printer was selected）．

In printing the maze，the program starts at row 1 and counts up to row RX（the bottom row）．For each row，it counts from column 1 to column CX，the right－hand column．

Printing a row of cells requires two lines on the display or printer： one for the top of the cell，consisting of horizontal walls and openings， and one for the middle of the cell，consisting of vertical walls，doors，and spaces．Lines 1100－1210 print the horizontal walls；lines $1220-1340$ print the vertical walls．Lines 1350－1460 print the last row of horizontal walls， completing the maze．

Here＇s the subroutine that gets the four views（right，below，left， above）from a cell and stores them in array elements $V U(1)$ through VU（4）．

```
1520 IF Le%% THEN 1550
1530 4161)=-1
1540 IOTO 1560
1550 M(1)=N(R,E+1)
1560 IF FGF% THEH 15S0
15% 唯2%-1
```

```
1500 50T0 1600
1590 (1)(2)=M(E+1,O)
160G IF CQ1 THEN 1630
1610 哆=-1
1E20 GOTO 1E4G
16SO MLS)=N(E,E-1)
1640 IF RO1 THEH 1E70
16.50 v|(4)=-1
1660 160000
1670 VU(4)=M(R-1,C)
1580 RETIJRN
```


## -Suggestions for Using the Program

Try the maze with small dimensions ( $4 \times 4,5 \times 6$, and so on). Direct all output to the display (select slot 0 ) to speed the debugging process. You can use the following subroutine to obtain a printout of the maze at any time during construction:

```
1740 FDR I=1 TO RX
175g FDR J=1 TO C%
17E0 PRINT M(I,J);TAE(J*3);
1770 HE&T J
1785 FRINT
1790 NEKT I
1 8 0 6 ~ F R I N T ~
1810 RETIFRN
```

Add GOSUB 1740 at strategic points in your program. For example,

## 475 OUSIE 1740

is a good idea, because it will give you a printout each time the program prepares to add a room to the living quarters.

After debugging the program, delete line 475 and lines 1740-1810.
The printed maze is composed of X's for walls and blanks for doors and spaces. Use this formula to calculate the space required for a maze of dimensions RX by CX:

$$
\begin{aligned}
& \text { Width }=2 \times \mathrm{RX}+1 \\
& \text { Length }=2 \times \mathrm{CX}+1
\end{aligned}
$$

Figure 1-5 shows a maze created on the Commodore MPS-801 printer with block graphics at 9 lines per inch. The Commodore 64 took several minutes to create the maze (not including printing time).

Although a Commodore printer can produce mazes as large as 39 columns in width, mazes wider than 19 columns or taller than 11 rows will either appear scrambled or will scroll off the C-64's 40-column


Figure 1-5. A completed maze printed with block graphics at 9 lines per inch
screen. One solution is to limit the size of your maze by rejecting large row or column sizes with the following line:

## 176 IF $(\mathrm{RX}>11)$ OR (CX>19) THEN 150

When an invalid row or column size is entered, line 176 will make the user reenter the row and column dimensions for the maze. If you also want to protect against invalid input of zero or negative numbers for row or column sizes, you could try the following version of line 176:

$$
176 \text { IF }(\mathrm{RX}<1) \text { OR }(\mathrm{CX}<1) \text { OR }(\mathrm{CX}>19) \text { OR }(\mathrm{RX}>11) \text { THEN } 150
$$

[^0]Chapter 2

## Hidden Words

This program generates hidden-word puzzles that are more challenging and entertaining than those you're likely to find in newspapers or game magazines.

The puzzles are more fun because you choose the words that are hidden and more challenging because words can be spelled in any of eight directions (most versions of this puzzle use only four directions).

Figure $2-1$ shows a sample puzzle created by the program. The solution to the puzzle is given in Figure 2-2.

Depending on the size of the puzzle grid and the vocabulary you choose, the program could need from five minutes to more than an hour to generate each puzzle. So if you're thinking of using puzzles as gifts or party favors, don't wait until the last minute to start your computer.

## -How the Program Creates the Puzzle

To generate a hidden-word puzzle, the program must first create an array representing the puzzle. It then tries to fit all the words into the array, filling the remaining spaces with randomly chosen letters. The words may be written in any one of the eight directions.


Figure 2-1. The names of 25 animals are hidden among the letters

The process involves nine steps:

1. The program creates a two-dimensional array and stores a hyphen (-) in each array location or cell.
2. The program creates a randomly ordered list of all the cells, which it uses to examine each cell in turn.
3. If the cell under examination contains a letter, the program moves to the next cell in the list. If the cell contains a hyphen, the program attempts to fit a word into a path that intersects the cell in one of the eight directions.
4. The program starts with the major path - the path that touches a border of the puzzle at each end.
5. The program tries to find a word that fits the path: the word length must be the same and the letters must coincide with any letters already filled in along that path. If the program finds a matching word, it fills in all the cells along the path and returns to Step 3 using the next cell in the list.


Figure 2-2. Solution to Figure 2-1
6. If none of the words fits, the program establishes a subpath in the same direction and returns to Step 5.
7. After trying all subpaths without finding a match, the program shifts directions (moving clockwise) and returns to Step 4.
8. After trying all eight directions without matching, the program leaves that cell blank, selects the next cell in the list, and continues at Step 3.
9. When all cells have been examined, the computer fills all the empty cells with randomly chosen letters, completing the puzzle.

To see this series of steps more graphically, refer to the partially completed puzzle in Figure 2-3.

Refer to Figure 2-4. Suppose the computer starts with direction 6 (northwest): ---* RU. To fill the pathway, the computer must find a sixletter word ending in RU. If it can't, the computer tries a shorter path in the same direction. The next path contains five cells: ---* $R$. The computer looks for any five-letter word ending in $R$.

The program continues in this fashion until all cells have been examined and filled in.


Figure 2-3. A puzzle under construction: hypens indicate empty cells; an asterisk marks the current cell, and the current pathway is circled


Figure 2-4. Words can run in any of these eight directions

## －The Program

The program is presented in logical blocks．Type them in as you read along．

## Storing Rows，Columns，and Other Constants

The first block sets up the program constants．

```
S IHFUT "EHTER A FHHDON HNHEEF:";%
7 =FNHI(-HESC%)
10 ME=6
20 10=6
```



```
40 EF $="-"
50 |代来="事"
00 DG韦="+"
70 rN=0
B9 FEFD WD$
90 IF WD:=","" THEN 12G
100 R|N=\NW+1
110 GOTD S0
```



```
    WQ(NW)
130 FESTORE
140 FOR I=1 TO HN
150 FEHD WIF(I)
160 HENT I
170 REFHI WID*
IBE MHTH EHELC,NEM, HERT,FRIHT, CUFSOF
190 DHTA DISK, FUN,STDF,HOHE,EIT, E'TE
2 0 G ~ I A T A ~ E U S , ~ E U T G , F E M , F F M , ~ F O M , G ' ,
21Q FOR I=1 TO E
22G FEFD IOD,1%,D(D,2)
20 HENT D
240 DATA 0.1,1,1,1,0,1,-1,0,-1,-1,-1,-1,0,-1,1
```

Lines 5 and 7 set the random number generator．Type a different number each time you run the program for a different word arrange－ ment．

MR is the number of rows in the grid．MC is the number of columns． Change these values to suit your preference．The computed value NC is the number of cells in the grid．How large should you make the grid？ Experiment to find out what size gives you the best results．Here are a few guidelines：
－The larger the grid with respect to the word list，the more difficult the puzzle will be．However，a smaller grid with plenty of words packed in makes the puzzle more interesting．

- At least one of the grid's dimensions, including the diagonal, must be large enough to accommodate the longest word in the word list.
- To improve the chances of fitting in all your words, choose MR and MC so that the number of cells in the grid $(\mathrm{MR} \times \mathrm{MC})$ is 25 to 50 percent greater than the total number of letters in the word list. For example, if your longest word is 10 characters and the word list consists of a total of 100 characters, you might use $\mathrm{MR}=12$ and $\mathrm{MC}=12$ for the grid.

Lines $70-110$ count the words in the word list. Line 120 sets up the arrays used in the program. Lines 130-170 re-read the word list, storing it in the array WD $\$($ ).

The word list is stored in DATA lines 180-200. For the time being, use the words provided; after you have the program running, replace them with your own. Insert as many extra DATA lines as you need between lines 180 and 200, and use as many words as you wish. Be sure to include the "/" character after the last word, as shown in line 200.

Lines 210-240 define the eight directions for the computer. (Refer to Figure 2-4.) A pair of numbers is associated with each directionnumber 1 through 8 . The two numbers indicate vertical and horizontal increments of the path. For example, direction 1 (east) is defined by the pair $(0,1)$, which indicates a zero vertical movement and a positive horizontal (left-to-right) movement. Direction 7 (north) is defined by the pair ( $-1,0$ ), which indicates an upward vertical movement and a zero horizontal movement.

Although the program normally uses all eight directions, you can make the puzzles easier by eliminating directions $4,5,6$, and 7. The easiest way to do this is to change line 240 to read as follows:

```
240 IMTM 0,1,1,1,1,0,\cdots1,1,0,1,1,1,1,0,-1,1
```


## Printing Introductory Messages

The following lines print an introductory message and set up the grid:

```
250 FRIHT EHPकG147%; FEM LLEHF SCPEEH
ZG FRIHT "HIIDEM-WORT FUZZLE GEHEFATOF"
270 FRIHT
ZQg FFIHT "GFII SIZE IS " HF: " Et : NH
29G FFIHT
```



```
30 FRIHT
32G FRIHT "SETTIHG UF THE EFII. FLEFEE WHIT."
30 FDF F=1 TG ME
```

```
#40 FWF C=1 TO MO
```



```
O0 NET C.F
3 7 6 ~ F E N
OG FOF C=1 TO FI
390000 =00
4GE PEWT E
4| FOF = = TO HE
42G D=INT(FHDC1)*+NO+1
430 IF SOCDYOQ THEH 420
440506%=
4E HE%T E
4G FOF M=1 TG FM
4% W060=0
40, W|O=0
490 FENT W
G01 FGF M=1 TO HA
510 E=INT<EHIC1)粗NH+1
Sc% IF HDGOCO THEH510
50 4000=0
S4 HE&T W
```

Line 350 stores a hyphen (SP\$) in each cell to indicate that the cell is empty. Lines $380-450$ define the sequence in which the computer will examine the grid for empty cells. The sequence is randomized so that you can produce different puzzles using the same word list and grid dimensions. Lines 460-540 define the sequence in which the computer picks words to fit into the grid.

## Checking the Puzzle Status

Now the program can start checking the grid cells.

```
5 5 9 ~ P F = 0
560 WH=H.W
GG FEM
50 DI=1
SO FFIHT "STHFTING TO FILL IN THE GFID . . ."
GOE FOF OF=1 TO HC
E10 EF=S0C0%;
G0CF=INTCF-1),NO%+1
GO CO=CF-CF-1)
```



```
E0 IF WFMO THEH ESE
EGO FEIHT "UEEI HLL THE WOFDS"
65 OF=HL
G0 GOTO 1780
600 N+CEOCO=|F$
```

MF is a status flag (this will be explained later). WA is the number of words available; initially, it is the same as NW, the number of words in the vocabulary. When no words are left, the program quickly fills in all blank cells with randomly chosen letters.

DI is the starting direction. You may wish to set $\mathrm{DI}=2$ so that the program starts with a diagonal (southeast) direction. In any case, DI changes as needed, so that all eight directions are tried.

Grid cells are numbered from left to right. The variable CP is the current cell number, which ranges from 1 to NC. Lines 620 and 630 calculate the row and column "address" (CR,CC) of the cell using the value of $C P$.

Line 640 checks whether the cell is filled. If it is, the program jumps to line 1779 and calls for the next cell. Line 650 checks whether all the words have been used. If they have, the program jumps to line 1730 and fills the cell with a randomly chosen letter. Line 680 marks the current cell with an asterisk (MK\$) so that it is readily visible inside each path and subpath that is generated later.

## Finding the Current Direction

Given an empty cell, the program now finds the major path containing that cell.

```
G0 DK=1
706 IF=D(DI,1)
710 IC=DCDI,2)
70}\textrm{F}T=
70 IF IFCG THEH FT=HE:
70 IF IE=G THEN ET=CE
75 ET=1
700 IF ILCO THEN ET=NL
70 IF 10=0 THEN ET=LC
TOG EF=LF
700 EL=CT
EOG IF &BR=FT% FHI ©IFCQD% DF &EC=CT% FHD
    CICQO% THEN S40
810 EF=ER-IR
SQ EC=EC-IC
830 00T0 800
840 FT=1
50 IF IFOE THEH FT=HE
BGIF IF=G THEH FT=GF
805 [T=1
BgO IF ILOO THEN ET=HL
B0 IF IC=O THEN ITOCO
```

```
900 EF=CF
910 EC=CO
```



```
    CLEQO) THEH 900
90 EF=EF+IF
940 EC=EC+IC
90 BOTG 920
```

DK，initialized in line 690，counts the number of directions tested for a given cell．When all eight directions have been tried（ $\mathrm{DK}=8$ ），the pro－ gram changes the asterisk back to a blank and skips to the next cell．

Lines $700-830$ find the beginning cell in the path．IR and IC are the row and column increments that correspond to direction DI．The row and column limits are stored in RT and CT respectively．

The program starts at the current cell and steps through the grid in the specified direction until it reaches one of the limits RT or CT．That＇s how it finds the beginning position（coordinates $\mathrm{BR}, \mathrm{BC}$ ）of the path．

Lines 840－950 find the ending cell in the path（coordinates ER，EC）in the same manner．

## Finding the Current Subpath

The following block of lines builds a string containing the contents of the major pathway and tries each subpath in the major pathway：

```
9G UF:WEE
90 IF EFOEF THEF UF=EF
GE LFE=EF
99E IF EFCEF: THEH LFEEF
1000 DL=EL
1010 IF ECOE THEH UC=EC
1020 LC=EC
1GO IF ECCEC THEH LGEEC
1040 FF=EF
1050 FC=EC
10E0 FF="": FEN NO EFHDES IN OUOTES
1070 FW=F末+体&FEFO%
1080 FPEFE+IF
1G90 FC=FC+1C
```



```
    FC=INO THEN 10GG
1110 FL=LEHCF%
1120 % = 
113021もFF
1140 E2$Fr|*
1150 GOSUE 2140
```

```
11005FDF
1170 FOF LS= TOSF
11SQ FOF FE=FL TD EF GTEF - 1
```



```
1EGG L=LEHCOF%
```

The variable $\mathrm{P} \$$ stores the contents of the path. To generate subpaths, the progam refers to $\mathrm{P} \$$ rather than stepping through the grid array each time. In line $1190, \mathrm{MID} \$(\mathrm{P} \$, \mathrm{LS}, \mathrm{RS}-\mathrm{LS}+1)$ is the current subpath.

## Fitting a Word to the Subpath

Next the program attempts to fit a word into the subpath.

```
1210 0=1
12е0 W=W0%%
12% IF LEHCHINOHOWL THEN LEEO
1246 FF=0
125G MOTG 1050
1260 MF=1
1QG FOFC=1 TIG L
```




```
        THEN 1520
SUC=L
1310 NF=0
19Q HENT L
130 IF HF=W THEH 1GEG
```

Lines 1210-1220 select the number of the first word in the random sequence. Line 1230 checks whether the word's length matches that of the current subpath.

In line $1240, \mathrm{MF}$ is a status indicator: $\mathrm{MF}=0$ signifies that a word cannot be used in the path for some reason (it has been used already, is the wrong length, or contains a conflicting letter).

Lines 1270-1320 compare the trial word WD $\$(\mathrm{~W})$ with the contents of the subpath. If the word doesn't match, the program selects another word (see line 1650).

## Adding a Word to the Puzzle

If the word matches, it must be implanted in the grid. The following lines perform this task:


```
OG IF LS= THEH 1SGE
```



```
1370 LS=LE-1
1500 gTT0 1350
13G IF FGOFL THEH 1436
```



```
1410 F6=F5+1
1420 GTOT 19G0
14,GEP=1
1440 F-EE
1450 C=BC
1400 FC= NIDACW事,FE,1)
14GG IF FT$=1Mक THEU 1496
14OG H& F,O=FCO
1490 IF &F=EF FHD IFCOG DF GOEL FHI ICOQ;
    THEH 1540
1500 C=C+15
1510 F=F+IF
15GG FF=FF+1
150 DITO 1460
```

Line 1340 stores the current word in $\mathrm{FW} \$$. Lines $1350-1420$ pad the word with dummy characters $\mathrm{DC} \$$ so that its length matches that of the major path $\mathrm{P} \$$. Lines $1430-1530$ insert the word into the grid one letter at a time.

## Checking the Word List

After adding a word, the program must do quite a bit of housekeeping.
1540 IF (D=WA) THEH 15 SO
155 FOF DI=GTO WH-1
$1560 W 0(01)=400 I+1$ )
1570 HEQT DI
15 20 WF=WF-1
1590 मU6以
$1604 \mathrm{PE}=\mathrm{F}$
1610 LE 5
1620 IE
16 GFIH "H ": : EEM 1 GFHE FFTEF $A$
1646 GOTO 167
15001
160 TF (QWF THEY 12 EQ
16 G HET FG.LS
$1601 \mathrm{II}=\mathrm{II}+1$

171 IF IIYE THEH JI=1
17 G IF DKE THEH TOU

```
170 IF FFQQ THEH 177%
1740 MTCF,OO=5F$
17g FFIHT HE-MF;" ":: REN 1 GFHE IH DINTES
17EO HENT OF
1 7 6 1 ~ F F I M T : ~ F R I M T ~ " F I L L I M G ~ I N ~ ! \| N E E I ~ E L F H S " ~
17E2 FDF OF=1 TD NE
17g% EF=SECF
17E4 EF=INTCOF-1),NO+1
```



```
17G IF M$CR,GCYQE$ THEH 1.GE
```



```
17GG HENT OF
```

Lines 1540-1580 update the list of available words and words used. When a word $\mathrm{WD} \$(\mathrm{~W})$ is used, $\mathrm{WU}(\mathrm{W})$ is set to 1 (line 1590 ). Lines 1650-1670 cause the program to select the next word and subpath. Line 1690 selects a new direction. Line 1720 checks whether all eight directions have been tried; if they have, the program has exhausted all possibilities for the current cell, so it restores a blank in that cell (line 1740). Line 1780 moves the program on to the next cell.

After all cells have been tried, lines 1781-1789 fill the empty cells with randomly chosen letters.

## Printing the Puzzle

When all cells have been examined, the puzzle is complete. The following block of lines lets you select which output device to use for the puzzle:

```
1790 FEIHT
IGO FEINT "FURZLE ODHFLETEI""
1E1G FETHT
1EQ D,=1
```




```
1850 IF IW=1 THEH 1STG
1SOE OFEH 1.4: OHTI
1#TE FFIHT EHF生14F%;
```

Lines 1820-1850 let you specify the output device. The program assumes that device number 4 is your printer. If necessary, change 4 to the appropriate number in lines 1860 and 1950.

The following lines print the puzzle:
1906 gTUE 207
192 FETH

```
19OQ IF IVE THEH FRIHTH1,: DLOEE I.
1940 IHFUT "FRESS RETUEN FDE HIDIEN WORII LIST":D*
1950 IF DN=2 THEN DFEH 1,4: CHIS 1
19ES FRINT
1970 FRIMT "THE HIDNEH WORIS fRE:"
1904 PRINT
2GOD FOF DI=1 TO HW
2010 IF WHCIMQG THEN FRINT WD&GOI
2O2Q FEMT QI
2040 FFIHT
2GG IF IUE THEM FRIHT#1,:CLUSE 1
2GE| IHFUT "BELECT: 1-FEFEAT 2-HEW FURZLE 3-EHD":%
20E2 IF <1 DE %O THEN 20G0
2064 04% %070 1816,250,2066
20EE END
ZGTG FOE TE=1 TO ME
2OED FOE TC=1 TO PO
2GO FRIHT METR,TLO" ";: FEM 1 GFRCE IH DUNTES
210U HENT TE
2 1 1 0 ~ F R I N T ~
2120 NENT TR
2 1 3 9 ~ R E T U P H : H
```

Line 1900 calls a subroutine to print the puzzle. A subroutine is used here to facilitate testing of the program.

Lines 1940-2020 print the list of words that were used. The computer isn't always able to fit the entire vocabulary into the grid. Line 2010 ensures that only those words actually used in the grid are printed.

After printing the puzzle, lines 2060-2064 print a continuation menu with three options: reprint the current puzzle, create a new one, or quit.

The subroutine in lines $2070-2130$ prints the puzzle one line at a time with a space added after each letter. You can change the proportions of the puzzle by storing more spaces inside the quotes in line 2090.

## Finding a Substring

Finally, here's the subroutine that searches for one string inside another:

```
2140日F=0
2150 IF Q2:="" THEN FETUPN:FEM HO SFRCES IN DUOTES
2160 IF Q0+LEN(Q2%)-1>LEHCQ1%) THEN FETIJRN
```



```
2180 20=00+1
2190100T02160
2200 QF=00
22100 RETUPN
```

The U.S.A.

|  |  |
| :---: | :---: |
| U Q K C P U S I) M O N T A N A J X H N U B N I U |  |
| H A W A I I ( U M R S K K X W K R O Y W E N R N C |  |
| FRISOQ S T T F S U H (`A S S A M S S O D |  |
|  |  |
| - |  |
|  |  |
| WMAI A T L X I B J b U L A U I Q C H A A |  |
|  |  |
| OR T H D A K OT A M O A I S S R N U O V X R |  |
|  |  |
| I S X G M A Y B F OKX X R W K Y E Q C T W K V |  |
|  |  |
| NOOHMCAI NIGGRIV T S S E WR D T W V |  |
| E H T I P P I S S I S SIM M D I C U I A N R D) Q |  |
| S U N O K X A A T I S I A J J J R S |  |
| OGKC F S A I E A LI MSOMIS S O O U R I |  |
| T T K I O L B I S X N L H T Y K F F P T C A C A |  |
|  |  |
| GRGEI MARKI B U N M N A A U Y OV |  |
| U X Y M O K I R I Y G S U X O S T L H C |  |
| V T Q WRI O W A D Z R P S A I Z M W O WI U |  |
| UL U E Y E M G R A A O I L V Q S K E X M R J |  |
|  |  |

| Alabama | Indiana | Nebraska | Rhode Island |
| :--- | :--- | :--- | :--- |
| Alaska | Iowa | Nevada | South Carolina |
| Arizona | Kansas | New Hampshire | South Dakota |
| Arkansas | Kentucky | New Jersey | Tennessee |
| California | Louisiana | New Mexico | Texas |
| Colorado | Maine | New York | Utah |
| Connecticut | Maryland | North Carolina | Vermont |
| Delaware | Massachusetts | North Dakota | Virginia |
| Florida | Michigan | Ohio | Washington |
| Georgia | Minnesota | Oklahoma | West Virginia |
| Hawaii | Mississippi | Oregon | Wisconsin |
| Idaho | Missouri | Pennsylvania | Wyoming |
| Illinois | Montana |  |  |

Figure 2-5. The names of all 50 states are hidden in the grid

This handy subroutine searches for Q2\$ inside Q1\$ starting at position Q0. Upon return from the subroutine, QF gives the position at which $\mathrm{Q} 2 \$$ starts in $\mathrm{Q} 1 \$$; $\mathrm{QF}=0$ indicates that $\mathrm{Q} 2 \$$ was not found.

## -Testing and Using the Program

For large vocabularies, puzzle construction may take as long as 30 minutes. The giant U.S.A. puzzle in Figure 2-5 required four hours to generate.

The program prints various messages during the process to let you know it's working. For example, you will see SETTING UP THE GRID. PLEASE WAIT. while the program initializes the random word and cell sequences, W when it implants a word, F when it cannot place a word and implants a randomly chosen letter. Before moving onto a new cell, the program prints the number of cells remaining to be examined.

## -Viewing the Program's Operation

While testing the program, reduce the vocabulary to three or four short words and the maze dimensions to $4 \times 8$. To obtain a printout of the puzzle in progress, intersperse GOSUB 2070 statements at strategic points in the program. For example, the statement

```
ESFFFIHT: FFIHT: FEIHT "TFT'IHO H HEH EELL...":
    GOGUE 2QTO: FFIHT
```

prints the puzzle in its current form followed by the word it is trying to fit in. An asterisk marks the currently selected cell.

Delete line 685 after you have the program running.

[^1]Chapter 3

## The Matchmaker

The Matchmaker program enables you to create a never-ending series of personalized logic puzzles. What are logic puzzles? They are puzzles in which, given a set of logical clues, you are to reach the one and only solution that satisfies each of the conditions presented by the clues.

For example, if Ann likes alligators, then Cathy detests cats. If Cathy likes alligators, then Bill likes birds. If Ann detests alligators, then Cathy detests cats. If Cathy detests cats, then Bill likes alligators. Match each person with his or her favorite animal. The answer is given at the end of this chapter.

Perhaps your tastes run toward mysteries: If the murderer does not have a blue pickup, then the postman has red hair. If the postman does not have a tattoo, then the milkman does not have a blue pickup. If the milkman does not have red hair, then the postman does not have white overalls.

If the murderer has a tattoo, then the garbageman has white overalls. If the garbageman does not have a tattoo, then the milkman does not have white overalls. If the garbageman does not have a blue pickup, then the postman has red hair. If the garbageman does not have a blue pickup, then the postman does not have red hair.

Describe the murderer. (The answer is also given at the end of this chapter.)

## —Supplying Lists of Clues

The Matchmaker starts with two lists that you provide: the first is a list of characters, and the second, of attributes. The favorite animal puzzle is based on the lists shown in Table 3-1.

With the character and attribute lists, the Matchmaker formulates a system of logical propositions or clues concerning the pairings of items from the two lists. Taken together, the clues imply a unique solution in which every item from the first list is paired with one and only one item from the second list.

Propositions can take four forms:

- $p$ implies $q$
- not $p$ implies $q$
- $p$ implies not $q$
- not $p$ implies not $q$

In formal logic, $p$ is known as the antecedent and $q$ as the consequent. In our puzzles, $p$ and $q$ stand for pairs of items from the two lists. The logical operator not indicates that a pairing is not true. Here are a couple of examples: If Bill likes cats then Ann likes alligators corresponds to $p$ implies $q$, while if Ann detests (does not like) cats, then Bill likes birds corresponds to not $p$ implies $q$.

The favorite animal puzzle includes all four types of propositions. Read through the puzzle again, identifying the four types.

In order to realize the extent of the Matchmaker's talents, try to construct your own logic puzzle using the data in Table $3-1$. The trick is to give only enough clues so there will be a unique solution. You must

Table 3-1. Two Lists for the Favorite Animal Puzzle

| Characters | Attributes |
| :---: | :--- |
| Ann | Alligators |
| Bill | Birds |
| Cathy | Cats |

also take care not to create invalid logical systems, that is, puzzles for which there is no solution.

Go ahead, try it. Then read on to see the Matchmaker's way.

## -How the Program Generates a Puzzle -_

The first challenge for the computer is to generate all potential solutions before any clues have been given.

For two lists of $n$ items, there are

$$
n \times(n-1) \times(n-2) \times \ldots \times 1
$$

potential solutions. (Technically, the formula gives the number of permutations of a set of $n$ objects.) For groups of three, six matchups are possible; for groups of four, 24 matchups are possible.

As an exercise, list all potential solutions to the favorite animal puzzle, assuming that no clues have been given yet. Hint: the first might be Ann likes alligators, Bill likes birds, and Cathy likes cats.

The program generates each potential solution and stores the solution as a column in a truth table. A truth table represents the true or false value for every combination of items from two groups. Table 3-2 shows a truth table for the favorite animal puzzle. Each row in the table corresponds to a pair of items; each column corresponds to a puzzle solution.

A T or F in the table indicates whether a given pair is true or false for the corresponding solution. For instance, at the intersection of row A1 and column 1 we find a T, indicating that in solution 1 , Ann likes alligators. At row B1, column 1, we find an F, indicating that in solution 1, Bill does not like alligators.

Using the potential-solution truth table, the Matchmaker generates a succession of clues. There are several steps in this process.

First the program randomly selects a potential solution. From the corresponding solution column in Table 3-2, it randomly selects a pair. This pair becomes the antecedent in the proposition $p$ implies $q$.

Next the program randomly selects another pair from the same solution column. This pair becomes the consequent in the proposition $p$ implies $q$.

Refer to Table 3-2. Suppose the program randomly selects solution 4 (column 4). Then it randomly selects the pairing A1 (corresponding to Ann/alligators). The truth value of that pair in column 4 is F, indicating

Table 3-2. Truth Table Showing Potential Solutions to Logic Puzzles With Three Items in Each List (A,B,C) and (1,2,3)

| Pairs | Solution Number |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  | A1 | $\mathbf{2}$ | 3 | $\mathbf{4}$ | 5 | $\mathbf{6}$ |
| A2 | T | T | F | F | F | F |
| A3 | F | F | T | T | F | F |
| B1 | F | F | F | F | T | T |
| B2 | F | F | T | F | T | F |
| B3 | T | F | F | F | F | T |
| C1 | F | T | F | T | F | F |
| C2 | F | F | F | T | F | T |
| C3 | F | T | F | F | T | F |
|  | T | F | T | F | F | F |

that Ann does not like (detests) alligators. Suppose the program then randomly selects C3 (Cathy/cats). The truth value is also F, indicating that Cathy detests cats.

Putting the two pairs together, we have the proposition: if Ann detests alligators, then Cathy detests cats. We know that the clue is consistent with at least one of the solutions because the pairings are taken directly from one of the solutions.

Before accepting the clue, the program checks it against all previously generated clues to ensure that

- The clue is not redundant; that is, the clue must eliminate at least one potential solution.
- The cumulative effect of the preceding clues and the latest one is to leave at least one solution; otherwise, the puzzle would be insoluble.

If both conditions are satisfied, the clue is accepted and the program continues. If either condition is not satisfied, the clue is discarded and the program generates a new candidate.

Table 3-3. Effects of Four Clues on the Potential-Solution List

| Clues: | Consistency With Potential Solutions |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  | 1 | 2 | 3 | 4 | 5 | 6 |
| A1 implies not C3 | F | T | T | T | T | T |
| C1 implies B2 | T | T | T | F | T | T |
| not A1 implies not C3 | T | T | F | T | T | T |
| not C3 implies B1 | T | F | T | F | T | F |

Table 3-3 shows the effects of four clues on the list of potential solutions.

The Matchmaker continues generating clues until only one solution remains. At that point, the puzzle is complete.

## -The Program

We present the program in logical blocks. The first block reads in the data lists and creates several arrays.

```
15 FFIHT CHE&14%%: FEM OLEHF GCFEEH
ZO FFIHT "THE NHTLHNHEEF"
OETHT
40 IHEUT "EHTEF G FGHIDOM HUNEEE":N
50 FF+DC-HESCB)
OM IHTH S
FG IHTA IS WOT FHIFED WITH. IS FHIEEN WITH
OE DHTH H.E:E
g% DFTH 1.2: 
1OE FEHI &
110 VE=1
1Q FOF J=1 TGH
10 NE=WET
14E HENT I
150 H0=N枯+
```



```
    FT(HE) F(H, O),G婁(,N,TFक(2)
```

```
1GFEFD TF星的,TF束O%
10 FOFT=1 TD =
1O FIF F=1 TO H
G4FHD Fto.I,4
ON HE, &, I
```

Lines 40 and 50 set the random number seed．Enter a different number each time you run the program；otherwise，the program will generate the same series of puzzles．

Lines $60-90$ determine what kinds of puzzles are generated．Line 60 gives the number of items in each list．The number must be 3 or 4 ．Line 70 gives the verbs that relate the items from the two lists．Line 80 contains the list of characters．Line 90 contains the list of attributes．
（For the time being，use the rather abstract data provided；it will simplify the discussion of the program．After testing the program，you can personalize the puzzles by making your own lists．Instructions for personalizing the program are given later in this chapter．）

Lines 110－140 compute the number of potential solutions NS．This value depends on N ，the number of items in each list．For $\mathrm{N}=3$ ， $\mathrm{NS}=6$ ； for $\mathrm{N}=4, \mathrm{NS}=24$ ；for $\mathrm{N}=5, \mathrm{NS}=120$ ．Unfortunately，the Commodore doesn＇t have enough memory to store this many potential solutions．Line 150 computes the number of combinations of items from lists 1 and 2.

Line 160 sets up the arrays． A()$, \mathrm{PT}(), \mathrm{C}()$ ，and K() are used during the generation of the NS distinct solutions．T（，）is a truth table repre－ senting these solutions．It corresponds to Table 3－2．For example， $\mathrm{T}(2,3)$ indicates the true／false value for pair 2 in solution 3.
$\mathrm{P}($,$) stores the propositions． \mathrm{F}($,$) is a truth table indicating the$ results of each proposition．It corresponds roughly to the right side of Table 3－3．As an example， $\mathrm{F}(1,2)$ indicates whether proposition 1 is con－ sistent with solution 2.

FT（ ）is a truth table showing the cumulative effect of all preceding propositions．As an example，FT（1）indicates whether solution 1 is con－ sistent with all preceding clues．
$\mathrm{A} \$($,$) stores the two lists． \mathrm{A} \$(1,3)$ is the third item in list 1 ，for example．TF $\$()$ stores the verbs used to relate items from lists 1 and 2.

Lines 170－210 read the data into the appropriate arrays．

## Generating Potential Solutions

The next logical block generates the truth table T （，）．Recall that a truth table represents the true or false value for every combination of items from two groups．

```
\, FOF J=1 TO N
24E FOJ=1
5E HERT J
EE F=0
2% LI=1
## HPTGTO:=1
Eg FTGUS=TCLIO+1
GQ IF FTCLCYGN THEN SU
310 FTCLG`FFTGE%-N
20 GTTO %0G
```



```
G&GLOFFTLC
50 &&C%=CLO+1
ED HGTGLO9G
TG IF LE=H THEH 4GB
GELE=LC+1
30 U0TD 200
460 F-F+1
4|FOFT=1 TV H
```



```
YE HENT I
4Q FCPTCLO)=1
45O CLE%=0
40}LG=LT-
4OG IF LS=O THEH SOG
4O IF KCLO=H-LC+1 THEO 44D
40 GTTM 2g0
```

In lines $230-390$, the program generates all arrangements of the items in list 2: 123, 132, 213, 231, 312, and 321.

For each triplet, A is inserted ahead of the first number, B ahead of the second number, and C ahead of the third number. This gives us the following sequence of triplets: A1B2C3, A1B3C2, A2B1C3, A2B3C1, A 3 B 1 C 2 , and A3B2C1.

Each triplet thus produced constitutes a potential solution to the logic puzzle. For instance, A1B2C3 represents the solution: A is paired with 1 , B with 2 , and C with 3 .

Lines 400-430 record the details of each solution in the truth table T(, ).

Lines 440-490 set the program to generate the next arrangement of items (for example, 123).

## Making and Selecting Propositions

After the truth table is completely filled in, the program can begin making logical propositions.

```
G01FFINT DHFकC147%;
GIG FTIHT "THE FHTGHAFEE I:"
500 FEINT
S3G FFIHT "COHETFUTTING FDGME FUGZE"
540 FEIHT
550 FRIHT "FFOM "F" IATA FAIFG."
560 FFIHT
SGE FFTHT "FLEHGE WHIT."
E0G FOW
E1E 00=0
BEG FC=O
60 FH=0
G4G FOF T=1 TO NG
E50 FT(T)=1
GG HENT J
```

In line 650, the array FT() is filled with 1's, indicating that none of the solutions has been ruled out yet.

The next lines randomly select a proposition.




```
TOD \(\mathrm{F} 1=\mathrm{INT}(\mathrm{F}-1) \mathrm{N}+1\)
\(710 \mathrm{~F}=\mathrm{F}-\mathrm{F}(-1)\) 蝴
\(720 \mathrm{Q}=\mathrm{INT}(\mathrm{CD}-1) \mathrm{H}+1\)
```



```
749 IF \(\mathrm{F} 1=01\) Or \&FEQ2 THEN ER
\(75 \mathrm{CV}=\mathrm{T} \mathrm{F}: \mathrm{B})\)
\(760 \mathrm{Q}=\mathrm{T} \mathrm{Q}\) (\%)
```



```
780 FHNFHN+1
70 FP
```



```
816 FCFH, 3)
```

Lines $670-690$ randomly select solution $G$, antecedent pair $P$, and consequent pair Q . G ranges from 1 to NS (the number of solutions); P and Q range from 1 to NC (the number of combinations).

Lines 700 and 710 break P into two numbers, P1 and P2, corresponding to the items P represents from lists 1 and 2 . For example, $\mathrm{P}=6$ breaks down into $\mathrm{P} 1=2, \mathrm{P} 2=3$. This stands for the pair item 2, list $1 /$ item 3 , list 2 .

Lines 720 and 730 accomplish a similar function for $\mathrm{Q}, \mathrm{Q} 1$, and Q 2 .
At this point, we have an antecedent pair P1-P2 and a consequent pair Q1-Q2. Typical values might be A2 and B3, producing clues like this: if A2 then B3.

However, it is possible to have duplicate pairs like A2 and A2-
which would produce useless propositions such as: if A2, then A2. In fact, even if the two pairs have just one item in common, as in $\mathrm{A} 2-\mathrm{C} 2$, the resultant proposition will also be useless, as in if A2, then C2.

Line 740 eliminates all such "weak" propositions from consideration.
Lines 750 and 760 get the truth values of the antecedent P1-P2 and the consequent Q1-Q2 for solution $G$. The truth table entries $T(P, G)$ and $T(Q, G)$ contain this information.

Line 770 ensures that there is some variety from one proposition to the next by comparing the current proposition with the previous one. If both have the same form, the current proposition is rejected and a new one is selected. For example, if the current proposition and the previous proposition both have the form not $p$ implies $q$, the current one is rejected.

At this point, the proposition has passed first inspection. Lines 780810 increment the proposition counter and store the details of the latest proposition in the array $\mathrm{P}($,$) .$

## Testing the Clues

Now the Matchmaker tests the effects of the latest clue on each of the potential solutions.

```
EQ FOF J=1 TG HE
BO FT=TCF,T
840 ET=TG!J
BE IF FUQFT THEH GEG
EO IF W口-DT THEN EDQ
GO FCFN T)=0
EE GTTO gOQ
Beg FiFN,T%=1
GG HE&T I
10 FH=G
GEG FOF J=1 TO NE
Sg IF FTCX=1 FHI FOHA,J=O THEH FH=FH+1
940 HENT J
50 IF FHMG THEH SQO
GO FHFFHN
G0 BTO ET0
GE IF FH+F%-NS THEN EQG
```

For each potential solution column, the program examines the truth values PT, QT of the pairs P1-P2 and Q1-Q2 (lines 820-840). It compares these with the truth values $\mathrm{PV}, \mathrm{QV}$ of the latest clues (lines $850-860$ ). If $\mathrm{PT}=\mathrm{PV}$ and $\mathrm{QT}=\mathrm{QV}$, then the solution is consistent with the latest clue.

The result of the comparison is stored in array F ( , ) (lines 870 and 890).
Lines $910-960$ determine whether the latest clue has actually provided any new information, that is, whether it has ruled out any solutions that were previously viable. FA counts the number of solutions ruled out by the latest clue. If $\mathrm{FA}=0$, the latest clue is redundant, so the program rejects it by decrementing the proposition counter in line 960 and going back to line 670 for a new clue.

Line 980 ensures that at least one solution remains viable after the latest clue. FC counts the total number of solutions eliminated by previous clues. FA + FC gives the total eliminated when the latest clue is taken into account. If the sum equals or exceeds the number of solutions NS, the puzzle is insoluble. In that case, the program erases the entire sequence of propositions and starts over by going back to line 620 .

## Completing the Puzzle

After passing all these hurdles, the clue is finally accepted.

```
9 9 0 F C = F + F !
100GFOT I=1 TO HE
101Q IF FGFH,J=E THEH FTGJ=G
1HE HENT
1GG IF FTHE- THEA 1GG
1040 FOFF
1050 00=0%
100 TOTO T0
```

Line 990 updates the counter FC for solutions eliminated. Lines 1000-1020 update the cumulative truth table $\mathrm{F}($ ), which shows whether a given solution has been eliminated by any proposition thus far.

Line 1030 serves the very important function of determining whether the puzzle is complete. When $\mathrm{FC}=\mathrm{NS}-1$, only one solution remains, and the puzzle is solved and ready for presentation.

On the other hand, if more than one solution remains, lines 1040 and 1050 record the latest truth values so they will not be repeated in the next clue.

## Printing the Puzzle and Clues

The following lines let you select the output device for the puzzle:


```
1GED FETNT "THE FUEZLE IS FEHI'""
1050 FFINT
```

```
116% I,=1
ILEFFIHT "MISTHT TO L-DISFLH'T E-FFIFTEF"
1%U IFFUM "GELELT 1 GF w", M%
1O IF D, %1 HHD IM, TME| 1BG
114O THFUT "FFEGG FETLFH WHEH FEHD'";FT*
```




If your printer has a device number different from 4，change 4 to the correct value in line 1155．After printing the puzzle，the program will give you the option of reprinting it to another device，so it＇s a good idea to start with output to the CRT．

Before printing any clues，the program prints the two lists，so you＇ll know what items are to be matched．

```
110G FFIN "MATGH LEFT COLUNH WITH EIGHT COLINA|"
11GFFFIH
```



```
1#W FFNH
10U FIFTOL TO N
1210FFIHT H悉1:TY THEOSGOFO2,I%
12GG FEST I
1QG FFITMT
```

After this，the program prints the clues．
124 IF BME THEN FRTHTH1：：OEE 1
$12 G E$ IHFUT＂FFEGE FETUFH TG SEE TOUF GLUES＂：FT\＄
$12 G$ IF DHE THEN OFEH 1.4 OHT 1
127 FEIHT
19ED FEIHT＂HEFE FFE THE MLUEE．．．＂
120 FEINT

$1310 \mathrm{FF}=1 \%$
12 FOFO

$1 母 4 \mathrm{~F} 日 \mathrm{FE} \mathrm{F}$
1850 OHTO O
$136 \mathrm{PL}=\mathrm{HT}(\mathrm{F}-1) \mathrm{H}+1$
$13 \mathrm{~F} \mathrm{~F}=\mathrm{F}-\mathrm{F} 1-1$ 湖
1 世6 U1＝IHT（0－1），+1

14 FETH ＂IF＂Htaxis＂＂TFtFu＋1＂＂



149 FRTHT
1430 HET J

If your printer has a device number different from 4, change 4 to the correct value in line 1260. In lines 1300-1420, the program reconstructs each clue by cross-referencing $\mathrm{P}($,$) and \mathrm{T}($,$) . Let's take clue 1$ for an example. $\mathrm{G}=\mathrm{P}(1,1)$ stores the solution column number from which the clue was drawn. $\mathrm{P}=\mathrm{P}(1,2)$ and $\mathrm{Q}=\mathrm{P}(1,3)$ store the rows corresponding to the antecedent and consequent pairs. Therefore, $\mathrm{PV}=\mathrm{T}(\mathrm{P}, \mathrm{G})$ gives the truth value of the antecedent, and $Q V=T(Q, G)$ gives the truth value of the consequent. By way of illustration, assume $\mathrm{G}=4, \mathrm{P}=1$, and $\mathrm{Q}=9$. Reading PV and QV from Table 3-2, we can recover the first clue: not A1 implies not C3.

Lines 1400-1430 print the clue in more conversational form, using the verbs provided in line 70 .

## Printing the Answers

After printing all the clues, the program offers to give the answers.

```
14日 IF DU-z THEH FFIHTH1, GLIEE }
14G IHFUT "FFESS EETUFH TG GEE THE HHWEFE":EH
14O IF THZ THEN DFEH 1.4: EHTI S
1470 FFIHT
14EG FETHT "HEFE GPE THE FHGNEE
1490 FFINT
15G0 FOF J=1 TQ F%
510 IF FTGY=1 THEN%=I
15OQ FEXT I
1500 FOF L=1 TO N
154G IF TCL,Y=O THEN IGGO
150 F1=1HTGL-1), N+1
1500F2=L CF-1%程
```



```
15SG HEMT L
```

If your printer's device number is not 4, change 4 to the correct value in line 1460 .

In lines $1500-1520$, the program recovers the solution by examining each element of FT () to find the one element that equals 1 . The subscript of that element is the solution number.

Lines $1530-1580$ go through each row of the truth table, looking only at column X (the solution column). If the truth value at that row-column intersection is 0 (for false), the program skips to the next row. Whenever it finds a 1 (for true), it prints the pairing in conversational form. For any given solution column, there will be only N true pairings, resulting in N positive statements of the form P1-P2 is paired with Q1-

Q2. Note there is a single space inside each pair of otherwise empty quotes in lines 1400-1410.

## Starting Over

The following lines give you three choices: reprint the same puzzle, create a new puzzle, or quit:

```
1550 PEIHT
159 IF IME THEN FRJHTH1, OLOEE 1
15S THUT "FEESE EETHFU FOF HORGHEET",FTL
1GE IF W,=2 THEN OFEH 1.4: WHD 1
IEOG GOUE 1720
IELEFFMT
Leg GM@u 15g0
1ESE TF D,W= THEH FEIHTHL, WLOEE 1
1640 PFIHT
1550 FEM
16EO FFIMT "GELELT: I-EEMTEM FUGZE"
1ETG FRTH " - HEW FURZE"
1ESEFHT : E-ENI"
1ETV IHFUT E
165: TF S1 OF GS THEH 1EEG
```



```
1%10 EHI
```

If your printer's device number is not 4 , change 4 to the correct value in line 1596.

Lines 1600 and 1620 call the following subroutines that you may find helpful in the testing phase:

```
BEG FETHT "HEFE HEE HLL THE MFLIT GOMETHATIOWG"
17%G FEINT
1740 FEIHT
170 FOE LZ=1 TO NO
17EOZ1=IHT&QZ-1),NO+1
```




```
17G FGE FZ=1 TOG HE
150 TF T&EQ=% THEN 1ESO
1Q1Q FFTHT "T";
1E2G GTO 1E40
15SO FFINT "F";
1040 HENT FZ
1050 FETHT
18EG HENT LZ
1%TG FETIFH
LEGG FRIHT "HEEE IS THE GILITIOH BOFESHEET"
```

```
1690 FFIHT
150GFOTIZ=1 TOFH
1510 GE=F!2.1)
192G FZ=FCIEO
19%02=F(2,3)
104G F%=TGF,GZ
1550%=TGO, 52%
1960 IF F%=G THEN E1丮"*"
```





```
200Z1=INT(C2-1),4N+1
Q10 2-FZ-61-1)的
2g% 2G=INT<02-1%Ht+1
```






```
200 FOF F=1 TG +%
20日 IF FGIZ,IZ-G THEA 2110
2GTGFEINT "T":
2100 B0T0 2120
2110 FEINT "F";
212G HE%T IZ
213E FFIHT
214E HENT IZ
2HE FETHF
```

Lines 2040 and 2050 build the antecedent and consequent pairs using a letter for the first element and a number for the second．

## －Testing the Program

After typing in the entire program，run it．Eliminate any obvious typ－ ing errors you may have made．Figure $3-1$ shows a sample run of the program for comparison．

The program solution worksheet is similiar to that shown in Table $3-3$ ，but with the following notation：the letters $\mathrm{A}, \mathrm{B}$ ，and C are used in place of the items in list 1 ；the numbers 1,2 ，and 3 are used in place of the items in list 2．The symbol \＃stands for not and the symbol＝＞ stands for implies．Accordingly，B3＝＞\＃A1 is shorthand for if B is paired with 3 ，then $A$ is not paired with 1 ．

After you are satisfied that the program is running properly，you may wish to delete lines 1595,1600 ，and 1620 ，which call the trouble－ shooting subroutines．On the other hand，you may find it instructive to leave them in；the program can serve as a logic tutor in that way．

```
RUN
THE MATCHMAKER
ENTER A RANDOM NUMBER
THE MATCHMAKER
THE MATCHMAKER IS
CONSTRUCTING A LOGIC PUZZLE
FROM 3 DATA PAIRS.
PLEASE WAIT.
THE PUZZLE IS READY.
OUTPUT TO 1-CRT 2-PRINTER
SELECT 1 OR 21
PRESS RETURN WHEN READY
MATCH LEFT COLUMN WITH RIGHT COLUMN
    (LIKES)
\begin{tabular}{lc} 
ANN & ALLIGATORS \\
BILL & BIRDS \\
CATHY & CATS
\end{tabular}
PRESS RETURN TO SEE YOUR CLUES
HERE ARE THE CLUES...
IF ANN LIKES ALLIGATORS
THEN BILL DETESTS CARS.
IF CATHY DETESTS BIRDS
THEN BILL LIKES CATS.
IF BILL DETESTS BIRDS
THEN CATHY DETESTS ALLIGATORS.
PRESS RETURN TO SEE THE ANSWER
HERE ARE THE ANSWERS
ANN LIKES CATS
BILL LIKES ALLIGATORS
CATHY LIKES BIRDS
PRESS RETURN FOR WORKSHEET
```

Figure 3-1. Sample run of The Matchmaker (keyboard entries are underlined)

| HERE ARE ALL THE VALID COMBINATIONS |  |
| :--- | :--- |
| A1 | TTFFFF |
| A2 | FFTTFF |
| A3 | FFFFTT |
| B1 | FFTFTF |
| B2 | TFFFFT |
| B3 | FTFTFF |
| C1 | FFFTFT |
| C2 | FTFFTF |
| C3 | TFTFFF |
| HERE IS THE SOLUTION WORKSHEET |  |
| A1 $=>\#$ B3 | TFTTTT |
| \#C2=> B3 | FTFTTF |
| \#B2=>\#C1 | TTTFTT |
| SELECT: | 1-REVIEW PUZZLE |
|  | 2 - NEW PUZZLE |
|  | $3-$ END |
|  |  |

Figure 3-1. Sample run of The Matchmaker (keyboard entries are underlined) (continued)

## -Personalizing the Program

When you're ready to begin generating your own personalized puzzles, change lines $60-90$ to suit your preferences.

First decide how many items to include in each list; you must choose either three or four. Lists of four items will produce the more difficult puzzles.

Make up the items for each list. Use characters in list 1 (line 80) and attributes in list 2 (line 90). Start with attributes that are mutually exclusive, such as red hair, black hair, blond hair. That makes things a little easier to keep track of.

Finally, select the verbs that will be used to indicate whether a given pairing is true or not. Use verbs with opposing meanings, such as detests/likes, is not/is, or does not have/has. Store the two verbs in line 70. Be sure to put the negative verb first.

By choosing the list items carefully, you can come up with some very interesting puzzles. Remember to use a different random number each time you run the program to generate a different series of clues.

To get you started, here are the data lines used to generate the puzzles at the beginning of this chapter. For the favorite animal puzzle:

```
60 IATF 3
70 DATA DETESTG,LIKES
80 IATA FH|N, EILL,CATH''
90 IATG FLLIGRTORS,EIRIS,EATS
```

To describe the murderer:
gG InTH 4
79 IIATA DOES WOT HAVE. HAG
80 dith the muriereer, the milmmen, the fogman, THE GAFEBGEDFH:
90 Ifath white owerflle, fi Thtton, fet haire, a ELUE FIGGIF

## -Answers to Puzzles

Favorite animals: Ann likes cats. Bill likes alligators. Cathy likes birds.
Describe the murderer: The murderer has white overalls. The milkman has a tattoo. The postman has red hair. The garbageman has a blue pickup.

## Chapter 4

## Crossword Puzzle Designer-Part 1

This program generates eye-catching patterns for crossword puzzles. You can use these patterns to create personalized crossword puzzles. All you need is a good vocabulary, some free time, and a large eraser.

Even readers who don't enjoy crossword puzzles will find the Crossword Puzzle Designer an interesting exercise in array manipulation and print formatting.

A separate program that helps you fit a word list into a puzzle pattern is given in the next chapter.

## -How Crossword Puzzle Designer Works

A lot of care goes into the creation of the puzzle pattern before there's any thought about fitting in the words. Good puzzle patterns have the following properties:

- Solid blocks are arranged in symmetric, geometric, or representational patterns.
- Every possible path is numbered.
- Only one set of numbers is used for both horizontal and vertical paths.

Figure 4-1 illustrates each of these properties.
The Crossword Puzzle Designer starts by creating an empty grid that it divides into four numbered quadrants, as shown in Figure 4-2. The grid can range in size from $3 \times 3$ to $19 \times 19$.

To start, a certain number of randomly selected cells in quadrant 1 are marked as block cells (the black cells in a printed puzzle). The resultant pattern of blocks is rotated 90,180 , and 270 degrees and copied into quadrants 2 , 3 , and 4 respectively. This produces a radially symmetrical pattern: each of the four quadrants looks the same when viewed from the centerpoint. Of course, other types of symmetry are possible, but this one seems to give pleasing results.

Marking the block cells is only the program's first pass. The program begins a second pass for quality control by examining every path to find if any are too short (you may specify 2 or 3 as the minimum path length).


Figure 4-1: An illustrated puzzle pattern


Figure 4-2: Four symmetrical quadrants of a puzzle pattern

The program looks for each potential head cell (the numbered cell that starts a path). Potential head cells are immediately below or to the right of block cells. An imaginary boundary of block cells surrounds the grid, so that every cell in the top row and left column is a potential head cell.

After finding a head cell, the program checks the length of the two paths (horizontal and vertical) originating there. If one of the paths is long enough, but the other is too short, the short path is left unused. If both paths are too short, the head cell is blocked out. To preserve the grid's overall symmetry, the corresponding cells in the other three quadrants are blocked out as well.

Finally, the program numbers the paths by locating the head cells and numbering them.

## -The Program

The first block prints a title, asks you to input the puzzle size, and initializes the arrays.

```
10 FFIMT GHF&G14% : FEM ELEHF GUFEEH
QG FFIHT"GFUGEHOFI FUEZLE FHTTEON GEHEFHTOR"
3 0 ~ F F I H T ~
40 IHFUT "FUZCLE GIEE ¢
```



```
GO FFIHT "IHWHLID GIEE."
70 GTO 40
O4 H=INTM%
90 EO=6
104 IF HQH2 THEH EII=1
110 H0=F灲相
120 HE=IHT HWG4%+1
```




```
135 FG=4: FEM FRIHTEES DEMOE HUNEEE
140 !%="..""
```



```
1G0 SF|=" ": FEM S EFHES IN OUMTE
```





The variable M is the overall grid size, and N is the size of each quadrant. Lines 90 and 100 determine whether M is even or odd; EO stores 0 when M is even and 1 when M is odd. This information is needed later when the puzzle is printed, because odd-sized grids cannot be cut down the middle. They have a center column and row which must be taken care of separately.

NC is the total number of cells in the grid. NB determines the number of blocks that will be stored in the grid-one for every four cells. However, the final number is usually higher because of blocks added during the check for short paths.

The array $\mathrm{M} \$($ row, column $)$ stores the grid. For instance, $\mathrm{M}(1,2)$ is the cell at row 1, column 2. PL(row,column) indicates whether a grid cell is numbered or not; that is, whether it is a head cell. For instance, if a path originates at row 1 , column $2, \mathrm{PL}(1,2)$ stores the path number; if no path originates there, $\operatorname{PL}(1,2)=0$.

AD (path number,direction) stores the length of each path in each direction. For instance, $\operatorname{AD}(3,1)$ stores the length of path 3 down; $\mathrm{AD}(3,2)$ stores the length of path 3 across. $\mathrm{AD}()=$,0 indicates that a path is unused.

Finally, RC (path number,location) stores the row and column address of each path's head cell. $\mathrm{RC}(5,1)$ stores the row of path 5 ; $\mathrm{RC}(5,2)$ stores the column address of path 5 .

S $6 \$$ and $\mathrm{S} 9 \$$ are printer control codes used to select spacing of 6 or 9 lines per inch on the Commodore MPS-801 printer and compatible models. Use $\mathrm{S} 6 \$=$ " " and $\mathrm{S} 9 \$=$ " " if your printer doesn't have variable line
spacing． PQ is the device number normally assigned to the printer． Change the number if necessary for use with your printer．

SC $\$$ and $\mathrm{BK} \$$ indicate whether a grid cell is a letter cell or a block． The other variables assigned in lines 160－190 are used when the puzzle is printed．

## Setup of the Puzzle＇s Design

The next lines set up the parameters for a specific pattern．They are executed each time you ask for a new pattern．


```
20%=WTMFES(FH)
2Q IHFIT "WIHINUM WOFT LEHGTH Ge OE Z%", ML
2g IF MLE OF MLY THEN 2аO
Q4Q FETHT "HHTTHLIEIH"
EG GUGIE 1540
```

RN sets the random number generator seed so you can repeat a puz－ zle design．ML sets the minimum word length－something that can have a great effect on the puzzle＇s appearance．For puzzles smaller than $7 \times 7$ ，you will probably want to specify a minimum word length of 2 when you run the program；otherwise too many blocks will be filled in． Line 250 calls a subroutine that clears out all the arrays．

## Marking the Blocked－Out Cells

The following block prepares the initial puzzle pattern：

```
EG FEIHT "FIFGT FHES"
20G FOF J=1 TO NE,4+1
```



```
GG =THT(FHTG1)电(H+ED) +1
```



```
310 ト10も=E&も
20 GOE1E 14g%
3G HEVT I
```

Lines $270-300$ randomly block out $\mathrm{NB} / 4+1$ cells from quadrant 1 ． For every cell blocked out in quadrant 1 ，lines 310 and 320 block out a corresponding cell in quadrants 2,3 ，and 4 ，producing a total of NB +4 blocked－out cells．Line 330 repeats the process until the variable J has counted to $\mathrm{NB} / 4+1$ ．

## Checking for Path Length

Now for the quality control check.

```
G4 FETHT "GECOHT FHSE"
50
GQ FOE F=1 TO N+EO
GQ FOF C=1 TO N+EO
```



```
394 HE= 1
40 IF H束C,HESEES THEN 4OG
410 HE=HE-1
420 GOTD 400
4% HE=L+1
44 IF H& CE,HES=EF* THEN 4TG
45 HE=HE+1
40 UITO 440
40 UE=N1
```



```
490 45=45-1
E00 GOTO 400
5 1 0 ~ U E = F + 1
```



```
GG UE=UE+1
540 50T0 520
```



```
50% FF=1
570 小N%=E&$
560 LOSUE 1450
SOG HECT E
EOU HENT E
E10 IF FF=1 THEN SSE
```

In line $350, \mathrm{AF}$ is a status indicator whose function is explained below. Lines $360-600$ examine every cell in quadrant 1 one row at a time. If a cell is not a block, it is assumed to be part of a path. Lines 390-460 measure the length of the horizontal path containing that cell. Lines 470-540 measure the length of the vertical path. If either of the paths satisfies the minimum path length requirement, the cell is allowed to remain as is (line 550). If both of the paths are too short, the cell is blocked out. Line 560 sets $\mathrm{AF}=1$, indicating that a cell is going to be changed. Lines 570 and 580 change the cell in quadrant 1 and all corresponding cells in the other quadrants.

When the program reaches line 610 , every cell in quadrant 1 has been checked. If $\mathrm{AF}=1$, a cell has been changed to a block. That additional block might have created additional short paths, so the quality control check (lines 340-600) is repeated.

## Numbering the Paths

When the program goes through the check without finding a short path, the check is complete and the cells can be numbered.

```
EQ FFIHT "HUHEERIHG THE FATHS HOM..."
630 FH=E
G40 FOE F=1 TO M
65G FDE C=1 TOM
```




```
EO UE=E+1
```



```
70E VE=NE+1
70 GOTG 600
TCD IF UE-FGML THEHTCO
7 3 0 \mathrm { FHN=FW+1 }
740 FLCE,O)=FN
701 ROCHN,1)=F
760 FO(FN,2)=0
70 FIMCN, 1)="E-E
```



```
790 HE=L+1
80日 IF Ma=,HEY=EK= THEH EOG
210 HE=HE+1
E20 GOTO Eab
EQU IF HE-LCH THEH GOD
840 IF FLCR,COQ THEN SOQ
85 FWH=FW+1
EG0 FLCR,C%FH
60 FCOFH.1)=E
60 FUCFH,2%
COM HINFH, O=HE-L
000 FECT :
916 HERT E
```

These lines examine every cell to find the head cells (cells that will be numbered in the final puzzle pattern).

PN counts the number of head cells found. This is not the same as the total number of paths, since a single head cell often references horizontal and vertical paths.

Lines $660-720$ determine whether a cell heads a vertical path. If it does, lines 730-770 record the relevant information: the head cell count is incremented; the head cell number is stored in PL(, ); the row and column of the head cell are stored in $\mathrm{RC}($, ); and the path length is stored in $\mathrm{AD}(, 1)$.

Lines 780-890 perform a similar function for horizontal paths. Lines $900-910$ repeat the process until every cell in every row is checked.

## Puzzle Options Menu

Now the pattern is complete. The program gives you several options: to view or print a miniature version (in case a large version won't fit on the screen), to view (or print) the puzzle, to view (or print) the path directory, to file the puzzle on disk, to erase and start a new puzzle, or to quit.

```
EQ FENHT "FUZZLE FHTTEFH IG FEHD'""
9 8 0 ~ F E I H T
ES FEINT "1-UTE| MIHM FUZZE"
G4E FEINT "Q-UIEN THE ESFHHED FUZZLE"
9GGFEJN "S-wTE| FHTH IIEEETOFT"
GEO FEIHT "& FILE THE FHZZLE"
GG FeINT "GEEHEE FHII GTAET H HEW FUEZLE"
G0 FFIHT "G-UIT."
GO FEIHT
1WBE IHFUT "SELECT I-E";E
H|E IF S'1 OF EE THEH GEO
1000 OH GOTD 1042,1050, 1006,1250,200,1040
1040 EFH
```

Line 1020 selects the program block corresponding to the option you select.

## Viewing the Puzzle

Here are the lines that enable you to view the miniature puzzle (use these lines if the puzzle size is greater than 13):

```
1G42 GO&UE 200G
104% 005U5 2150
1044 G0%LE 21E0
1045 口0TG 9%E
```

Line 1042 calls a subroutine to select the output device. Line 1043 calls a subroutine to print the miniature puzzle. Line 1044 calls a subroutine to restore the video display as the output device. All these subroutines are explained in detail later. Line 1045 returns to the option menu.

Here are the lines that print the full-size, presentation-quality puzzle pattern:

```
1050 GOGUE 2000
1060 GUGIE 10g0
10%G g0&um 2150
1000 90T0 95
```

The lines are the same as for the miniature puzzle，except that line 1060 calls a subroutine to print the full－size puzzle．

## Displaying the Path Directory

Here＇s the subroutine that displays the path directory．

```
1090 GOGUE 20G
11EE FEINT
110 FEIHT "FHEME"
112O FEIHT "FHTH #" THEO1G% "LEHNTH"
13OFOF OI=1 TO F4
```



```
1150 HE%T QI
11EG FEIHT
1HGGFTH" "Mun+"
11EG PEJHT "FHTH #" THEGNO "LEHHTH"
1190 FOF OI=1 TO FH
```



```
1210 FENT OI
12EO GOGUE 2160
1240 B0TO 900
```

Line 1090 calls a subroutine to select the output device．Lines $1100-$ 1150 print all the horizontal paths．For each path number QI， $\mathrm{AD}(\mathrm{QI}, 2)>0$ indicates that a path exists．In that case，line 1200 prints the path number followed by the path length．

Lines $1160-1210$ print all vertical paths in a similar fashion．
Line 1230 restores the video display as the output device，and line 1240 returns to the menu．

## Saving the Puzzle on Disk

Here are the lines that file the puzzle pattern on disk．

```
12EE FEIHT
```



```
    LENGTEFCPHy-1)
```



```
1QGQ FEIHT "FILIHG FUZCLE IH "FO&
12QD DFEH 1,B,4:"GG:"+FD&+", EEU,H"
132G FFINT林.|
130 FOF I=1 TO H
1340FOF I=1 TO A
15G FEIHT非, 味(1, )
1GEG FEIHT##: FLCI,I)
```

```
12T0 FEST III
19G PFIHTM1,FH
14GOFOFT=1 TOFH
1410FEIMT泩: BTCI.1)
```



```
14O FFIHT#1: FUCI,1)
144O FFTHT#1: FUCI,2)
1450 UEFT I
140 CLGEE 
14% M0% 90
```

Lines 1260-1262 construct an output file name XWORD and store it in $\mathrm{FO} \$$, along with the random number you supplied and the puzzle size. For example, if you have supplied the random number 1234 and puzzle size 9 , the file will be named XWORD 1234.9.

Line 1280 opens a new file under the name in FO\$.
Lines $1320-1380$ print M, the puzzle size; $\mathrm{M} \$(\mathrm{I}, \mathrm{J})$, the contents of each cell (either a block or a blank); and PL(I,J), the path number to be printed in that cell (non-head cells are numbered 0 ).

Lines 1390-1450 print details about each path: PN, the number of paths; $\mathrm{AD}(\mathrm{I}, 1)$ and $\mathrm{AD}(\mathrm{I}, 2)$, the path length in the vertical and horizontal direction; and $\mathrm{RC}(\mathrm{I}, 1), \mathrm{RC}(\mathrm{I}, 2)$, the row and column addresses of the path's head cell.

Line 1460 closes the file, and line 1470 returns to the menu.
The following subroutine stores the contents of NC $\$$ in symmetrical positions in quadrants 1 through 4:

```
1400 EEM
140 Mta,0%=40%
```





```
15% FETUFH
```

The variable EO effects the calculations only for odd-sized patterns since $\mathrm{EO}=0$ when M is even and $\mathrm{EO}=1$ when M is odd.

## Preparing a New Puzzle

Here is the subroutine that erases an existing puzzle pattern and prepares for a new one.

```
1540 FOFT=0TOM+1
15EO FOF T=| TO M+\
150 IF I=G OF I=G OF I=N+1 TE I=H+1 THEH AGO
```

```
15%G 阵UT=5U*
150 PLI,I=0
5GG [0TO 1010
```



```
1E1G HENT J
1EQ HEvT I
1EO FOE I=1 TO HO
1640 AIC1, 1)=0
1650 #14 2, %=0
1E00 HEQT I
LGO FETDFH
```

For every row $\mathrm{I}, \mathrm{M} \$(\mathrm{I}, 0)$ represents the left boundary of the puzzle and $\mathrm{M} \$(\mathrm{I}, \mathrm{M}+1)$ represents the right boundary．Similarly，for every column J， $\mathrm{M} \$(0, \mathrm{~J})$ represents the top boundary and $\mathrm{M} \$(\mathrm{M}+1, \mathrm{~J})$ repre－ sents the bottom boundary．

Lines 1540 and 1550 and 1610 and 1620 cause I and J to count from 0 to $\mathrm{M}+1$ ．The subscripts 0 and $\mathrm{M}+1$ are used to generate an imaginary boundary around the grid．A block character is stored in each of these boundary cells（line 1600）．For all nonboundary cells，line 1570 stores a blank character SC \＄to indicate that the cell is available for a letter or a block．

Line 1580 stores a 0 in every element of $\mathrm{PL}($ ，），indicating that no cells have yet been numbered．

Lines 1630－1660 store 0 in every element of $\mathrm{AD}(, 1)$ and $\mathrm{AD}(, 2)$ ， indicating that no paths exist yet．Line 1670 returns to the main program．

## Printing the Expanded Puzzle

The following subroutine prints the puzzle in expanded form．It is pre－ sented here in blocks for easier reading．The first block prints the top line of each row of cells．

```
HEG FETHT SE⿻:"FUZEE H" E| "." ML: PEINT
1E日G FOF QF=1 TO M
17GGFOE OL=1 TO M
1710 FFIHT ML事:HL*
1-G HEST DL
```



The next block prints the second line of each row．For head cells，this line contains the path number．For other cells，it contains spaces or block characters．

```
1740 FOF DO=1 TO A
1FGFEINT ML本:
```



```
17% IF FLOE,OHOQ THEH 1EED
17GO FFHT SF*
%WG GOTO 1SGO
1 5 0 1 F F H N T E L S :
1E10 GOTO 1S50
192G DI=STF&GLEF,DO
```



```
1%4Q FFIAT OT$;
1550 NENT DT
```



Lines 1820－1840 handle the case of head cells．QI\＄contains the appropriate head cell number．

The following block prints the last two lines of each row of cells． These lines consist of spaces for path cells and block characters for block cells．

```
15%GOF T= TO M
LSEO FENHT UL$
```



```
190G FPIHT EL&;
1910 [0TG1930
1920 FFIHT SF事
1950 FENT GT
1940 FFIHT ULF:SE&: FFIHT EGt:
1950 FOE DO=1 TO M
19E0 FFINT ULF:
19G IF M车OF,DOEES THEH OGOB
1900 FEINT EL丰:
190 00T0 2010
2000 FFINT SF*;
Q10 HEQT W%
```



```
2GE NERT DF
```

All the cells have been printed at this point．Now the program adds a bottom line to close the puzzle．

```
2046 FDF DO=1 TO M
2GG0 FFIHT UL束:HLS
2GEO HENT DO
```



```
2GB FETUFH
```

Line 2080 returns to the main program．

Finally, here are the subroutines to select an output device and restore the display as the output device.

```
2GG FETHT
001m,
```




```
2130 IF DU= THEN OFEH 1,FQ: TM \
214G FETUFH
```



```
2170 FETUFH
\SQ FOF T1=1 TO M
2150 FWF T1=1 T0 N
```



```
2%10 HETT J1
2eg FFINT G9$
2e%G HERT T1
225 FEIHT EE束:
2240 FETURN
```


## -Testing and Using the Program

Many of the key sections of the program are set up as subroutines to facilitate testing and debugging the program.

Perhaps the most useful is the puzzle printout subroutine (lines $1680-$ 2080). To get a printout of the pattern, insert the command GOSUB 1680 at strategic points in the program. For instance, add line 335 GOSUB 1680 to see the initial pattern before the quality control check. Add line 615 GOSUB 1680 to see the pattern after the quality control check.

Typically, you will view the puzzle first and perhaps examine the word path directory. If you like the puzzle, you'll file it on disk for later use. Then you can erase and start over with a new random number and a new minimum word length.

When generating small puzzles, the program may occasionally produce one that consists entirely of blocks. Simply erase the puzzle and generate a new one using a different random number seed. Use a minimum word length of 2 to reduce the chances of this happening.

## -Printing Considerations

In printed form, each cell requires four columns and four lines. Adding one column for the right boundary and one line for the bottom boun-


Figure 4-3: Sample results of the program showing the miniature puzzle, the full-size puzzle, and the word directory.
dary，we have the following formulas for puzzle dimensions：

$$
\begin{aligned}
\text { columns } & =4 \times \text { size }+1 \\
\text { lines } & =4 \times \text { size }+1
\end{aligned}
$$

Accordingly，a $19 \times 19$ puzzle requires 77 columns and 77 lines in printed form，which almost fills an $8-1 / 2 \times 11$ sheet of paper．

Figure $4-3$ shows sample results of the program using the Commo－ dore MPS－801 printer．If you have another printer，you may need to make these changes：


17区 ELも＝＂楳\＃＂
150 ツLま＝＂！＂
190 HL末＝＂…－＂
Chapter 5 presents a program that reads and places words in the puzzle patterns created by this program．

## Chapter 5

## Crossword Puzzle Designer-Part 2

In the last chapter, you generated empty crossword puzzle patterns. In this chapter, you complete the puzzles by supplying answers and clues.

Selecting answers that fit together is often a tedious and timeconsuming project. It can also be frustrating. Using Crossword Puzzle Designer, your computer eliminates much of the tedium, yet still allows you to make your own creative finishing touches. More than any other puzzle project in this book, Crossword Puzzle Designer involves a good deal of collaboration between you and your computer.

## -How Words Are Stored in the Puzzle

The puzzle pattern in Figure 5-1 was created by the program developed in Chapter 4. The fill-in program presented in this chapter can recover the puzzle pattern directly from a disk file. But what if you don't have such a disk file? The fill-in program also gives you the option of storing the pattern recovery information in DATA lines in the program. DATA lines are explained later in this chapter.


Figure 5-1. A puzzle pattern

Once you have recovered the pattern through a disk file or DATA lines, you can begin attempting to fill in words with the program. It reads in a word list that you provide and tries to fill each path from the word list. After it has tried all paths or used up all the words, the program lets you take over, filling in the gaps and changing any paths you don't like.

The result of this collaboration is a solved crossword puzzle; you must then make up the clues to go with the words. For example, if your puzzle has BIT in the path 1-across, you might use the clue "A binary digit" or "What the programmer did to the incompetent computer repairman."

Figure 5-2 shows the puzzle after the computer has automatically filled in words and before you have had a chance to perfect it. In this case, the computer used a word list of 67 common BASIC keywords.

Obviously, you must complete the paths that contain hyphens-the computer cannot fill these paths from its word list. Referring to Figure $5-2$, you might use ARC in path 3 -across; ARC isn't a BASIC keyword, but at least it can easily be related to programming. Path 12 -across is


Figure 5-2. A partial solution for the puzzle pattern in Figure 5-1
more challenging: E-E. If you can't come up with a computer word that fits this pattern, go ahead and broaden the scope a little. The word EWE fits, so use it. Later you can come up with a clever hint, however tenuous, that relates to programming.

Paths that are filled indirectly through the completion of intersecting paths create another problem. When the program fills a path, it does not check all the intersecting paths that may be affected. As a result, the puzzle may contain "words" that are unusable. You will have to make a number of path replacements to eliminate these nonwords.

Figure $5-3$ shows the finished puzzle with a set of clues. Of course, this is just one way of completing it; you might find better words to use.

Notice that some of the words that were taken from the original word list have been replaced. For example, INT was changed to ISO and DET to DEN. Such replacements are required to eliminate non-words.

## -The Program

The program uses numerous subroutine calls (for instance, line 70 ON S GOSUB 1840,2170 ). The subroutines are explained in a separate section after the full program has been presented.

Before trying this program, you should have read Chapter 4 and run the pattern generation program. That way you'll have some puzzle patterns stored in disk files and ready to use. If you want to create your

## Across

1 BASIC function to get the ASCII code of a character
3 Inverse of the tangent function is the $\qquad$ tangent
5 Also, besides
6 Abbreviation for IBM's System Network Architecture
9 BASIC statement to create an array
12 Opposite of RAM
13 BASIC command to erase a resident program
14 Abbreviation for End of Data

## Down

1 BASIC function that always returns nonnegative numbers
2 BASIC function that tells whether a number is positive, negative, or zerc
3 Inverse of the BASIC TAN function
4 Opposite of the BASIC SIN function
7 Favorite resting place for programmers and lions
8 Found on the grass when programmers are going to bed and milkmen are making their deliveries
10 International Standards Organization
11 BASIC function that returns the remainder of $x$ after integer division by $m$

Solution
$\begin{array}{cccccccc} & 1 & 2 & 3 & 4 & 5 & 6 & 7 \\ 1 & \mathrm{~A} & \mathrm{~S} & \mathrm{C} & \# & \mathrm{~A} & \mathrm{R} & \mathrm{C} \\ 2 & \mathrm{~B} & \mathrm{G} & \# & \# & \mathrm{~T} & \mathrm{O} & \mathrm{O} \\ 3 & \mathrm{~S} & \mathrm{~N} & \mathrm{~A} & \# & \mathrm{~N} & \# & \mathrm{~S} \\ 4 & \# & \# & \# & \# & \# & \# & \# \\ 5 & \mathrm{D} & \# & \mathrm{D} & \# & \mathrm{D} & \mathrm{I} & \mathrm{M} \\ 6 & \mathrm{E} & \mathrm{W} & \mathrm{E} & \# & \# & \mathrm{~S} & \mathrm{O} \\ 7 & \mathrm{~N} & \mathrm{E} & \mathrm{W} & \# & \mathrm{E} & \mathrm{O} & \mathrm{D}\end{array}$

Word Directory

| ACROSS: | DOWN: |
| ---: | ---: |
| 1 ASC | 1 ABS |
| 3 ARC | 2 SGN |
| 5 | TOO |
| 6 SNA | 3 ATN |
| 9 DIM | 4 COS |
| 12 EWE | 7 DEN |
| 13 NEW | 8 DEW |
| 14 EOD | 10 ISO |
|  | 11 MOD |

Figure 5-3. A perfected solution to the puzzle of Figure 5-1
own patterns manually, you should still read the text of Chapter 4. This chapter's fill-in program uses many of the same arrays as the pattern program.

## Menu Options

The first block of the fill-in program prints a title and menu:


```
OGFIHT
3G FFIMT "1-LOHII FHTTEFNFFOM DJEF"
```



```
G1 IMFUT 
G0 IF S% 1 FHT S- THEH EE
70 OH S GOSUE 1540,9170
```

The two menu options are to load pattern from disk and to read pattern from data lines. Use the first option in conjunction with puzzle patterns created by the program of Chapter 4; use the second option if you have stored the pattern recovery information in DATA lines.

Line 70 calls the pattern recovery subroutine that you select.

## Storing the Word List

The following lines read in the word list and set up a few other variables and arrays:

```
EEFINT
GMFIHT "FEHDHG THE WOFT LIET"
1GE FEFIM H
```



```
1%0141:1%=1
1%0I<1,%)=0
140 IIC2,1)=0
1501142,2)=1
10日 प&="-.."
165Fを=4
170 FOF W=1 TO ta
1EE FEFIT WDWCW
1906%%
```



The words are contained in DATA lines at the end of the program. NW is the number of words. WD $\$()$ stores the words. WL() lists the index numbers of each available word. Initially, $\mathrm{WL}(\mathrm{W})=\mathrm{W}$ for every W , since none of the words have been used yet. When a word WD $\$(\mathrm{~W})$ is used, that index is removed from array WL( ).

DI(, ) stores the direction increments for horizontal and vertical paths. The first subscript indicates the direction ( $1=$ vertical, $2=$ horizontal) and the second subscript indicates the increment ( $1=$ row
increment, $2=$ column increment). For instance, $\mathrm{DI}(1,1)$ gives the row increment for vertical paths, and $\mathrm{DI}(1,2)$ gives the column increment for vertical paths. The values are 1 and 0 respectively (see Figure 5-4).

In line $165, \mathrm{PZ}$ is the device number normally assigned to the printer. If your printer has another device number, change 4 in line 165 accordingly.

## Filling In the Puzzle

The program now asks whether it should fill in all the paths without pausing or request your approval before inserting a word into a path.

```
Q1G FRTMT
20 FFTHT "STHFTIHG TG FILL IN THE FUZLE"
20 FF=D
24GFFIHT "GYHTMHMUSTLINHE"
Q5 FFINT "CFEEDEST HFFFOWM
```



```
2TG IF" CF&="F" THEH ZH0
2EE IF EF+""C" THEH 24Q
2germ=1
```

The variable AF stores the choice you make ( $0=$ request approval for each path, $1=$ continuous fill-in).


Figure 5-4. Illustration of the direction increments for paths

## Filling the Paths

Now the program is ready to fill in the words. It tries every path number; for each path number, it tries both the vertical and horizontal directions if appropriate. The following lines select the path number and direction:

```
90% W
210 FEM
3QFOFF=1 TOFH
QE FOF D=1 TG Z
3G IF HICF,TO=G THEN TOG
35G GMUE 170E
BE IF SF=G THEH TOE
```

The variable WU stores the number of words used. P is the path number; it counts from 1 to PN, the highest path number used. For each path number, D counts from 1 to 2 , which represents the two possible path directions ( $1=$ down, $2=$ across).

Line 340 determines whether a path exists in a given direction. If no path exists, the program jumps to 790 , which checks the next path number. Refer to Chapter 4 for an explanation of the array $\mathrm{AD}($,$) .$

If the path exists, the subroutine called in line 350 gets its present contents.

The variable SF indicates whether the path contains any spaces. If there are no spaces present ( $\mathrm{SF}=0$ ), the path is already complete, so the program skips to the next path (line 360 ).

Given a path containing spaces, the program attempts to fill it in from its word list.

```
30 IF WU=HW THEH ESO
OEG FFEJHT
gG FEIHT "NEW FHTH EELECTEII."
4GE FEIHT "CHECKIH" THE WOFTHIS".."
410 N=1
```



```
40 IF LEHCNTS\FFL THEN 470
445 以=|+1
45E IF WHWMW THEH ESO
4EG IOTO 420
470 FOEUE 1540
460 IF NF=1 THEN 44D
490 EMEIE 1E20
GOU IF HT$=T$ THEN 44O
E10 FFIMT "FLFLED F bOFI:"
SOU IF FF=1 THEN EOQ
```

When $\mathrm{WU}=\mathrm{NW}$, all the words in the list have been used; in that case, the program skips to the next logical block (line 370). Otherwise, it tries to find a matching word starting with the first word available ( $\mathrm{W}=1$ in line 410).

If the length of the chosen word $\mathrm{WD} \$(\mathrm{~W})$ is not the same as the path length PL, the program skips to the next word (lines 430-460). If the lengths are the same, the subroutine called in line 470 checks whether $\mathrm{WD} \$(\mathrm{~W})$ can be plugged into the path without changing any of the letters that have been already filled in. The variable XF indicates whether a conflicting character exists. If it does, the program tries the next word (line 480). If the word fits, the subroutine called in line 490 plugs it into the path.

Upon return from the subroutine, line 500 checks to see whether the replacement string $\mathrm{WT} \$$ is the same as the path's original contents $\mathrm{T} \$$. The two are the same only under special circumstances explained later. If WT\$ is not the same as $\mathrm{T} \$$, the program has indeed filled a path, and line 510 prints a message to that effect.

## The Request-Approval Option

Line 520 checks whether you have selected the request-approval option. If you have, the following lines let you view and approve the latest wordpath assignment:

```
G% FEMT
G46 LOEUE 2%00
5 0 5 ~ F F I H T
GE FFINT "GGGEET OF COHDLEL THE WMEI""
50 IHFUT "G% UF C%"FLD
GG IF H|&"#" THEN EQG
G9 IF HON`"O" THEH 4GE
G01 WT尕T食
EO BTTM 4GO
```

The subroutine called in line 540 prints the puzzle in its current form. Lines $560-590$ ask you whether you accept or want to cancel the change. If you cancel it, lines 600 and 610 restore the old contents of the path by setting WT $\$=\mathrm{T} \$$ and returning to line 490 , which puts WT $\$$ into the current path. Upon returning from that subroutine, line 500 detects that a change was canceled and jumps to 440 , which selects another word to try.

## Updating the Word List

After a word has been placed in a path and accepted, the following lines remove the word from the list of words available:


```
Em FWFI=| TG HM-W|-1
```



```
GE HEOT I
E0% W=W|+1
G0 GTO 700
```

WL(I) contains the index or subscript of the word just used. To eliminate that subscript from the list, every succeeding element in the list WL() is moved down one: $\mathrm{WL}(\mathrm{I}+1)$ replaces $\mathrm{WL}(\mathrm{I}), \mathrm{WL}(\mathrm{I}+2)$ replaces $\mathrm{WL}(\mathrm{I}+1)$, and so forth.

Line 670 causes the program to select the next path in the puzzle.

## Adding a Word Not on the List

What happens when the program cannot find a word that fits a given path? The following lines allow you to add a word not on the original list:

```
E%O FFIHT
```



```
700 IF FF=1 THEM TOE
70 FRIHT "EAN 'TOU HELF% THE FHTH IS HIGHLIGHTEI:"
720 FEINT
730 105UE 2%00
740 FEINT
750 %C=0
760 GO5UE 2520
70 IF WT末="" THEH TGO: FEM NW SFFHES IN OUDTES
TEO GOSUE 1520
```

If you have specified the automatic fill-in option, the program skips to the next path without asking you for help with the current path (line 700 ). Otherwise, the program will ask you to fill in the path.

The subroutine called in line 730 prints the puzzle with the current path highlighted. Line 760 calls a subroutine to get your suggested word for the current path. Line 770 checks whether you indeed supplied a word; WT\$=" " indicates that you did not supply a word in the subroutine at line 2520 ; in that case, the program skips to the next path.

If you did enter a replacement word, the subroutine called in line 780 plugs it into the puzzle.

The following two lines select the next direction and the next path number:

```
790 HEMT I
906 HE:T F
```


## A Chance to Correct

After trying all combinations of directions D and paths P , the program gives you a chance to perfect the puzzle by modifying any path you choose. Here is the puzzle-perfection menu:

```
810 FRINT
Ead FFINT "F|IZLLE EDMFLETE"
E%C FRINT
84g FRIHT "1-FRINT ORE FEvIEE FUSZLE"
E50 FRIHT "Z-FEIHT THE WORI DIEELTOR'T"
860 FRINT "3-GFVE THE FUZZLE OH DISK"
8T0 FRINT "4-EHIL
801 IHFUT "GELELT 1-4"; SE
800 IF SEC1 FND EE%4 THEN S10
900 DH SE BOTO 910,1170,1310,1530
```

The menu options are to print or revise the puzzle, print the word directory, save the puzzle on disk, or end. Line 900 jumps to the logic corresponding to the option you select.

## Printing the Puzzle

Here's the puzzle-printing logic:

```
910 FEIHT
G00 m00UE 2050
GE F=G
G40 FETHT
950 GOSUE 2500
90 FFIMT
90 BOSUE 2710
GED FETHT "EHTEF STFRTING EOW BNT OOLIHN"
9g FFIHT "OF FHTH TG EE GHHWGEI"
```






```
1W4GFFFLCEOO
10GG IF HIGF,DOE THEH 1GGE
1GEGFIHT "HOSIIH FHTH. TFY FUGIH"
1070 GOTO 500
1H0%FFLGE%
10G0%OUE 1GG
11GG FETHT "THE FGTH IE HRHHTDTEG"
1110 FFIHT
1\0 प0%15 50%
1150 FEINT
1140 <= 1
150 Gח%|E E5GQ
1160 00T0 9%0
```

The subroutine called in line 920 lets you select either the display or the printer for output. If you have a printer handy, you should get a hard copy of the puzzle before you begin changing it. The subroutine called in line 950 prints the current maze, and the subroutine called in line 970 restores the display as the output device.

Lines $980-1070$ let you specify a path in terms of the path's starting row and column and its direction.

The subroutine called in line 1090 builds up a copy of the path's contents, and the subroutine called in line 1120 prints the puzzle on the display with the specified path number P , direction D highlighted.

The subroutine called in line 1150 lets you correct a path's contents or leave the path as is. Line 1160 returns to the menu.

Here's the logic to print the contents of all paths (print the word directory):

```
117U GOSUE 2650
118Q FEIHT
11GO FOF T=` TO 1 STEF - - 
1%W IF T= THEN FFHT "HCHE:"
I#\⿴ IF IGI THEN FETHT "LIM&:"
12QGFOFF=1 TG FH
120 GOUUE 1FOG
124G IF FL=O THEH 1CEO
```



```
12EE NE%T F
12GE FETHT
12G HENT I
120Q GOUN 2G10
100 MTTO 510
```

The subroutine called in line 1170 selects the output device. Lines 1190-1280 print the contents of each path; the paths across are printed first.

The subroutine called in line 1290 restores the display as the output device, and line 1300 returns to the menu.

The following lines store the puzzle data in a disk file. You can reload the same disk file later on to do more work on it.

```
1Q10 HFUT "HFHE THE OUTYUT FILE":FDS
```




Line 1310 prompts you to name the output file. Line 1330 create the file, erasing any preexisting file with that name.

These lines store the data:

```
137日 FRINT#1,M
1380 FOR I=1 TO M
1390 FIFE J=1 TO M
1400 FRINTO#1, 性(I,J)
1410 FFINT#1,FL(I,J)
1420 HENT J,I
1440 FRINHT#1, FH|
1450 FOF: I=1 TO FN.
14EG FFIHT#1, FD(I,1)
1470 FFIHT#1, FII(I,2)
1480 FRIHT#1, FCCI,1)
14901 FEINT#1, FC(I,2)
1500 HENT I
1510 CLIGE 1
1520 B0T0 810
```

Lines 1370-1500 print the data in the same sequence that was used by the pattern program so you can reload the puzzle from disk later on. Line 1520 returns to the menu.

Here's the logic to end the program:
1530 EHII

## -Subroutines

Much of the program logic is placed in subroutines to shorten the program and facilitate debugging. There are nine subroutines in all.

The following subroutine compares a word WT\$ with a path's contents T\$. If WT\$ fits into the path without any conflicts, the subroutine returns 0 in variable XF. If there are conflicts, it returns 1 in XF.

```
1540%F=0
1550FOF OI=1 TO FL
```





```
1590 SF=1
16010 HE%T OI
1E1G FETIIFH
```

The next subroutine replaces the contents of path number P，direc－ tion D （determined by row increment IR and column increment IC） with WT\＄．

```
1620 F=FLCF,1)
15OU C=FOCF,Q)
1E49 FOF QI=1 TO FL
```



```
1660 FEF+IF
1670 5=C+IL
16BG HE%T QI
16SO FETINFH
```

The following subroutine builds up a string $\mathrm{T} \$$ containing the con－ tents of a path． $\mathrm{SF}=0$ indicates that the path contains no spaces（that is， it is already filled in）．

```
170日 FL=HLGF,H%
1710 IF=IICI, 1)
17eg IL=IICD,2)
17OG FEFGF,1)
1F40 C=OCFO
1750 Tt="": FEM MO EFGEE IN U|TEE
1700F=D
17O FOF I=1 TO FL
```




```
1EOEFFFTF
1610-5+5
182Q HENT I
1EO FETUFH
```

Here＇s the subroutine that loads a puzzle pattern from a disk file：

```
1S4日 FEMT "GFEIF't THE HHEMTEE USE TO HAIGATE"
```



```
15SE ERG"": REM HO 5FHCE IH DUTE
1060 IHFUT EK$
1570 H&゙="": EEM NG GFHES IN DUTES
```



```
10G0 FETNT "GEETF'THE WFH QHFHTEF TO UF"
```



```
1910 THFUT HF$
```





```
194% IF THN"G" THEN STT"
```



```
1945 FETHT "EHTEE THE FHTHENAFINE NHE"
1950 Mm|T FI$
19EGOFEU 1.E,4,FIt
97G IMFUT相,M
19%1 IF 6T=0 THEN 15¢G
19% FFJMT "FHE HUT FOMT": WLUEE 1: FEMHT
    GTO 1G46
```



```
19G FOF I=1 TOM
gad FOE T=1 TO M
2010 以"UT&1: प$
EQg IF OSEEF THEH L$=N&
g0, 性C, J)=एक
```



```
QGU HEST I, 
```




```
OGO FDF =1 TO FN
210| IHFTW1: FIGI,1%
E1U INFUTH1, HIGI,z%
```




```
Q14% HEST I
2150 ELOSE 1
210% ETMFH
```

Lines 1840－1920 let you replace the block character used in the disk file with another of your own choice．If you are going to print the puzzle， you may need to use this option．For example，the pattern program （Chapter 4）uses $\operatorname{CHR} \$(166)$ as a block character．However，many print－ ers won＇t print a block for this character．In that case，you can tell the program to replace the backspace character with an alternate，such as a number sign（\＃）or an asterisk（＊）．

Line 1940 gives you the option of viewing the disk file directory before naming the file you want to load．You may also type $Q$ to stop the program at this time．Lines 1945 and 1950 prompt you to specify the name of the pattern file．If you are using the results of the Puzzle Pattern Designer program，the file will be named XWORD．xx．xx．If you are
recovering a file previously generated with this fill－in program，specify the corresponding name．

Line 1971 checks for disk error；in case of an error the program will give you another chance to specify the file name or stop the program．

Here＇s the subroutine to read a pattern from DATA lines：

```
2170 FEFI M
2150 DIM M本(M,M,FLOM,M
2190 FOF I=1 TO M
200 FOF I=1 TO N
2"1日 FEFD M绍,J,FLGI,T
2220 HEMT J.I
2240 FEHII FH
2SO DIM HICFH, -%,FtM, %
2260 FOF I=1 TO FH
```



```
2200 HEYT I
22GE FETUFH
```

If you select this option，you must have previously stored the appro－ priate data in the line range 2721 to 2899.

The data must be arranged in the following way：
1．The puzzle size M．
2．Two numbers for each puzzle cell： $\mathbf{M} \$(I, J)$（the contents of the cell－a block，a letter，or a blank）；and PL（I，J）（the number of the path originating in that cell－0 if no path originates there）．

There are $M \times M$ puzzle cells，and the relevant data must be arranged as：

M\＄（1，1），PL（1，1）
M $\$(1,2), \mathrm{PL}(1,2)$
M $\$(1,3), \mathrm{PL}(1,3)$

M $\$(1, M), \mathrm{PL}(1, \mathrm{M})$
M $\$(2,1), \mathrm{PL}(2,1)$

M $\$(\mathrm{M}, \mathrm{M}), \mathrm{PL}(\mathrm{M}, \mathrm{M})$ ．
3．The number of paths PN．
4. For each path number $\mathrm{P}=1$ through PN , there must be four numbers:
$\mathrm{AD}(\mathrm{P}, 1)$ (the length of the path down $-0=$ no path)
$A D(P, 2)$ (the length of the path across $-0=$ no path)
$\mathrm{RC}(\mathrm{P}, 1)$ (the number of the row containing the head cell, the first cell in the path)
$\mathrm{RC}(\mathrm{P}, 2)$ (the number of the column containing the head cell).
This order may seem somewhat tedious to maintain; nevertheless, there may be times when you'll want to use the manual procedure. Figure 5-5 shows a sample set of DATA lines you can use to try this option.

The presentation-quality puzzle


The corresponding puzzle recovery data


Solution Word Directory

|  | 1 | 2 | 3 | ACROSS: | DOWN: |
| :--- | :--- | :--- | :--- | :--- | :--- |
| 1 | A | $\#$ | F | 3 BIN | 1 ABS |
| 2 | B | I | N | 5 SF | 2 FN |
| 3 | S | F | $\#$ |  | 4 IF |

Figure 5-5. A completed $3 \times 3$ puzzle generated with DATA lines $2800-2890$ as listed

The next subroutine prints the puzzle in an $\mathrm{M} \times \mathrm{M}$ grid, adding column and row numbers along the margins for reference.

```
900 WFFOCF,
```



```
204 U=0
```



```
2土0 FOF OI=1 TO M
```



```
24Q NENT QI
2EM FENT
2FE FF|MT
2%@ FOE WI=1 TO M
```



```
                IH OuGTES
99日 F0% OJ=1 TM M
```




```
E&Q FETHT HEGT,OT
```



```
2440 OF=DF+TE
2400=0%+10
Q45 OM-GL1
240 510 2496
Q4G FETHT MataI,Ory;
240 HENT QT
24g PFIHT
2501 HEST DI
2510 FETUFH
```

The following subroutine asks you to enter a word to be placed in the current path. If the word you enter is the wrong length, it will be rejected. If the word has conflicting characters, it will also be rejected, except when $\mathrm{XC}=1$. This is true during the perfection phase of the program, when you can change a path's contents even if it has been completely filled in.


```
ESO FINT "GE HN EMT'r LINE TG GKIF THE FHTH"
```



```
ए4G IFFUT WT$
OGG IF HT:=":" THEH FETUFU
EED IF LEHGHTNOFL THEH 2GOG
```




```
5g% GOSUE 1540
EGQ IF SF=0 DF %=1 THEN 2EOG
```



```
2eg 010 25e0
265 GOGUE 1620
240 FETIFH
```

Here are the subroutines that select the output device（lines 2650－ 2700 ）and restore the CRT as the output device（lines 2710－2720）．

```
26501 1%=1
```




```
250 IF D,G THEN OFEN A,F2. CHIN:
QED FETUFH
2710 IF IM=2 THEH FETHTH1, ULIGE I
2%O FETLFW
```

The following subroutine loads the disk file directory and prints it on the screen：

```
20QE FRIMT "LDHTING MEEGTGF'".*"
```



```
99% IWO
Q10 IF STGE4 THEN OGOE
2Eg OET桝, M$
29玉 IF LENGF O THEN 2ge
```



```
2ge IF IMG THEH 2gib
29+ IW=0
29S FRIMT
29% GOTO 2910
95% 1H%
29e FEINT FF:
玉4ब आT" 2"10
290 प&ण% 1.
295 FFTHT
299% EETUEH
```

Line 2930 sifts out all the nontext characters from the file directory information．Line 2935 prints a carriage return after each sequence of textual information．When viewing the directory，you will have to ignore certain spurious information that appears on the first few lines of the directory list．However，you＇ll be able to recognize when the listing of valid file names begins．There will be several delays during the listing process while the program sifts through all the extraneous data．Note that this subroutine does not erase the resident program from memory as the ordinary command LOAD＂$\$$＂， 8 does．

## DATA Lines

All the data items are placed at the end of the program listing. If you are going to read a puzzle pattern from DATA lines, you must put the appropriate data in lines ranging from 2721 to 2899. (See Figure 5-5 for sample lines to use.) If you are going to load data from a disk file, you cannot put any pattern recovery data in the program.

The word list starts at line 3000 . It consists of the word count NW followed by the words. For instance, if you have 100 words, line 3000 should be 3000 DATA 100 . Here is the word list used to fill in the puzzles:

```
GOU MFTE 5
```



```
OGG DHTH EIG, DHTH: DEF, DET,DIM, EHI,ESF
GGQ mmTH FH,FDF,FFE, GET, GOGUE,GOTG,IF
G4G DHTH THFUT, THT,LEN,LET,LTST:LOHT
```



```
GED MHTG FEEK,FOE,FOE,FFTMT,FEHI, QEM
GGE UHTH FESTOE, FEGUNE FETUFH, FHI, FUN
GGG DHTG GHW,5DH,STH,GOE,STEF,STOF
OGE IHTG THE,THA,THEN,TO,TEHGE,UWE,WH
```





```
Q4E THTH कहEOTETUH
```


## -Using the Program

Here's the typical sequence for using the fill-in program in conjunction with the pattern program of Chapter 4:

1. Run the pattern program and save the pattern in a disk file XWORD $x x x x . x x$. Get a printout of the puzzle.
2. Type in this chapter's fill-in program using the word list provided or replacing it with your own.
3. Run the program. Select the disk file option, and load the data from XWORD $x x x x . x x$.
4. Select the continuous fill-in option for speed or the requestapproval option for your own curiosity to help you check that the program is working properly.
5. After the program has tried to fill all the paths, print the puzzle.


## Hints

## ACROSS

2 BASIC function that always returns a nonnegative number
3 BASIC statement that gets data from DATA statements
4 BASIC statement that tells the computer to ignore what follows
5 Equally at home in a math textbook and on a dessert plate
6 McA
8 Good fuel for programmers, spelled the Italian way
11 Short for "No more kites in our inventory until Rover returns"
15 What Lady Augusta Ada Byron, the Countess of Lovelace, exclaimed upon seeing her first stallion

Figure 5-6. A ready-to-use puzzle

18 Ancient vessel for storing soda pop
20 The sound of many cows
21 BASIC function to generate random numbers
22 BASIC function for measuring strings
23 BASIC program that retrieves programs into memory
24 Logically, the last word in a BASIC program

## DOWN

1 Programmer's word for "invoke"
3 BASIC statement to allow re-reading of DATA
4 BASIC statement to return from an error-handling routine
5 Based on the maximum number of digits a computer can store for a single number
6 The programmer applied his brakes too hard and went
7 BASIC function gets the code for a character
9 BASIC function is the inverse of TAN
10 BASIC function is the opposite of SIN
12 Reserved word of a computer language
13 BASIC statement at the end of a subroutine
14 BASIC statement used to set up an intrinsic function; also commonly found in roadside signs: WATCH OUT FOR $\qquad$ DOG
16 Common command to list disk files; when spoken indicates confusion or dumbfounded condition
17 BASIC statement to create an array
19 BASIC statement to close a loop

Solution

| $\mathrm{L}$ |  |  | ( | N |  |  |  |  |  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| X | \# | N | 'H | T | \# |  | , | N | ¢ |  |  | \# |  |  |
| 'H | \# | H | \# | \# | N | N | I | I |  |  | O | W | \# | 0 |
| N | ¢ | 几 | V | ' | O |  | H | \# | M |  |  | I | H | 6 |
| \# | I | L | \# | \# | I |  | S | \# | X |  |  | d | A | 8 |
| \# | CI | ' | ' | L | S |  | V | Y |  |  | G | \# | d | 2 |
| S | \# | Y | ¢ | ก |  |  | 0 | I | Y |  |  | N | \# | 9 |
| 0 | , | \# | 0 | \# | , | ) | L | \# | \# |  | П | L | \# | G |
| D | S | \# | L | \# | S | I | N | ワ | V |  | S | V | T | I |
| \# | V | H | S | I | ¢ |  | I | \# | \# |  | H | \# | ' | $\varepsilon$ |
| \# | \# | \# | H | I | d |  | \# | W | G |  | ¢ | \# | V | $\checkmark$ |
| U | V | H | ¢ | \# | \# |  | S | g | V |  | \# | \# | D | I |
| $Z$ | I | 0 | 6 | 8 |  |  | 9 | c | ■ |  |  |  |  |  |

Figure 5-6. A ready-to-use puzzle (continued)
6. Make any changes necessary to complete and perfect the puzzle.
7. Print out a final copy of the puzzle solution and the word directory.
8. Make up clues for the word list.
9. Assemble your clues with the earlier puzzle, and you have a complete puzzle. The condensed puzzle from Step 7 represents the solution to the puzzle.

Figure 5-6 is a complete puzzle package consisting of the presentation puzzle, a set of clues, and a solution.

The steps for creating a puzzle without a prepared pattern disk file are the same, except that you must prepare the data lines as in Figure $5-5$. You will also have to create a presentation puzzle.

## Chapter 6

## The Codebreaker

With the Codebreaker program, you compete against your computer in a game known as "Bulls and Cows" or "Mastermind."

In this two-player game, one player (the codemaker) makes up a secret code and the other player (the codebreaker) tries to guess the code. After each guess, the codemaker scores the codebreaker, who uses this information to come up with another guess. The object of the game is to guess the code in as few tries as possible.

Codes are made up of a sequence of four letters taken from the set: $\mathrm{A}, \mathrm{B}, \mathrm{C}, \mathrm{D}$. For example, AAAA, ABCD, DCBA, and BAAB are all valid codes. There are 256 ways of combining the characters into codes.

Each guess receives two scores:

- The number of characters positioned correctly, called "hits"
- The number of characters positioned incorrectly, called "misses."

If a guess includes a character that is not found in the code, the character is not scored at all.

Table 6-1 gives several examples of scoring. Take a minute to study the sample guesses and scores to be sure you understand the scoring system.

Table 6-1. Sample Scoring for Secret Code BDBA

| Guess | Score <br> Misses |  | Comments |
| :---: | :---: | :---: | :--- |
| AAAA | 1 | 0 | The A in the rightmost posi- <br> tion is a hit; the other A's <br> don't count. |
| BBBB | 1 | 2 | The B second from the right <br> is a hit; the A is a miss; one of <br> the other B's is a miss; the <br> remaining B doesn't count. <br> The B in the leftmost position <br> is a hit; one of the other B's <br> and the A are misses; the C <br> doesn't count. <br> All four characters are misses, <br> i.e., all are in the secret code <br> but none is positioned as <br> guessed. |
| DBAB | 0 | 4 | All four characters are hits. |
| BDBA | 4 | 0 |  |

The Codebreaker program lets you play the role of codemaker or codebreaker. In the latter case, the program makes up secret codes and scores your guesses. When you take the role of codemaker, the program functions as the codebreaker.

You may be surprised to find that the program is an exceptionally good guesser. The process it uses is very systematic - no intuition or artificial intelligence is involved. Of course, you don't have to tell your friends that.

Two people can play this game by taking turns as codebreaker and letting the computer score each player. The player who guesses the secret code in the fewest tries wins the round.

Figure 6 - 1 shows a sample run of the program.

## -Secrets of Codebreaking

Most players eventually come up with some kind of system for guessing. The Codebreaker has its own method too: the program makes its first

## THE CODEEREFKEF

EHTEF: A FAHDOM HUMEEF: 35
DHE MOTEETT FLEESE . . .
BUESE KEEF ELOFE DF GUTO
EHTEE G CS OF GY
I HHWE F SECEET 4-DTGIT CODE,
COHETSTIF OF THE STMBOLS "BEIU".
FH'T SHMEOL MF't REFEEFT.

IHFUT TMUF: 4 DIGIT GUESE HBCD
HEEE IG THE ECOFIM FEEOFT
BES TEIF HTGO MIESES
NO. COIE
1 HEL $\quad 3$
IHFUT TMUF 4 -IIEIT BUESE EEOT
HEEE IS THE BCDENH FECOFI

| EIUES | TEIM | HITE) | MIEme |
| :---: | :---: | :---: | :---: |
| 10. | CODE |  |  |
| 1 | HEIJ | 3 | 0 |
| 2 | EECI | 4 | 0 |
| Trinl HF | GUES | HE COIE | $\cdots 2 \mathrm{TE}$ |

GIUES KEEP GDORE, DF DUIT?
ENTEE G\% G\% DF D 6
MHE UF G SECRET $4-$ MIGTT GODE
COWIETINOF THE ErNBOLS ABCD.
FH'T' Sr'MEOL MH'T FEFEFT.
FPESE CETINH FFTEF MUI HFWE WEITTEN
DULH YOUF EECEET CODE
IGH I GGOEE M'SELF GTH W
M'r GIUES IS FHFA
EHTEF HITS, MISEE 1 , E


Figure 6-1. Sample run of The Codebreaker


Figure 6-1. Sample run of The Codebreaker (continued)
guess arbitrarily. It then gets the scores (number of hits and misses) and records that information.

For subsequent guesses, the program starts with a potential guess or hypothesis chosen from a list of all possible codes. The computer assumes the hypothesis is correct and scores each of its previous guesses against it. If all its scores are consistent with the scores actually received, the program uses the hypothesis as its next guess. If any of the scores are different from the scores you provided, the program discards that hypothesis and gets another.

If you make a mistake in scoring, the program cannot test its hypothesis properly. Eventually, it tries all possible codes without finding one that is consistent with the previous scoring. In that case, the program asks you to check your scores and correct the error.

## -The Program

The first block of the Codebreaker program prints a title:

```
10 FFIHT EHF$G14%; FEM ULEFE GEFEH
QQ FEIHT "THE EODEEEFFEF"
BEFINT
4G IHFUT "EHTEE G FHMIMQ MHAEE":%
G% FWTG-FESG%
EGFIHT
```

TGEM
QG FEIMT＂OHE MOHEHT FLEFSE ．．＂＂
94 FEH
Lines 40 and 50 let you set the random number generator so the program won＇t start with the same secret code each time you run it．

## Storing Hits，Misses，and Codes

The next lines construct a list of all possible codes：

```
100 LTO=10
```



```
1ませ आM&="FEOT"
#GFFF|=1 TO4
14GFOFFO=1 TG4
150 FOF F%=1 TO 4
100 FOF FA=1 TO4
```





```
GG HENT F4,FE,F2,F|
```

LG is the maximum number of guesses you are allowed before the computer reveals the secret code． $\mathrm{P} \$()$ contains all possible codes． $\mathrm{GU} \$($ ）contains the guesses that the codebreaker（you or the computer） makes． S 1() and S 2() keep track of the scoring for each guess： S 1() stores hits，and S2（）stores misses．

For instance， $\operatorname{GU} \$(1)$ stores the first guess； $\mathrm{S} 1(1)$ stores the number of hits assigned to that guess，and $\mathrm{S} 2(1)$ stores the number of misses． DG\＄contains the four characters that can be used in codes．

Lines 130－190 generate all possible codes in the following order： $A A A A, A A A B, A A A C, A A A D, A A B A, A A B B, A A B C, A A B D, A A C A$, and so forth，up to DDDD．Those familiar with counting in different bases will recognize that the computer is counting from 0 to 255 in base 4 using A for 0 ，B for $1, \mathrm{C}$ for 2 ，and D for 3 ．

## Printing the Menu Options

The next lines print a menu on the screen：


```
210 FETHT
玉е F"THT "MESE, KEF GCEE ME MTT:"
```



```
240 IF ES="G" THEN EGO
\50 IF L|="S" THEH S40
EG IF Ut+"" THEN 2IO
20 EHI
```

The menu offers you three options: guess (act as the codebreaker), score (act as the codemaker), or quit.

## The Guess Option

In the next block of lines, the computer randomly selects a secret code and presents instructions for guessing:

```
20 M4=0
```



```
B0 UT=FFCF
30 F%INT GHFकQ14%: EEM GLEHE GEFEN
QQ FEINT "I HHUE F SECPET 4-DIDIT LODE,"
```



```
340 FEINT "HH'r' STMEOL MH''' PEFEFT."
SG FEIHT "HEFE FRE ESFHFEE: HHFH IDEA IMOC"
```

GN stores the latest guess number. (It is set at 0 before you make your first guess.) CR is a random number from 1 to 256 . $\mathrm{CD} \$=\mathrm{P} \$(\mathrm{CR})$ is the computer's secret code.

## Checking Your Guesses

The following lines accept your guesses and score them until you guess correctly or run out of chances:

```
FO FEINT
30 IHFUT"IHFUT 'TGIF a-HIGTT GINES":GUt
```



```
901 BH=101+1
```



```
41E H5=[T5
420 Q*=以车
420 GOEJE 1210
44 E1CDH=51
450 E2004=5z
460 BMSUE 1110
40 IF S1CTHCQ4 THEN 50E
4G FEIHT "GOU HWE GUESED THE GWTE
    HA,MH;" TETES!"
490 G0T0 210
GG TF OHGLS THEN 3EG
G1E PETNT "HO MOFE GUESEE LEFT."
```

```
GE FFIHT "M' EEREET EODE IE ":GN
E% GTTO 210
```

The subroutine called in line 430 scores your guess. Upon return from the subroutine, S1 contains the number of hits, and S2, the number of misses. These values are saved in S1(GN) and S2(GN).

The subroutine called in line 460 prints a cumulative scoring record starting with your first guess and ending with your most recent one.

Line 470 determines whether you have guessed the secret code yet. When $S 1=4$, all characters in your guess are hits and you have guessed the secret code.

If you haven't guessed the code correctly, line 500 determines whether you have reached LG, the maximum number of guesses allowed. If you haven't, the program prompts you to make your next guess.

## The Score Option

In case you choose the "score" option, the following block of lines takes over, printing the instructions and prompting you to select a secret code:

```
G40 FFMH EHFNG14%: FEM ELEFE GEEEH
SG FFTHT "NHE UF G EECEET A-MIGTT EODE"
```



```
GG FETHT "FH'G GTMOL MF'G FEEENT."
ESG FETHT "FREGS GETUFH% FFTEF 'UU HFWE HFTTTEU"
EEQ FEJHT "DUN 'TUF EELEET GODE";
EGU INFUT FTS
8555|="ト"
E10 IHFUT "CHH I SCOPE MrFEF &T,N":SE$
GQ IF SES "'" THEH EAE
```



Line 610 gives you the choice of scoring the computer's guesses or letting the computer score itself. To make this latter option possible, you must reveal your secret code to the computer (line 630). There's no cause for alarm, however; the part of the computer that guesses never "talks" to the part that scores.

## The Computer's Initial Guess

Now the computer is ready to make its first guess:

```
GG BU木CH=FECH
```




```
70 FD CD
\(71605=1060\)
Te GUEUE 1210
```



```
    "; 天2" MREGEO"
74 BTO 7 B
```






```
T0 氏ाTO 06
\(790564=51\)
805 E 04 y 2
310 IF 5194 THU 94
```




GN is the guess number and is initially set to 1 for the program＇s first guess．PN，the pattern number，keeps track of the number of pat－ terns（codes）the program has tried already．Initially， $\mathrm{PN}=1$ since the program starts with the first pattern in the array $\mathrm{P} \$()$ ．This is the arbitrary guess referred to previously．

Lines 700－740 perform the self－scoring procedure，while lines $750-$ 780 perform the manual scoring procedure．Line 760 checks for impos－ sible combinations of hits and misses．

Lines 790 and 800 save the hits and misses assigned to the latest guess．Line 810 determines whether the latest guess was incorrect（S1 $<>4$ ）．If it was incorrect，the program will attempt to guess again．

## The Computer＇s Subsequent Guesses

The following lines allow the computer to come up with subsequent guesses based on previous scoring：

```
E40 FGFFH+1
GE IF FHPEE THEH IDME
GEM FFIMT "必";
60 F=D
```



```
8%O O|=\&MH
010 F=F&CF+
910 E0¢ut 1210
```



```
9%0 1H%M
940 F- =1
95 NEWT IH
90 IF FL=1 THEH E4B
GG FEIHT
905 MH=N4+1
90 BOTG ET
```

Line 840 increments the pattern number. When $\mathrm{PN}>256$, all patterns have been tried without success, and a scoring error has been made. In that case, line 850 jumps to an error-handling routine. If $\mathrm{PN}<=256, \mathrm{P} \$(\mathrm{PN})$ becomes the computer's next hypothesis.

Line 860 prints an asterisk on the screen each time the program adopts a new hypothesis. This is to reassure you that the computer is working during the sometimes lengthy pauses.

Lines 880-950 test the hypothesis by reviewing the previous guesses, scoring each guess under the assumption that the hypothesis is correct, and comparing the resulting scores with the scores actually received.

FL is a flag indicating whether the hypothesis conflicts with the scoring in previous guesses. Whenever a conflict is found (line 920), the program rejects the hypothesis and moves on to the next one (line 960 ). If a hypothesis produces no conflicts, it is accepted and used as the next guess (lines 980 and 990).

## Scoring Errors

If the program tries all 256 possible codes without finding one consistent with your previous scoring, you have made a scoring error. The following lines let you review the scoring and back up to where the error occurred:

```
HEN FFMH
1010 FFIHT "GTGFTHG EFEDR"
1GQ FFIHT "FLEHEE FEUIEQ 'OUF SOOFIH"
1GOG FETHT "FHD TYFE IH THE HUHEEF OF THE"
```



```
1000 GOSUE 1110
```



```
10GT TF MES WF MGON THEN JEOD
1090 BH=F
1050 F4=1
1100 GOTO EEO
```

The subroutine called in line 1050 prints the scoring record. Lines 1060 and 1070 let you specify the incorrectly scored guess. Line 1080
resets the guess number counter GN, and line 1090 resets the current pattern number PN. In line 1100, the program jumps back to the section that prints the computer's guess and asks you to score it. The computer then reasserts the guess $\mathrm{GU}(\mathrm{GN})$ so you can score it again.

The Codebreaker program uses four subroutines in conjunction with its main program: one to print the scoring record, another to score guesses, a routine to modify a portion of a string, and a routine to search for a character within a string.

## Scoring Record Subroutine

The following lines let you review the entire sequence of guesses and scores starting with the first guess:

```
1110 FFHTH
112G FFIHT "HEFE IS THE GTOFTHG FEGOFT"
11SG FFINT
1140 FRIHT "GLES";TABCS;"TFIFL",THEG%',
    "HITG%":TEEG, "HIEEGE,"
1150 FFIHT "HU";THECE:"WDOE"
1160 FDFT=1 TOTH
```



```
    THB&E%:9%!
11E0 FEST T
11GO FETUFW
```


## Scoring Subroutine

The scoring subroutine is made up of two parts. The first block finds all the hits (correctly placed characters):

```
12GE FEM
121051=0
122050=0
12G0FDF T=1 TO4
```



```
125051=51+1
12GG こHF=F$
12%GZS=" : FEM 1 ¢FHE IN OUMTE
1200 FF=I
1206 प05UE 1500
150 H5=2%$
1310 2####
120 己E&""%"
1350 2F=I
```

```
1940 gocis 150
1350 Q"だ
13 EQ HERT
```

On entry to this subroutine， $\mathrm{A} \$$ contains the secret code and $\mathrm{Q} \$$ con－ tains the guess．Lines 1240－1360 compare each character in $\mathrm{A} \$$ with the corresponding character in $\mathrm{Q} \$$ ．Whenever a match is found，the pro－ gram increments the hit counter S1．In this case，the program must blot out the character that was a hit so it won＇t affect the scoring of misses later on．Lines 1260－1300 replace the hit character in $\mathrm{A} \$$ with a space， and lines 1310－1350 replace the hit character in $\mathrm{Q} \$$ with an X ．

The second part of the scoring subroutine finds all the misses（incor－ rectly placed characters）：

```
1370 FOR I=1 T04
```



```
190 00=1
1400 21:#F#
1410 2こまここ
1420 buge 1000
1450 F=0F
1440 IF F=O THEM 1510
1450 -2=%2+1
1460 2H:=FF
1470 ZEF=" ": REM 1 EFHDE IN DUDTES
1490 2F-F
1400 bugu 1500
1504 H:=20*
1510 NETT J
1504 FETUFH
```

Lines 1370－1510 examine each character in the guess $\mathbf{Q} \$$ to see if that character can be found anywhere in the secret code A $\$$ ．Remember that the hit characters have already been blotted out from both $\mathrm{Q} \$$ and $\mathrm{A} \$$ ．

Lines $1400-1430$ search for character $\mathrm{Z} \$$ inside $\mathrm{A} \$$ ．In line $1430, \mathrm{~F}$ is the position at which $\mathrm{Z} \$$ is found； $\mathrm{Z}=0$ indicates the character was not found．Each time a character is found，the program increments the ＂miss＂counter S2 and blots out from A $\$$ the character counted as a miss．

After checking all four characters in $\mathrm{Q} \$$ ，line 1520 ends the subrou－ tine with a return to the main program．

## String Replacement Subroutine

The following subroutine replaces a portion of a string．This function is used several times during scoring．


```
546 IF ZF=1 THEN SEO
150 巳&-LETTGQF, F- 1)
1500 25-20%+2E5
```




```
15GG FETUFH
```

On entry to the subroutine, $\mathrm{ZA} \$$ contains the string to be changed; $\mathrm{ZB} \$$ contains the new information to be put into $\mathrm{ZA} \$$; and ZP contains the starting position for the replacement. Upon return from the subroutine, $\mathrm{ZC} \$$ contains the changed version of $\mathrm{ZA} \$$.

For a typical example, suppose $\mathrm{ZA} \$=$ "ABCD", $\mathrm{ZB} \$="$ ", and $\mathrm{ZP}=3$. Upon return from the subroutine, $\mathrm{ZC} \$=$ "AB D".

## String Search Subroutine

Here is the subroutine that searches for one string inside another string:

```
100 0% 0
```





```
164% 06=04+1
1550 MT0 1E20
1600 =00
1G6 FTUFH
```

On entry to the subroutine, Q1\$ is the string to search through, Q2\$ is the string to find, and Q0 is the position at which to begin the search. On return from the subroutine, QF is the position at which Q2\$ begins in $\mathrm{Q} 1 \$$. $\mathrm{QF}=0$ if $\mathrm{Q} 2 \$$ is not found in $\mathrm{Q} 1 \$$.

For a typical example, if $\mathrm{Q} 1 \$=" \mathrm{ABAB} ", \mathrm{Q} 2 \$=" \mathrm{~B} "$, and $\mathrm{Q} 0=3$, the subroutine will end with $\mathrm{QF}=4$.

## -Testing and Using the Program

After entering the entire program and eliminating all typographical errors, test the scoring subroutine as follows:

Run the program. Select the Quit option from the menu. Now type in these lines without line numbers:
$\mathrm{A} \$=$ "BDBA"
$Q \$=$ " BCAB "

GOSUB 1210
PRINT S1,S2

The computer should print the two numbers 1 and 2 (the number of hits and misses for guess "BCAB" when the secret code is "BDBA").

If you get some other values, check all the subroutines carefully for typographical errors.

When the program is running correctly, it should guess your secret code within four to six tries. The number of guesses required is determined by where the secret code is located in the computer's internal list of codes $\mathrm{P} \$()$. With a little experimentation, you can find out which secret codes will take the computer the most tries to find.

This chapter is adapted from "The Code Breaker," by George Stewart, appearing in the December 1982 issue of Popular Computing magazine. Copyright 1982 Byte Publications, Inc. Used with the permission of Byte Publications, Inc.

## Chapter 7

## Blackjack '84

Blackjack or Twenty-One is one of the most popular card games in gambling houses. The rules are simple, and winning is not too difficult. This chapter's program turns your computer into a Blackjack dealer so you can sharpen your skills without risking a thing - except, perhaps, a little pride.

The rules of Blackjack have been changed a little to keep the program from getting too long. This should be acceptable even to veteran Blackjack players, since there are dozens of variations of the game. This version is called Blackjack '84.

## —Object and Rules of Blackjack '84

You play Blackjack '84 against the computer, which is also referred to as the dealer. The object of the game is to acquire a hand that totals 21 or less without going over, or "busting." The hand with the highest total not exceeding 21 wins. Aces are worth 11 or 1 points; jacks, queens, and kings each have a value of 10 ; and the other cards are worth their index ( $2,3,4$, and so forth). A card's suit (hearts, clubs, spades, and diamonds) has no effect on its value.

In playing against the computer you place bets using imaginary
chips. At the start of the game, you have 100 chips. To start each hand, you must bet five chips, called the ante; this amount serves as the winnings pool. As play progresses, you may increase the size of the winnings pool.

The dealer and player both initially receive two cards. The player's cards are both visible, while only one of the dealer's cards is visible. In this way you can never tell precisely how good or bad the dealer's hand is. Since you are not playing against other bettors, where each player's cards are dealt face down so players cannot see each others' hands, having the values of both cards exposed doesn't matter. The dealer doesn't care what you have.

After totaling your first two cards, you have four options: increase your bet, receive another card (hit), stand on your present hand, or review the current status of the game.

You can continue hitting and betting until you bust or are satisfied with your total. If you bust, the round ends immediately, and the dealer takes the winnings without having to show his hand or draw additional cards. (That's one of the advantages of being dealer.)

If you stand, the dealer then takes a turn at improving his hand. However, the procedure for doing so is predetermined. If the dealer's total is less than 17 , he must draw a card; if it is 17 or more, he must stand. A lack of flexibility is one of the disadvantages of being dealer and is your key to beating the computer.

After the dealer stands, the two hands are totaled and compared. If you win with a total of 21 (Blackjack), you receive triple the amount in the winnings pool. If you win with a total under 21, you receive double the amount in the pool. If you lose to the dealer or bust (draw a total over 21), the winnings pool goes to the dealer. If both hands have the same total, the hand containing the fewest cards (the lowest card count) wins. If the card counts are the same, the round is judged a tie; the bet remains on the table and a new hand is dealt.

Figure 7-1 shows a sample run of Blackjack '84.

## -How the Deck Is Formed

The computer-dealer uses a standard 52-card deck, which is ordinary in every way except that it only exists in digital form in the computer's memory.

```
ELFHCJHOK 84
```



```
EWTEF: 'OUE HENE: EH
GW ETHFTE WTH \WE GHTPE.
THE FHTE IG 5
FFESG EETUPH TO STHET
HEEES THE FIFST ROUUIM....
GHMHES5 OHTE LE!T
HFTEE MFEIHG THE MTE*
NEW HFHLI
BHUFFIHG THE CHFTS. . .THHME'
DEFLEES HHHII:
[?"] [8゙]
G## H|N
[##] [Hक]
```



```
EHTEE EM,GFE: E
SH HFS y5 HTES
EET HOW MUH NOW AG
EET, HIT, ETHAD, OF FWUEW EAFDE?
EHTEFENHGOE: E
DEFLEEE TURU DEGLEE STMUS
FFESE FETUFH TG EEWEFL THE WMHNE
GFH= HHWID
[%种 [F|]
GHサG GOFE IE 1G
UEHEEES MHVII:
[4わ] [G&]
MFHLES COFE IG 1%
GmN WING 1EO
```

Figure 7－1．Sample run of Blackjack＇ 84

GH HOW HF 15 EHIFS
FLF＇r＇FHOTHEF HHNI＇（＇r＇，＇$\because$
GHM HFS 145 EHTFE LEFT
FFTEE MFEIH THE HWTE。
HEW HENTI
DEFHEESGHAD
［＂？［き中］
SHMSHFHII：


EHTEF E，H＇EA：E
SFM HFE 14E EHIFE．
EET HIW WINH WO： 100
EET：HIT ETHH：QF FE：JE月 CHETG：
EHTEF E，H＇S＇F：
DEFEESE TUFH：HIT
［7＊］
HTT
［16れ］
DEFINE ETHAS
FFESE FETUFM TG EEWEA THE WTHFE

［Kゅ］［Gw］
EMM S STDFE IS 19
DEFLEFCE HHNT

DFFEFE TOEE IG 2

EHN HOW HFE 55 WHFE．

Figure 7－1．Sample run of Blackjack＇84（continued）

```
FLFH'T HHITHEE HFHII? &'T',N'T'
EHM HHE 2SG EHIFS LEFT
FFTEE MAKING THE GHTE.
HEW HFHII
IIEFLEE`S HFHII:
[?] [6*]
EFM= HFHU
[7"] [34]
EET, HIT, ETHMI, DFEEWIEN EFFTSO
EHTEF: E'HMGF: H
[9^]
EET,HIT, STFHI, GF FEWIEW EHFTS?
EHTEF E,HrG,E: F
SHM HHE 250 EHIFG.
THE EET IS 5
IIEFLEE`S HFHII
[%] [E*]
EH+S HHHTI:
[7*] [34] [g*]
EET, HIT, STHHID, DE FEWIEW EAFTIG
EHTEF: E'H'GrE: E
GHMHE 25G EHIFS.
EET HOW MDNH HOW? 1EG
EET, HIT, ETHMI, GF REvIEM EFPTS?
EHTEE E'HMGR: S
IEFLEF``S TUF:N: HIT
[4*]
HIT
[54]
DEFLEF STFHIE
```

Figure 7-1. Sample run of Blackjack '84 (continued)


Figure 7-1. Sample run of Blackjack '84 (continued)

The deck is actually a 52 -element array called D()$. \mathrm{D}(52)$ is the top position on the deck; $D(51)$ is one card down, and so forth. $D(1)$ is the bottom position on the deck. The 52 distinct cards are represented by the numbers 0 through 51 . Zero is the ace of hearts, 1 is the 2 of hearts, and so forth until 51 , the king of spades. The computer shuffles the cards by storing the numbers 0 through 51 at random positions in the array $\mathrm{D}($ ).

The computer keeps four additional lists. CP( ) keeps track of which cards are being held by the player or the dealer. F\$() stores the 13 card names or indexes: ace, 2,3 , and so forth, through jack, queen, and king. S $\$($ ) stores the four suits: hearts, diamonds, clubs, and spades. V( ) stores a numerical value assigned to each of the 12 indexes. For example, $\mathrm{V}(1)$ is $11, \mathrm{~V}(2)$ is 2 , and $\mathrm{V}(13)$ is 10.

How does the computer translate the card numbers 0 to 51 into card indexes and suits?

Let's look at indexes first. Card indexes repeat in blocks of 13. These blocks correspond to the four suits; for example, $0,13,26$, and 39 all correspond to aces; $1,14,27$, and 40 all correspond to 2 's; and so forth. The modulo 13 function expresses this correspondence nicely. Any card number can be expressed in modulo 13 , which produces a number from 0 to 12 . By adding 1 , you get a number from 1 to 13 that corresponds to
the 13 possible index names. This may be more easily seen with the following formulas:

$$
\begin{aligned}
\text { Index number } & =\text { Card number modulo } 13+1 \\
\text { Index name } & =\mathrm{F} \$(\text { Index number })
\end{aligned}
$$

To determine a card's suit, we observe that card values $0-12$ are hearts, $13-25$ are diamonds, $26-38$ are clubs, and $39-51$ are spades. Dividing a card number by 13 and discarding the fractional portion of the quotient gives a number from 0 to 3 . Adding 1 gives a number from 1 to 4 , which corresponds to the four suits. The formulas to do this are

$$
\begin{aligned}
\text { Suit number } & =\text { Integer part of card number } / 13+1 \\
\text { Suit name } & =\mathrm{S} \$(\text { Suit number })
\end{aligned}
$$

## -The Program

The first block of the program sets the screen color scheme, prints a title, and sets up certain values.

```
1 FOLE GS2S1.1: FEM SOFEEH=WHTE
O FOFE SGQG.1: FEN EOFOEP=WHTE
ZHM&=HFWCSO: FEM EHFFGLTEFS=IFEEH
4 FFIHT H性;: FEH EET GFEEH COLDF
```



```
OG FFINT "ELACFTHNK "E&"
OEFIT
```




```
E5 5=100
70 HF|=5
80 IS=17
```

NM $\$$ is the code for green, the color that is used for most of the program's output. Lines 40 and 50 let you set the random number function (used later in the program) so the program won't shuffle the deck the same way every time you run it.

SC is the number of chips held by the player. Initially, this is a value of 100 . AN is the automatic minimum bet, or ante, for each new hand. DS is the point at which the dealer stands. You may change any of these values to suit your preference.

## Storing the First Round

The next program block creates the card lists and other arrays.



```
1G! FH*&\="TEFLEF"
110 FHtC%="FLF'TEE"
120 IHFUT "EHTEE TOUFE HFNE: ",FHEQ,
1O FEM
14E FOF T=1 TM 1%
15GEFHDF|OJ
160 HEXT I
```



```
160 FOFT=1 TG 4
190 FEHI EE,GE
195 G$0J=CHF&GE
19E LL末GJ=[HF#CLB
QU HE%T I
215 INTH 115,2%,120,144,122.20.9%,144
2e0 FOF J=1 TG 1E
20 FEHI w%
24E FENT I
25 THTH 11,2,3,4,5,G,7,3,9,10,10,10,10
```

In addition to the arrays discussed previously, we have CL\$(), $\mathrm{H}($,$) ,$ A()$, \mathrm{T}()$, and $\mathrm{PN} \$()$.

CL\$() stores the color code for each of the four suits. H (player number, card number) stores the contents of each hand. $\mathrm{H}(1$,$) refers to the$ dealer, and $\mathrm{H}(2$, ) refers to the player. For instance, $\mathrm{H}(1,2)$ is the dealer's second card and $\mathrm{H}(2,3)$ is the player's third card. The second element of $\mathrm{H}($,$) is a card number from 0$ to 51 .

A (player number) stores the number of aces in each hand. T (player number) stores the total points in each hand. PN $\$$ (player number) stores the names of the dealer and player.

Lines 140-250 read in the card index names, suit names, color codes, and card values.

The following lines print an introduction to the first round:

```
EG FFINT
ZG FFTHT FHEQ' " ETFETE HITH " EL " CHIFE."
ESE FFINT "THE FHNE IS "FH
20 IHFUT "FFESS FETUFH TW STFFT"; EH坝
GE FEIHT "HEFES THE FIFET FOUNI . . ."
```


## Dealing a New Hand

Each time a new hand is dealt (except after a tie), the program executes the following block, which bets another ante:

```
310 IF ELY=HN THEN O-G
SQ FEIHT "TOU EHN"T HHEE THE FHTE."
GQ FEIHT "GHFE DrEE""
E40 EHII
50 FFIHT
60 5=5G-HN
70 FE=FH
```



```
GG FEIHT "FIWEE MFKIHG THE FHTE."
406 FFETHT
```

Line 310 checks to see whether the player has enough chips to make the ante. If not, the game ends. Lines 360 and 370 deduct the ante from the player's score SC and add it to the player's bet PB.

The next block starts a new hand by dealing two cards each to the dealer and player:

```
410 FEIHT "NEW HHMIN"
405F=0
43O FOFEH=1 TG GO
44E EFCHOE
450 HENT UH
46TC1%=0
470 T < %-0
496 EC1)=0
496 EC)=5
S0G FOF WH:1 TO 2
G10 GMELE 1.496
EOG GOGLE 149%
5% GOEUE 17%0
G4 GOEUF 1E%0
550 HENT 1.H
```

SF is a control variable that determines whether the dealer's first card is dealt face down $(\mathrm{SF}=0)$ or face up $(\mathrm{SF}=1)$. During a game, the card is always face down; when the scores are revealed, it is face up.

Lines 430-450 empty the list of cards in use. Lines $460-490$ set the hand totals and card counts equal to 0 . The loop from 500 to 550 deals two cards to each player. (Throughout the program, the variable WH indicates whose hand is being hit, displayed, scored, and so forth$\mathrm{WH}=1$ for the dealer and $\mathrm{WH}=2$ for the player.)

## Bet, Hit, Stand, or Review

The player and dealer each have two cards now. The following block gives the player a chance to increase the bet, get another card, stand, or review the totals.

```
56 IF TCQ)\21 THEN 1100
517日 LHH=2
GEO FFTHT
50 FEIHT "EET, HIT, ETFHM, OE FEWIEW GHFTG"
G01% INFUT "EHTEFE B,H,G,E: ";'rH*
E10 IF 'T'惊%"E" THEH EGO
ESE=0
Geg FFIHT FHtQe " HF%" G% "GHFF%"
E%O IHFUT "EET HOW MHWH MOH? "; E
640 IF E%L OF ECO THEV EOG
EG 5C=5C-E
EG FE=FE+E
G% GOTO 5%O
EG IF 'THC"H" THEN FGO
Gg DUUE 1.40
700 J=[C2)
710 GOSUE 1960
720 FEIHT EH* 
70 EOE|E 170
74010T0 500
P50 IF THNS"F:" THEN EAE
FEDFENHTHFDC147)
70 FETHT FHESZ" HFE" ST "WHTE:"
TGO FEIHT "THE EET IS"FE
F9G FOF WH=1 TO E
GE GOEUE 170
810 GOGUE 1E60
GE HENT WH
ES BTO 5% 
E4Q IF THF="G" THEH SEO
850 60TM50
```

Line 560 checks the player's total, $T(2)$. If $T(2)$ is greater than 21 , the player is busted. Each time the player receives a new card, the program returns to this line, rechecking the total for a bust.

If the player isn't busted yet, he or she gets to choose an option: bet, hit, review cards, or stand.

Lines $620-670$ handle the betting option. Lines 690-740 handle the hitting option. The subroutine called in line 690 draws a card from the
deck. The subroutine called in line 710 derives the index and suit of the card just drawn. Line 720 names the card just drawn.

Lines $760-830$ review all the relevant information about the current round.

## Dealer's Turn

When the player stands, the program gives the dealer a turn:

```
80. WH=1
GG FEIHT
9QE FETHT "DFHEEES TUFH: "
90 TF TG1)GLE THEH 5%G
GO FETHT "NEHLEE STHHIS"
OLGTO EgE
EQ FEIHT "HIT"
90 EnglE 14g
946 T=64)
950 G05UE 1060
GEFFINT OHF
90 buguE 1780
906010 500
```

Line 890 determines whether the dealer has reached the number 17 (DS), at which he must stand. If the dealer's score is less than DS, he must draw a card (line 930). The subroutine called in line 950 identifies the card just drawn, and line 960 prints that information. The dealer continues drawing cards until the total reaches or exceeds DS.

The next block displays and totals up the player's and dealer's hands:

```
9 9 0 ~ F F E I H T ~
1001 IHFUT "FPESE FETUFH TU REVEHL THE
    WIHHEF ";EH*
1910 EF=1
1020 WH=2
1630 FRINT CHFS(147),
1040 [0GUE 1060
1050 FRIHT FHW(2)"G ECOEE IS " TG
1960 I.NH=1
1070 FEINT
1080 GOSIN 1800
1gge FEIHT "DEFLEES GOLE IS " TG
```

In line 1010, SF is set to 1 so that the display-hand subroutine will show the dealer's first card (hidden until now).

## Finding the Winner

The program now compares the two hands and determines the winner.

```
110E FEIHT
1110 IF TQQ=21 THEH 114G
12Q FEIHT FHEO%;" BUSTG. DEFLEE HINE "FE
1130 GOTM1300
```



```
150 FEIMT "GLOFES FEE THE SATE."
1100 GOTO 1310
```




```
11DOELSE + FB&Z
1200 %0T0 19%0
1210 IF T&1)= 1 THEM 1e5G
```



```
1230 5C=SC + FE#E
1240 GTO 1950
```



```
12EO FFIHT FH&&;" WHNS "; FEWz
12705EEE + FEWZ
1200 GOTG 1380
12g| FEIHT "UEFEEE MHE ":FE
1900 आ\Tï 19%0
```

If the player is busted, the player loses the hand, regardless of the dealer's score (lines 1110 and 1120). If the player's and dealer's scores are the same, the program skips to a tie-resolution routine (lines 1150 and 1160). If the player has 21 , he wins triple the amount bet (lines 1180 and 1190) -even if the dealer has busted.

If the player's score is higher than the dealer's, the player wins double the amount bet (lines 1260 and 1270).

Finally, if the dealer's score is higher than the player's, the player loses the amount bet (line 1290).

## Resolving Ties

Here's the routine to resolve ties:

```
1310 IF CO,F61) THEH 1SES
```



```
150 THF=0
B4E FEIHT "LOUET GAET EOUNT HTNE."
1550 MOTD 1170
1GEG FRIHT "ETHMIMFF."
1%% जITO 4% 
```

This routine awards the win to the holder (player or dealer) of the fewest cards. Line 1320 calculates HC, the number of the player with the most cards. That player's total, $\mathrm{T}(\mathrm{HC})$, is set equal to 0 , and the totals are compared again, forcing player HC to lose (lines 1330-1350).

If both players have the same card count, the bet remains the same and a new hand is dealt.

## Starting a New Round

The last block of the main program displays the player's winnings and an offer to play again.

```
13SG FFINT
```




```
141E IF 'rH:="H" THEN EHD
```



```
140 FO| 目=1 TG 2
1440 FOF T=1 TOLCHH
14EEFOHCDH,IY+1S=
14ET HEST J.WH
147E FEINT EHF*&147%
140 MTG 310
```

If the player agrees to play again, lines 1430-1460 remove each player's cards, one at a time, from the cards-in-use list. The program then jumps back to the new-hand routine.

## Subroutines

The following lines draw a card from the deck and add it to player WH's hand:

```
140G IF CFE THEH 1ETG
1504 FEINT
1510 FEM
```



```
1550 FEF
154E FEIHT
1550 [%F5w%1%-m6%
1560FOFT=1 TGTH
15%0 IMT= 1
15G FE%T I
150FOFT=1 TOSO
1OUS IF CFOJ=1 THEH 1E4G
1E10 CImINTEHDGOWH+1
```



```
16%0 DCIM= J
1640 HE%T Y
105 FRIHT EHF里,14%
16EOCEDH
16% EMOTCF
16E4 [F(4,+1)=-1
169 ロF=6%1
17QUCHH=L(GHO+!
1F10 HCHH,LOHOD=O
1FQG FETUFH
```

Line 1490 determines whether any cards remain in the deck．When $\mathrm{CR}=0$ ，all the cards have been dealt．In this case，the entire deck must be shuffled（all but the cards that are currently in use）．

Lines $1550-1660$ shuffle the cards that are available．CA is the number of cards available．

Lines $1670-1710$ pull a card from the top of the deck and put it into the hand of player WH（lines 1700 and 1710）．

Line 1720 returns to the main program．
The subroutine to total a player＇s hand is as follows：

```
1%0 TT=0
1740 F(OHOD
17GO FOF J=1 TG EOWH
17EQ CQ=HCWH,T)
```



```
1790 IF GL=1 THES FODH=FHGHO+1
1F9ETT=TT+4世品
1OQE HEMT T
1810 FFIHT
152 TF TTGZ1 OF HOHHCO THEN 1GEO
15S0 TT=TT-10
184G HWHDFHCMH: - 1
1950 GOTO 15c0
1%EG TOWH=TT
1GTE FETUFM
```

Line 1730 sets a temporary subtotal TT to 0 ．Line 1740 sets the ace counter $\mathrm{A}(\mathrm{WH})$ to 0 ．The ace counter is needed because aces can be evaluated as either 11 or 1 ．

Lines $1750-1800$ add up the values of all the cards in the hand of player WH．Line 1770 calculates the card value using CV modulo 13.

When the program reaches line 1820 ，it has a temporary total．If the total indicates a bust，it may still be possible to save the hand by eval－ uating the aces as 1＇s instead of as 11 ＇s．Line 1850 performs this evalua－
tion. If there are any aces in such a hand, the program subtracts 10 , giving the ace its optional value of 1 instead of the previously assigned value of 11 .

The following lines constitute the display-hand subroutine:

```
19GO FFTHT FHLOM::"E HHM:"
1900 F0% T=1 T0 COH:
1540 G!|E 1960
19E FENT U|F
19SU HEST T
1940 FEIMT
155G FETHFU
```

The variable J counts from 1 to the number of cards in the hand; for each card, the subroutine called in line 1910 gets the card's index and suit name. Line 1920 displays this information.

The last subroutine in the program derives a card's index and suit based on its card number.

```
196 ש4FHCH%J%
```



```
19E0 EU=1NT(44,3)+1
```




```
20| ए0T0 20%a
```



```
OGG FETUN
```

Line 1970 calculates CV modulo 13 to get the card's value. Line 1980 uses integer division to get the card's suit.

When the dealer's first card is being shown ( $\mathrm{WH}=1, \mathrm{~J}=1$ ), the variable SF in line 1990 determines whether the value will be revealed or masked with a string of question marks.
$\mathrm{CN} \$$ in line 2020 is a string composed of the card's index and its suit. CL $\$(\mathrm{SU})$ sets the suit color, and NM $\$$ restores the "normal" green color. Line 2030 ends the subroutine with $\mathrm{CN} \$$ containing the card identification.

## -Testing the Program

After typing in the program and removing all obvious typographical errors, test the card-shuffling subroutine by adding these lines:

```
291 怆=2
262 FOF OR=1 TO Se
```

```
293 BOEIE 1490
284 FFIMT CW+1: THEG10%;
2g5 J=1: [OEUB 197G: FFIHT [Ht
28E EF(LU+1)=0
297 E(MH)=E
玉ब HEVT DD
玉E डTOF
```

Run the program. It should print the contents of a shuffled deck, showing card numbers and the corresponding indexes and suits. The

Table 7-1. Typical Contents of a Shuffled Deck

| Card <br> No. | Index and Suit | $\begin{gathered} \hline \text { Card } \\ \text { No. } \\ \hline \end{gathered}$ | Index and Suit |
| :---: | :---: | :---: | :---: |
| 11 | QUEEN OF HEARTS | 13 | ACE OF CLUBS |
| 28 | 3 OF DIAMONDS | 36 | JACK OF DIAMONDS |
| 15 | 3 OF CLUBS | 50 | QUEEN OF SPADES |
| 38 | KING OF DIAMONDS | 49 | JACK OF SPADES |
| 8 | 9 OF HEARTS | 14 | 2 OF CLUBS |
| 7 | 8 OF HEARTS | 42 | 4 OF SPADES |
| 4 | 5 OF HEARTS | 46 | 8 OF SPADES |
| 40 | 2 OF SPADES | 39 | ACE OF SPADES |
| 48 | 10 OF SPADES | 44 | 6 OF SPADES |
| 29 | 4 OF DIAMONDS | 43 | 5 OF SPADES |
| 22 | 10 OF CLUBS | 2 | 3 OF HEARTS |
| 37 | QUEEN OF DIAMONDS | 1 | 2 OF HEARTS |
| 31 | 6 OF DIAMONDS | 45 | 7 OF SPADES |
| 0 | ACE OF HEARTS | 35 | 10 OF DIAMONDS |
| 16 | 4 OF CLUBS | 26 | ACE OF DIAMONDS |
| 30 | 5 OF DIAMONDS | 47 | 9 OF SPADES |
| 17 | 5 OF CLUBS | 23 | JACK OF CLUBS |
| 25 | KING OF CLUBS | 51 | KING OF SPADES |
| 27 | 2 OF DIAMONDS | 18 | 6 OF CLUBS |
| 33 | 8 OF DIAMONDS | 34 | 9 OF DIAMONDS |
| 41 | 3 OF SPADES | 21 | 9 OF CLUBS |
| 24 | QUEEN OF CLUBS | 32 | 7 OF DIAMONDS |
| 10 | JACK OF HEARTS | 6 | 7 OF HEARTS |
| 3 | 4 OF HEARTS | 5 | 6 OF HEARTS |
| 9 | 10 OF HEARTS | 19 | 7 OF CLUBS |
| 20 | 8 OF CLUBS | 12 | KING OF HEARTS |

results should be similar to the listing in Table $7-1$, but the card sequence will be different.

Card number 0 corresponds to the ace of hearts, 1 to the 2 of hearts, and so forth, up to card 51 , which corresponds to the king of spades.

If your listing contains all 52 cards and the pairings correspond to those in Table $7-1$, you can be reasonably sure the program is playing with a full deck.

Delete lines 281-289 and start enjoying Blackjack '84!

## Chapter 8

## Billiard Practice

The Billiard Practice program turns your C-64's display into an electronic billiard table. This "table" is primarily for practicing and experimenting with different kinds of angle shots, but it can also be used in simplified games of billiards.

The table has no pockets and only two balls - a cue ball and an object ball. At the beginning of each round, the balls are spotted (positioned) at randomly chosen locations. You can shoot the cue ball at the object ball directly or bounce it off one or more of the rails.

You specify the direction of your shot with degrees. Imagine the degrees on the face of a clock: 0 degrees is at 3 o'clock; 90 degrees at 6 o'clock; 180 degrees at 9 o'clock; 270 degrees at 12 o'clock, and 360 degrees at 3 o'clock. Figure $8-1$ shows several cuing directions and the corresponding angles.

The Billiard Practice program lets you check the angle you have selected before you actually shoot the ball. It extends a line from the ball through the angle you specify. The line stops at the rail or the object ball, whichever comes first.

When you shoot the ball, it travels in a straight line until it hits the object ball or strikes a rail. After striking a rail, the ball bounces in a


Figure 8-1. Degrees are used to specify cuing directions
different direction. That direction is determined by the law of physics which states that the angle of deflection equals the angle of inflection (see Figure 8-2).

Unlike real billiards, the electronic version is not affected by friction or gravity. The cue ball rolls at a constant speed until it hits the object ball, which stops it immediately.

It is possible to shoot the cue ball in such a direction that it will never hit the object ball. To prevent the ball from rolling indefinitely, you can set the maximum number of bounces allowed; the ball will


Figure 8-2. The angle of deflection (B) always equals the angle of inflection (A)
always stop after the specified number. You can also follow the course of the ball over an unlimited number of bounces. To do this, set 0 as the maximum number of bounces. In that case, the cue ball will stop only if it hits the object ball. Figure $8-3$ shows the program in use.

## -The Program

The first block sets up the constants used to control the screen graphics:

```
1055=[HFE147%
12 HOFWHFIC19)
```





```
2% OH=25E%FEFKE48
24 01=55e96
E EU=1: FEM WHITE EOFINEF
2e FE=5: FEH GPEEU FELT
OH OTG: FEM 'ELLOM OETEOT EHLL
OQ CO=: PEM FED EUE EFLL
84 DTGG: FEF FHTH IHITMTMF
GE EL=%1: FEM EHLL
```

```
CUE AMGLE = 45 mAX BOUMCES = 3
1-DRAH AMGLE 2-CHAMGE AMGLE
3-SHOOT MOUR CHOICEE BALL
```



STOPPED AFTER 3 BOUMCES. PRESS RETURM TO COMTIMUE ?


Figure 8-3. Sample screens of Billiard Practice




The subroutine called in lines 18,20 , and 42 returns a string of characters. As a result, VM $\$$ contains 25 "cursor-down" codes, HM $\$$ contains 40 cursor-right codes, and $\mathrm{SO} \$$ contains 40 blank spaces. $\mathrm{HM} \$$ and $\mathrm{VM} \$$ are used to control the cursor position, and $\mathrm{SO} \$$ is used to erase a line on the display.

SM is the start of the C-64 screen memory; storing a code 0-255 in screen memory puts a character on the screen. CM is the start of the C64 color memory; storing a color code 0-15 in color memory changes the color of the character at the corresponding location on the screen.

## Setting Up the Tone Generators

The next block sets up the C-64's tone generators:

```
4 FOF F=5,G72 TO S4EGE FTE EO: NENT F
4* IIN थC%
```



```
G0 प्वर=42%
G% FEHM FL,FH:FL,FH:HF,FT,EF,员
G4 DHTH 1,O,O,4,5,G,G
```



```
GE FOE YCLY,G: FOE MCHO, IO
GOKE GOF%:5
# FOKE UCHTO,O
E4 FOKE UGF%,G
FOKE थOLYS
```

The program uses tone generator 1 , which is controlled by memory locations 54272 to 54278 and 54296. The array V( ) stores these memory addresses. The variables listed in line 52 store the eight indexes used to specify which address is needed. For instance, $\mathrm{V}(\mathrm{WF})$, where $\mathrm{WF}=5$, is the address of the waveform control register. To set the waveform to a value WT, use POKE V(WF),WT, which is equivalent to POKE 54276, WT.

For a fuller explanation of the use of C-64 tone generators, refer to Chapter 7 of Your Commodore 64 by John Heilborn and Ran Talbot (Osborne/McGraw-Hill, 1983).

## Storing Math Constants and the Table Layout

The program next sets up several numeric constants and other control variables.

```
GET=4埴HC1%
70 EF=%FT,00
FE FEHI WG,ME.LQ,LZ
% DHTH 0.9.5.24
TE LN=LZ-LG+1
76 4-N-40+1
ETI=1
10E E%=EIWET
110 ET=ETW2
12G 4% H% ELE
120 '"T'L%-24ET
CO HE=%
```

PI is the ratio of a circle＇s circumference to its diameter． CF is the conversion factor for degrees to radians；it is needed because Commo－ dore BASIC＇s trigonometric functions require that angles be measured in radians rather than degrees．

W0，WZ，L0，and LZ are the outlines of the table．BD is the ball＇s diameter measured in pixels（picture elements）．CX is the diameter squared－a useful value later on when figuring whether the cue ball has hit the object ball． BC is the minimum distance required between the ball and the rails when the balls are initially spotted．XX and YY define the size of the area in which the balls may be spotted at the beginning of a round． MB in line 150 is the maximum number of bounces before the ball stops；the program lets you change this value before shooting the ball．

Figure 8－4 gives a pictorial representation of many of these variables．

## Initializing the Screen

The next lines set the screen color，clear a five－line text window，and prompt the user to enter a random number：

```
1EG FOKE SGegQ.EO
17G FOKE SSOQ1.FE
100 FETHT GS&:EOL
190 GMEIE AGE: FEM GLEHE TENT HTHIMN
gGO IHFIT "ENTEF A FHHIMW HUNEEE ":F%
210 F%FFAM-HEGENO;
```

The following block of lines randomly selects locations for the cue ball and object ball：

```
200=INT(FHIC1)4,N+EL
30日 '=IHT (EHIM1)車'r')}+\textrm{EC
316 %1=INT FHTC1)&&%)EC
```




Figure 8-4. Billiard table mapped onto the $\mathrm{X}-\mathrm{Y}$ coordinate system of a high-resolution graphics screen


```
94G FG=4E
```

The coordinate pairs $\mathrm{X}, \mathrm{Y}$ and $\mathrm{X} 1, \mathrm{Y} 1$ specify the location of the cue ball and object ball respectively. Lines $290-320$ ensure that the initial position will always be at least two ball diameters away from every rail. Look back to line 110 , ball clearance $(B C)=2 \times$ ball diameter $(B D)$. Line 330 ensures that balls are separated from each other by at least two ball diameters. Line 340 sets the initial cuing angle to 45 degrees.

## Spotting the Balls

The following lines put the cue and object balls on the table at their random locations $\mathrm{X}, \mathrm{Y}$ and $\mathrm{X} 1, \mathrm{Y} 1$ :


The cue ball is red and the object ball is yellow.

## Menus

Using the text window at the top of the display, the program presents you with a menu of options.

```
E1E GOEUE 14G0
E5 CF=O
5EG GOSUE 144%
S30 FRIHT FUt: "CUE FHWLE = ":GG:"
    MF% EOUHES="ME
5E EF=1:GOEUE 1440
```



```
545 EF=2:GOGUE 1440
```



```
    G-NIFE"
5 5 5 ~ \& F = 5 : M O D \| E ~ 1 4 4 0 , ~
```



```
F% FRINT F',*
5 5 5 ~ I H F U T ~ H O ~ O
GB IF HOS OF MOE THEM EIG
```



```
G9% GOEUE L4E0
```



```
    F-\cdotsUTT
EQ FFTHT FWt
EES INFUT HO
G0 IF HOE OF MO% THEH 51B
GHE IF HO=% THEN EOG
```

Line 530 prints the current angle setting and maximum bounce limit.

Because of the limited space available for text, the menu is divided into two pages. The first page gives you five options: 1-DRAW ANGLE, 2-CHANGE ANGLE, 3-SHOOT, 4-NEW BALL POSITION, and 5-MORE (the next menu page). The second menu page gives you two additional options: 6-CHANGE THE MAXIMUM BOUNCE COUNT and 7-QUIT.

The following block of lines performs options 6 and 7:

```
50 F-2:00514 1440
GE FETHT FOw:
```




```
GE GOTO 510
GG FFIHT O-事
GEG EHIj
```


## Checking the Cuing Angle

If you select option 1 (DRAW ANGLE), the following lines draw a dotted path extending from the cue ball at angle AG:

```
FQ0 GOGIE 12%0
#1日 F%=%+W%
FOTHE'y+N'r
FO HF=C: DE=TT
740 EOELE 1940
F5 F%=%+I%
760 F'r='r'+I'r'
7OH H=FE
FE GOUE 1540
70 m0T0 50
```

The subroutine called in line 700 calculates DX and DY, the X and Y increments that will produce a line from the cue ball at the specified angle AG. Figure 8-5 illustrates these values.

The coordinate pair PX,PY identifies the first point of the path to be drawn. Line 730 sets the color and shape of the dots. The subroutine called in line 740 draws a dotted line starting at PX,PY and ending at the object ball or a rail, whichever it hits first.

Lines 750-780 repeat the process exactly, except that now the background color number is used, which erases the dotted line. Line 790 jumps back to the menu.


Figure 8-5. Calculating the X and Y increments that produce a desired direction

## Changing the Cuing Angle

The following lines let you change the cuing angle:


```
gO2 FFIHT F",*:
BO4 IHFUT "EHTEF HEW BHINE G_1-gGg.g ";HG*
```






```
    H+GLE
40 ETTG510
```

Lines 820-830 make sure that you do not select angles that are perpendicular to any of the rails, that is, angles of $90,180,270$, or 360 degrees. Eliminating these angles from consideration simplifies the program's logic. Such angles aren't useful in bank shots anyway, since the ball always bounces straight back, recrossing its original location. If you are attempting a direct shot at the object ball and you need one of these angles, simply add 0.001 to the desired angle. The program will accept almost perpendicular angles, and the effect will usually be identical to that of truly perpendicular angles.

If the angle you enter is within limits, line 820 jumps back to the menu.

## Shooting the Ball

The next block of lines shoots the ball:

```
80 4E=0
8%G MI|E 12g%
SG HC=GC: DE=EL
G日 F%%%
90 F'r'=''r'
G1E FOE UGHD,E
GQ FOKE UFH, EG
314 FTHE UCLS,15
51E WT=125
9E GMUE 1600
920 2%=F%
\squareQ Y'=F'M
94 GIGME 1550
geg W=IHTCF%
440 OT=IHTC(F'')
```



```
GO HOFE: GOGUE 15SU
```

```
\(9 \mathrm{HC}=\mathrm{CO}\)
Ge \(2=0\)
574 2r-m
976 שOEIE 1550
```



```
    THEH 117E
\(90 \mathrm{EQ}=\mathrm{FQ}\)
\(100 \mathrm{Er}=\mathrm{Fr}^{\prime}\)
\(1010 \mathrm{FF}=\mathrm{F}+\mathrm{M}\)
\(10 \mathrm{FGT}=\mathrm{FH}+\mathrm{F}^{\prime}\)
10 BOTO 95
```

NB keeps track of the number of bounces that have occurred. The subroutine called in line 870 calculates the X and Y increments, as shown in Figure 8-5.

Lines $910-918$ produce a click to simulate the striking of the ball with the invisible cue stick. Lines $920-924$ redraw the cue ball at its current location.

Line 950 determines whether the ball has hit one of the rails. If it has, the program jumps to another block of lines presented in the next section. If the ball has not hit a rail, lines 960 and 970 move the ball to its next location. Line 960 erases the old ball, and line 970 draws a new one in the new location.

To leave a trail of the cue ball's path on the screen, delete line 960 . This will produce some interesting patterns on the screen, especially when the maximum bounce count is unlimited.

Line 980 determines whether the cue ball has hit the object ball. When the distance between the two balls is less than or equal to the ball diameter, the balls have hit. In that case, the program jumps to a block of lines shown next.

## Hitting a Rail

When the ball hits a rail, the following lines take over:

```
1040 POKE UCHD%,S
1G42 FOKE wFH,S
1G4% FONE UCM, %
104E UT=F5
104% MMEIE 16E0
1050 HE=HE+1
10GO IF HEQYTE THEH 112G
107G GOGIE 14GO
1GEG FEIMT FM*:"STDFFED FFTEF ":HE:" EOHHES:"
1000 60T0 1200
```




```
14& F%F%+D%
115FFr=m'r+I'r
11GGTOTG
```

Lines 1040-1048 make a short beep to simulate the bounce. Line 1050 increments the bounce counter, and line 1060 checks to see whether the number of bounces equals the maximum bounce limit. If it does, the ball stops and lines 1070-1090 print a message in the text window.

If the bounce count is not equal to the maximum limit, lines 1120 and 1130 make the necessary changes in DX and DY to effect the change in direction. If the ball has hit the left or right rail ( $\mathrm{QX}<0$ or $\mathrm{QX}>=$ WX), the sign of DX is reversed. If the ball has hit the top or bottom rail ( $\mathrm{QY}<0$ or $\mathrm{QY}>=\mathrm{LX}$ ), the sign of DY is reversed.

Lines 1140 and 1150 compute the next position PX,PY in the path of the cue ball. Line 1160 returns to a previous line in the shooting routine.

When the cue ball hits the object ball, the following lines produce a click and print a message in the text window:

```
117G FOLE UCHD, E
1172 FOKE GGFHOQ4
1174 FOFE WOUS,IE
117E WT=1% 
1मE GOSUE 1GEO
115G GOUE 14E0
```



```
LQOE O=1:GOEUE 144D
120E FEINT FU*
12H IHFUT "FFESE FETUFH TG UOHTIHE *EHF
12I5 HO=FE:GOGUE 15GO
12%g पणTD 45%
```


## Subroutines

The first subroutine calculates DX and DY, as illustrated in Figure 8-5. The subroutine is used by the draw-angle routine and the shoot-ball routine.

```
120 H=#G和FF
124日 TH=H5ETAHCA%
12EG 0, SOHCOGCHOकED
```



```
12%G IF THC\ THEN 1SIE
12%0 Dr=%
1290 1%=1 TH&%%
```

```
1OUC RETUPA
1310 1%=%
1QU DH=TA多
COL EETURH
```

Line 1230 converts the angle from degrees to radians. Line 1240 saves the tangent of the angle; this value tells us the ratio that must obtain between DX and DY in order to produce the desired angle.

Lines 1280 and 1290 calculate DX and DY for angles closer to the vertical direction than to the horizontal; lines 1310 and 1320 calculate DX and DY for angles closer to the horizontal direction than to the vertical.

The next block of lines is used by the draw-angle routine to extend a line from the cue ball to a rail or to the object ball:

```
1940 Ow=INTG%
1350 OT-INT(Pr)
```



```
    Qr-m% THEN FETDRG
```



```
        THEN FETUFH
1%% %%"
1%4 E'W'%
196 00%15 1550
190 F%=F%+D%
1400 Fr=Fr'H'M
1410 OUTO 1340
```

On entry to this subroutine, QX,QY identifies the next point in the path. Before the point is plotted on the screen, line 1360 checks for impending collisions with each of the rails, and line 1370 checks for impending collisions with the object ball. In the case of an impending collision, the subroutine returns control to the main program.

On the other hand, if the ball is not about to be stopped by a rail or another ball, lines 1380-1400 plot the next point and calculate new coordinates PX,PY.

The next lines contain two subroutines that facilitate use of the text window:

```
1499 00T0 149%
```



```
14GG EETUFH
14GO FFIHT HOL:
147GFOF LL=1 TO E
14EQ FEIHT FW婁:
1450FEIMT ELS
```

```
15GO FE%T LL
ELG FFTNT HOW:
1540 FETUFH
```

The subroutine at 1440-1450 positions the cursor to the first column of line number CP. The subroutine at 1460-1540 erases the five-line text window at the top of the screen.

The following subroutine plots an object on the screen and sets its color:

```
155 FL=2%+40+4042'r+10)
1560 FOKE EM+FL,HC
15GFOHE OH+FL,OE
15EG FETIFH
```

HC is the color code for the object, and OB is the shape code. RL is the offset needed to indicate the intended position of the object within screen memory or color memory.

Here's the subroutine (referred to at the beginning of the program listing) that creates a repeating string of characters:

```
155050$=""
1EGO FOFK=1 TO LO
1E1050%=00%+FO$
1EZO HENT K
1ESO FETINFH
```

Upon return from this subroutine, SO\$ contains a string of character RC\$. The number LC is its length.

Finally, we have a subroutine to produce a sound:

```
1EG0 FOKE UCHF%,G
1EG FOKE UCWF%,WT
1GEO FETUFH
```

Line 1660 turns the sound generator off, and line 1670 starts it again using the waveform indicated by WT. The program uses a white-noise waveform for the clicks and a pure tone for the bounces. The program does not have to turn off the sound because it has previously set up a high decay rate; the sound tapers off by itself.

## -Testing and Using the Program

When testing the program, omit line 960 . That way, the cue ball will leave a trail showing where it's been.

When you run the program, your screen should resemble those
shown in Figure 8-3. Try all of the menu options to verify that each of them works. Set the maximum bounce limit (MB) in line 250 to 10 or more, and angle the cue ball so that it won't immediately hit the object ball.

Remember that the program will not accept angles that are exact multiples of 90 degrees. It will add 0.1 to any such angles you enter. For most shots, the results will be the same as if you used the exact angle.

You may notice that the ball occasionally bounces away from a rail before it actually comes in contact with the rail. This happens when the next available position on a path doesn't allow enough room for the ball to be drawn without biting into the rail. Don't worry; the ball's subsequent positions are calculated correctly (even though the ball couldn't be drawn at the point of contact with the rail).

Another peculiarity sometimes arises when the cue ball hits the object ball. The cue ball may actually merge with the object ball on the screen. Of course, real billiard balls don't behave this way - they bounce away from each other. However, the program's simulation of billiards ends at the instant of contact, and the merging of the balls is just an interesting aftereffect. Ambitious readers may wish to enhance the program by allowing the balls to bounce apart realistically. Without gravity and friction to slow them, the collisions could go on forever.

## -Suggested Games

One of the simplest games for one or two players is Call the Shot. Each player starts with new ball positions (menu option 4). Before shooting, the player specifies which rails the ball will bounce off of en route to the object ball. The player may check the angle using option 1 before shooting the ball. The object of the game is to bounce off the most rails before hitting the ball; but remember, the player must specify the number of bounces that will be used.

Another game is Circles. The goal is to encircle the object ball in the path of the cue ball without hitting it. This game requires that you delete line 960 and set the maximum number of bounces to four or five.

Finally, players may take turns at One-upmanship. Players start at level 0 , meaning that they must hit the ball without using any bounces. Each player starts a turn with new ball positions. The players try to hit the object ball using the number of bounces corresponding to each level. If a player succeeds in hitting the object ball, he advances to the next
level (the number of bounces required is increased by 1) and continues with new ball positions. A player continues shooting until he misses, at which time the turn passes to the other player.

By prior agreement, players may or may not be allowed to use option 1 to check their angles before shooting.

Although the rules and strategies of tic-tac-toe are simple, setting up your computer to play well is no mean task. In this chapter, your computer plays the game to a win or a draw every time. Compared to a good human player, the tic-tac-toe program's only weakness is its occasional passivity: settling for a draw when a victory is possible.

In addition to making your computer a good tic-tac-toe player, this program exemplifies three techniques that are just as applicable to more complex games like checkers and chess:

- Prepared opening moves.
- Lookahead-checking the consequences of a proposed move by looking ahead to subsequent moves.
- Heuristics - selecting moves based on principles of good strategy.


## —Playing Tic-Tac-Toe

Tic-tac-toe is played on a $3 \times 3$ grid. Two players take turns marking cells on the grid. The starting player (player X) marks with an X and the second player (player 0 ) marks with an 0 .

The first player to place three marks (X's or O's) in a row, column, or


Figure 9-1. A win for player $X$, a win for player 0 , and a tie
diagonal wins. If all the cells are filled without either player winning, the game is a tie. (See Figure 9-1.) Before each subsequent game, players reverse their playing order, so that the second player becomes the starting player, and vice versa.

The simplest strategy for the game involves three steps:

1. If you can win on your next turn, do so.
2. Otherwise, if your opponent can win on his next turn, block him.
3. If neither condition is true, take any cell you can.


Figure 9-2. Player 0 is trapped; player X has two winning moves, indicated by asterisks


Figure 9-3. Player $O$ can foil a trap by taking either safe cell, indicated by an asterisk.

It doesn't take a human player long to come up with some improvements or refinements for Step 3. Good strategy is based on the idea of the trap.

A trap is a mark that gives you two winning opportunities for your next turn. (See Figure 9-2.) Your opponent will only be able to block one trap so you'll still have one winning opportunity.

Conversely, to avoid defeat at tic-tac-toe, you can prevent your opponent from setting such a trap. (See Figure 9-3.)

Preventing traps is not always easy. In some cases, you must look two turns ahead to spot a potential trap. Furthermore, player O's very first mark can set up a possible loss. Figure 9-4 shows the seven configurations that player 0 must avoid on his first turn.

## -How the Program Plays Tic-Tac-Toe

In the following discussion the computer plays both roles-player X and player O. Occasionally, it may sound as if the computer is playing against itself, but keep in mind that in an actual game you play one role and the computer plays the other.

Both players' first marks are treated as special cases. The program plays these turns "by the book" without looking ahead or using heuristic methods.

Before making subsequent marks for either player, the program
applies five tests. The first two correspond to steps 1 and 2 of the strategy outlined previously.

1. The program looks for winning marks - marks that will complete a path. If it finds any, the program randomly chooses between them.


Figure 9-4. The seven losing positions for player 0
2. If the program cannot find any winning marks, it checks whether it can block the opponent from winning on his upcoming turn (looking one turn ahead). The program blocks the first such path it finds.
3. If the program still hasn't marked a cell, it begins looking for cells that will trap the opponent on his upcoming turn. The program chooses the first such cell it finds.
4. If none of these checks has resulted in a cell selection, the program looks for cells that will prevent the opponent from setting a trap on his next turn. This involves looking ahead two turns.
5. The program applies a heuristic method to choose among the cells that have passed test 4 . It chooses the cell that has the fewest paths that don't include any of its own marks. This makes sense the fewer paths there are without a player's mark, the fewer chances the opponent has to win the game. However, the principle does not always produce the most aggresive strategy, hence the program's occasional willingness to settle for a draw when a win is possible.

## -The Program

The first block resets the random number generator.

```
10 INWTT "EHTEF F FFHDOM HUMEEE ":%
20%FHTM-HEGO%
```


## Array Definitions

The next block creates several arrays and reads in certain data that is stored in the program:



```
4O FOF: F=1 TO Z
50 FOE C=1 TG Z
GOEHD TCEOO
FOEST GF
```



```
1GE FIF IN}=1\mathrm{ TIT 4
110 FOF IU=1 TO2
1Q FEHI DICDH:DW%
```

```
130 FEMT DW,IN
150 IHTH Q:1.1:1:1.0.1:-1
```



```
17日 FOF FH=1 TD B
1 6 0 ~ F E H I ~ F L \& F H , F H )
190 FEST FH,FH
```



```
    #.1.1.3:1:1
```






```
200 Fw, %="H||N||"
27日 F*(2)="COMFITEE"
20641%=0
20 04,00
80%T0
310 FEM
CO FEM
OQ FC1)=1: FEM 1GT FIF'rEE IS H|NHN
```



```
E5 GUTO 50%
```

Refer to Figure 9-5 while reading the following explanations of the program's arrays.

Array TC(row,column) stores an image of the tic-tac-toe board. For row R , column $\mathrm{C}, \mathrm{TC}(\mathrm{R}, \mathrm{C})=0$ indicates an empty cell; $\mathrm{TC}(\mathrm{R}, \mathrm{C})=1$ indicates an X ; and $\mathrm{TC}(\mathrm{R}, \mathrm{C})=2$ indicates an O . OK (turn number, attribute) keeps track of all the prospective cells that prevent the opponent from setting a trap on the next turn. $\mathrm{T}($ row, column) stores the type of each grid position - center, corner, or side. This information comes in handy when the computer is analyzing the board position before making its first mark as player 0 .

P (player type) keeps track of who the players are: player type $=1$ indicates a human, and player type $=2$ indicates the computer. Depending on how $\mathrm{P}(1)$ and $\mathrm{P}(2)$ are set, the program may play the computer against itself, the computer against a human, or it may allow two humans to play with no active involvement from the computer at all.

DI (direction number, vector) stores the direction increments of the four possible directions of a path. This same array was also used previously by the Hidden Words and Crossword Puzzle programs. PL(path number, attribute) stores information about the eight paths on a tic-tactoe grid.

NW(path number) identifies paths that contain a specified number of one player's marks. $\mathrm{P} \$($ player type) stores the name assigned to each

Path 1:


Path 2:


Path 4:


Path 5:


## Path 7:



Path 8:


Figure 9-5. How several arrays and variables are used (continued on next page)

The array T (. ) stores the type number of each cell: center $=2$, side $=3$


$T()=$.| 2 | 3 | 2 |
| :--- | :--- | :--- |
| 3 | 1 | 3 |
| 2 | 3 | 2 |

In the following situation, for player $\mathrm{X}, \mathrm{NW}(1)=1$ since path 1 contains 2 X 's and no O's


$$
T(.)=\begin{array}{lll}
0 & 1 & 1 \\
2 & 1 & 2 \\
0 & 2 & 1
\end{array}
$$

Figure 9-5. How several arrays and variables are used (continued)
player type. "HUMAN" is used for player type 1, but you may change line 270 to use your own name instead. OC $\$$ (character type) stores the characters used when the grid is displayed: "X", "O", and "-". SC(player type) keeps track of how many wins each player has. The variable TG counts the number of tie games.

Lines 40-90 read the various cell types into $\mathrm{T}($,$) : 1=$ center, $2=$ corner, $3=$ side. Lines 100-150 read into $\mathrm{DI}($,$) the direction vectors$ used to generate the eight possible tic-tac-toe paths. For path $\mathrm{P}, \mathrm{DI}(\mathrm{P}, 1)$ is the row increment and $\mathrm{DI}(\mathrm{P}, 2)$ is the column increment.

Lines $160-210$ read into $\mathrm{PL}($, ) the attributes of the eight possible paths. For path $\mathrm{P}, \mathrm{PL}(\mathrm{P}, 1)$ is the starting row, $\mathrm{PL}(\mathrm{P}, 2)$ is the starting column, and $\mathrm{PL}(\mathrm{P}, 3)$ is the direction.

Lines 330 and 340 determine who the players are. $\mathrm{P}(\mathrm{N})=1$ means that player N is a human player, and $\mathrm{P}(\mathrm{N})=2$ means that player N is the computer.

## Starting a New Game

The next block of lines starts a new game:

```
SE FG=FG1%
30F1\=F2%
60 FO)=FS
GO FFIHT EHF#G147%
4GE FEIHT "TIE-TFIG--TOE"
410 P+t=0
40 FOFF=1 TO 3
4O FOF C=1 TG %
4& TECE,O=O
4G NEST O.F
```

Lines $360-380$ make the two players swap marks before each game. (Line 350 causes the program to skip these lines for the first game.) MN is the move number, initially 0 . A complete move consists of two marks -one X and one O . Lines $420-450$ empty the grid to get ready for a new game.

## Getting the Next $X$ or $O$

Now the program is ready to get a mark:


```
450 FH=1
49 F=0
504 GIGUE egeg
S10 FRIHT
```



```
SEg Int FeFH'GOSIE E20.1000
```

First the move counter is incremented and the player number is set to 1 (lines 470 and 480 ). The subroutine called in line 500 prints the tic-tac-toe grid in its present state, and line 510 indicates whose turn it is to move.

Depending on the type of the current player (human or computer), line 530 calls one of two subroutines: one (at line 820) marks a cell from the keyboard; the other (at line 1000) marks a cell using program logic.

## Evaluating the Results

After the human or computer makes a selection, the program evaluates its effect.

```
540 5%=%
5GF=FH
FO EOE|E =245
GFFITT
GOTF HOG THIN E40
GO IF 㤔=E THEH %OE
GE IF NHEE THEN OM
# IS FH= THF% 4%
G2G FH+N=F+N+1
GOMOTM 4OG
O4亚 F=F性性?
GOKOLEFENG
```



```
GBELFGFH)
EG EOTL FGO
F5F=5
GE BGGIE EGE
TIF FFIHT "TIE GFHE"
TOTB=TE+1
```

The subroutine called in line 560 searches all eight paths to see if the current player $\mathrm{P}(\mathrm{PN})$ has won． $\mathrm{N}>0$ indicates a win；in that case，lines 640－680 announce the winner＇s name．

If $\mathrm{N}=0$ ，the computer checks the turn number MN to see whether the game has ended in some other manner．There are only 9 cells in the grid，and each move puts two marks（an X and an O ）on the grid．Ordi－ narily，MN can never exceed 5，since the X of move number 5 always takes the ninth cell $(2+2+2+2+1=9$ cells $)$ ．However，if a player cancels the game， MN is set equal to 6 ．Line 590 detects that condition and jumps to the continuation menu．

When $\mathrm{MN}=5$ ，the computer deduces a tie（there is no winner and all cells are marked）and announces that fact（line 600 and 690－720）．

Oth $\epsilon_{\mathrm{i}}$ wise，MN is less than 5 ，so the program gives the next player a turn．

## The End of a Game

At the end of a game，the following lines print a continuation menu：

```
70 FETHT
75 ERA=1
74 IHFUT "EHTEE 1 FME HEM GHW, 2 TG OUTT ":W
TG IF EH=1 THEH OE
TES IF EH& THEH TOB
FG FEIHT
```




```
GO FFIHT "TIE GHES ":TG
810 EVII
```

If you elect to quit playing, lines $780-800$ print the totals.
The two major subroutines "human's turn" and "computer's turn" are presented next.

## Human's Turn

Here's the routine for the human's turn:


```
GG INFUT "CQ,G= FEW BMNE' ", FM, WM
```




```
GE IF TLCEM, MM=0 THEH GGG
GG FFINT "HDT HUHILFBLE"
8G GTTM OGO
EOQ FETHT "IHNHLID HOME"
GE FFIHT "THE EOFFW LOTSS LJKE THIE:"
910 F=0
```



```
GE FETMT "HWH TEY FGHIN"
44 EITO 200
GE FETHT "GHHELLED THHT GHIE."
9EO PN=E
GQ FET|F%
```



```
90 FETIFH
```

Lines 820 and 830 prompt the player to specify a cell in terms of its row and column number. Rows are numbered from top to bottom, columns from left to right.

If the player enters 0,0 for the row and column, the current game is canceled. Any other invalid row-column pair causes the program to reprint the current grid (lines $900-940$ ) and repeat the prompt.

Given a valid row-column pair, line 860 determines whether that cell is empty: $\mathrm{TC}(\mathrm{RM}, \mathrm{CM})=0$. If the cell is empty, line 980 marks it. Line 990 returns to the main program.

## Computer's Turn

The program uses prepared "book" moves only for the first X and the first $O$. The first X is a random selection, and the first O is determined
by the location of the first X . For subsequent moves, the computer uses its lookahead logic.

Playing by the Book Here are the lines that handle the computer's first X or O :

```
100E IF FNT THEH 12IO
1010 IF FHQ1 THEH SWE
10% GOG|E 2GQ
10% F+=F
1240 ए1, \T
10G GOTG 19%0
1WEOT=TCET,OM
1070 GOU|E 2GQ
1000 OH T GOT 1090,1110.1140
1GG IF TET,GTY=S THEH 10TG
1100 GOTO 1160
1110 FT=2
1120 CT=
1100 G0TG 1180
1440 TH TET,GTY GITG 11EG.1150.11F0
150 IF GEGGT FHO= GE FBGCTMDNG= THEN 1OGG
11EG GOTO 11EG
```



```
11EO FTVFT
1190 CH=T
1200 GOTO 1990
```

If move number MN is greater than 1, line 1000 causes the program to jump to the lookaround program logic described in the next section. If $\mathrm{MN}=1$ and $\mathrm{PN}=1$, then it's time to make the first mark, an X . The subroutine called in line 1020 selects a cell at random, and lines 1030 and 1040 save the cell's address in variables RM and CM. Line 1050 jumps to the end of the computer's-turn subroutine.

Lines 1060-1200 take over when the computer is player 0 and the move number is 1 . The general purpose of these lines is for player 0 to find a cell that avoids all seven losing game positions shown in Figure 9-4.

In line 1060, the variables RM and CM contain the row and column of the most recent move; in other words, they tell the program what cell contains an X. Line 1060 determines what type of cell-center, corner, or side - the X is in. Based on this information, the computer randomly selects an empty cell and checks to see whether that cell is safe given the location of the $X$. If the cell is not safe, the program randomly selects another cell and repeats the safety check.

The subroutine called in line 1070 randomly selects an empty cell $\mathrm{T}(\mathrm{RT}, \mathrm{CT}$ ) as a candidate for player O's next move. Line 1080 jumps to the appropriate safety check depending on the type of cell that is already marked with an X.

Lines 1090-1100 handle the case of an X in the center; player O must not select a side cell $(T=3)$.

Lines 1110-1130 handle the case of an X in the corner; player O must select the center cell.

Lines 1140-1170 handle the case of an X in the side; player 0 must not select a near side or the far corner.

Once the program has located a safe cell, lines 1180 and 1190 store its row and column address, and line 1200 jumps to the end of the computer's-turn subroutine.

Looking Ahead In the case of second and subsequent turns, the program no longer plays using prepared moves. It first checks to see whether it can win with one mark:

```
1210 IF NHE THEH 124G
12உO IF FH-2 THEM 1S4G
12g0 OOTO 1500
124G EH=FU
12GOL=2
1200 00%|E 2240
12%G IF H=0 THEH 1340
1200 F=INT(FHIC1)故)+1
1290 P=w,40
1300 GOEUE 2480
1310 FH=FO
1320 01=0%
1500 MOTO 19%0
```

Lines $1210-1230$ check to see whether the computer is making its second mark. If it is, there's no point in looking for a winning cell yet (it takes three marks to fill a path). In the case of move 2 for player X , line 1230 jumps to a trap-prevention routine. In the case of move 2 for player 0 , line 1220 jumps to a trap-setting routine described later on.

Looking for a Winning Cell For move number MN equal to or greater than 3, lines 1240-1330 look for a winning cell. The subroutine called in line 1260 counts the number of unblocked paths containing at least two of player PN's marks. If $\mathrm{N}=0$, there are none, so the program skips to the defensive move routine.

If N is greater than 0 , then the array $\mathrm{NW}($,$) lists the paths that$ contain winning cells. Line 1280 randomly selects one of these paths, and the subroutine called in line 1300 finds the row and column of the open cell in that path.

Now that the program has located a winning cell, lines 1310 and 1320 store its row and column address, and line 1330 jumps to the end of the computer's-turn subroutine.

Preventing Imminent Defeat If the program can find no winning cell, it next checks to see whether it must prevent its opponent from winning on his next turn:

```
13405H=O-FH
15505L=
1300 00%UE 2%40
1%G IF HEG THEH 14SO
150 F WHCH
1950 90515 2400
14OG FH=FO
1410 WHEO
140 G0TO 1900
```

Line 1340 sets SA equal to the number of the opposing player (when PN is 1 , ST is set to $3-1=2$; when PN is 2 , ST is set to $3-2=1$ ). The subroutine called in line 1360 counts the number of unblocked paths containing at least two of the opposing player's marks. If $\mathrm{N}=0$, there are none, so the program skips to the trap-setting routine.

If N is not 0 , there is at least one way for the opposing player to win on his next move. Lines 1380 and 1390 find the opponent's winning cell, and lines 1400 and 1410 store its row and column address so the computer can claim it. Line 1420 jumps to the end of the computer's-turn subroutine.

Setting a Trap If the computer still hasn't made a selection for player number PN, the computer now looks for a move that will trap the opponent and guarantee a win on the computer's next turn.

```
14ED IF HAC= THEM 1SOU
1440 FH=FH
1450%OUE EGG
14E IF H& THEH 15010
147日 Ft|F%
1480 ■M=C
140 G0T0 19%%
```

If the computer is making its second mark ( $\mathrm{MN}=2$ ), there is no way it can set a trap yet, so line 1430 causes the program to skip to the next logical block.

Otherwise, the program looks for a move that will create a trap. The subroutine called in line 1450 tests every empty cell to see which, if any, produces a trap. If $\mathrm{N}=2$, the program has found such a cell, and lines 1470 and 1480 store the cell's row and column number so the computer can claim it. Line 1490 jumps to the end of the computer's-turn subroutine.

Foiling a Trap If no opportunities to set a trap are found, the program checks every empty cell to see which one will prevent the opponent from setting a trap on his next turn. This is the farthest lookahead the program takes:

```
150% =0
1510 F%% FH=1 TG 3
159 FOF Wh=1 TO 
```



```
1540 TG604.01%=F4
15506=FH
15G L=2
15% GחG1E 2240
15E IF H=O THEN IGEE
150 IF 㤔=2 FHD FH=1 THEH 17CO
1600 F=rtuc1)
1610 GOEUE 2480
1620 5H=5-FM
1EQ0TCFO, WODEF
1E40 5L=2
165 GOGUE 2%40
1600 T0C0,00y=0
1670 G0TG 1710
1GGT IF HHEZ HII FH=1. THEN 1FGG
1650 SH= S-WH
1700 GOGUE 2GEO
1F10 IF H=2 THEH 17GQ
1FQF=F+1
17% O&&F, %=FM
```



```
1%OTECN,OH=O
17ES NEST MN,FH
```

The variable F counts the number of safe cells (those that will prevent the opponent from setting a trap). In lines 1510-1700, the computer
tries marking each empty cell in the grid（one at a time）．For each cell marked，the program looks to see whether its opponent can set a trap．

In lines 1730 and 1740 ，for each safe cell $F$ that is found， $\operatorname{OK}(F, 1)$ stores its row and $\operatorname{OK}(\mathrm{F}, 2)$ stores its column location．

Heuristic Method After the program has located all the safe cells，it applies the heuristic method to choose among them：

```
17 O
```



```
1 世日 FOF \(\because 4=1\) TI
```



```
19650515040
```




```
16 HENTOH
```



```
16764
IGO GITG 976
1596
\(196 \mathrm{FTO} T \mathrm{~T}=\mathrm{TOF}\)
\(19 \quad\) बけ \(=T\)
1 世世 HE, TT
```




```
\(19 E \mathrm{GOTO} 1940\)
\(197 \mathrm{EFH}=\mathrm{Br} \mathrm{E}\) E E ,
15010 OH
```

The program marks each safe cell（line 1810）and counts how many unblocked paths M remain．For each safe cell F， $\operatorname{OK}(F, 3)$ stores the number of unblocked paths that remain when that cell is marked．

Lines 1900－1930 compare the results of these trial marks to see which marks result in the fewest number（SM）of unblocked paths． Lines 1940－1960 randomly pick safe cells until finding one that leaves SM unblocked paths．

Now that the program has located a suitable cell，lines 1970 and 1980 store its row and column address so the computer can claim it．

Ending the Computer＇s Turn The following lines end the computer＇s－turn subroutine．

```
19GTCOFM,GNOFN
```



```
2010 FETIFH
```

Line 1990 marks the player's number PN in grid location TC(RM,CM). Line 2000 announces the move, and the line 2010 returns to the main program.

## Printing Subroutine

Here's the subroutine to print the tic-tac-toe board:

```
2920F=FLG:1)
20% FFLP,2)
244E DH=FLFO,O
650 OL=0
2 0 6 0 ~ F E I N T ~
2GO FTF EI=1 TO 
EGO FFIHT EFOO;
QGO FOF OJ=1 TO 3
```



```
211E FEIHT FW&: FEM PEWEFGE FFINTIHG
```




```
2140 OF=WE+TICD4,1)
21500C=04+DI (0H2)
2100 = = +1
2170 GT0 2190
```



```
E1GPENHT " ": FEH 1 EFGDE UH OUTES
玉EG FE%T QJ
210 FETHT
2egG NEQT OI
2eg FETUFH
```

The subroutine is designed to highlight path P . This comes in handy whenever a game ends with a win: the computer highlights the winning path. The value of P (set before the subroutine is called) determines which path is highlighted. If $\mathrm{P}=0$, no path is highlighted.

Line 2100 determines whether the next cell to be printed is part of the highlighted path. If it is, lines 2110 and 2120 print that cell flashing; otherwise, line 2180 prints it normally. Note that there is a single space in quotes in line 2190 .

## Auxiliary Subroutines

This subroutine analyzes the contents of all eight paths:

```
2c40 NO
玉कण 1%0
```

```
2EQ FOF F-1 T0 S
22G FUFFLG:1%
2gG UNFLF,2)
200 DNFFLEFS
900 HF=0
240 HF=0
QQ FWF PE=1 TO %
```



```
2%40 IF TCOU, EUSFE THEN 2GG
250 MF=MF+1
2e0 GT! 2%G0
2द0 NF=NF+1
2¢0 FU=FU+DICDH,1)
200 [1%U+DITIN, %
240U HENT CE
240 TF HF QL BE HFPG THEH E4&
420 NWH+1
240 HN|N=F
244G IF MFS THEU 246G
245 M=N+1
24G HENT F
240 FETIFH
```

The variable N counts the number of unblocked paths containing at least SL of player SA's marks. Variable M counts the number of paths containing none of the other player's marks.

Upon return from this subroutine, the array NW(, ) lists the path numbers of all unblocked paths containing at least SL of player SA's marks.

The following subroutine locates the first opening in path P :
240 F0-a
2400000
2506 ETFFLe:1)
$251 \mathrm{CT}=\mathrm{FL} \mathrm{P}, 2$
$2501 \mathrm{LHFFL} \mathrm{F}, 3$
250 FOR CE=1 TO 3
2546 IF TCRT, OTSO THEN 2560
$2550 \mathrm{FO}=\mathrm{ET}$
$250400=T$
$250 \mathrm{CE}=$
$256 \mathrm{ET}=\mathrm{FT}+\mathrm{TICHN}:$
259 [T=CT+II (IH, 2)
2GUU HEMT CE
2E19 RETUPH
Upon return from the subroutine, $R O$ is the row number of the open path and CO is the column number.

Here is the subroutine that randomly selects an empty cell:

```
2EE ET=IHTCFHDG1%*)+1
2E0 ET=IHT(FHIG1)家+1
E&G IF TECRT,GTOQ THEN EOE
2E50 FETUFH
```

Upon return from the subroutine，RT is the open cell＇s row number and CT is the column number．

The last subroutine looks for an opportunity to set a trap（mark a cell that creates two winning threats for a player＇s next turn）．

```
\(26 E D F O F B=1 T O\)
2GQ FOF CE=1 TO
```



```
\(2690 \mathrm{~L}=2\)
玉TU TCEE,CE=EH
2710 MOEUE 224E
```



```
EGO IF HE THEH E?GU
于4 Fu'FT
2F 94
QTE EE \(=\)
```



```
QGU MEM UE,FE
玉曰ण EETH
```

On entry to the subroutine，SA is the number of the player trying to set the trap．On return from the subroutine， $\mathrm{N}=2$ indicates that a trap was found，and RV，CV identify the row and column of the open cell that sets the trap．

## －Using the Program

Figure 9－6 shows a sample run of the program．
It is very easy to modify the program．For example，you can set it so that two people can play against each other，rather than one person playing against the computer．Simply make these changes：

```
EG IHFIT "ENTEF THE MHNE OF FLFHE 1: ";FWGS
```




Alternatively，you may find it interesting to watch the computer play against itself．Make these changes：


```
Q" Ft(Q)"MOMFUTEF"
```



```
EHTEF A FHHDINM H|HEEF: ES
TTM-THW-TOE
    .......-
```

HUNHt TO MEX FH
WHITH CELI EMTEF FOH WOLINHA
$G Q=H E W$ GAME $O, ~=$
-..... ....
$\cdots$
QUFUTEE TG MEFA WH

Hintratman mbe

$\square G=$ PED GAME 2,3
$\cdots \cdots$
-.... m

COFUTEF THEE FOW 1 OLIMH 3
… ...
$\cdots \quad 0$
$\cdots \cdots$
Humb Ta rafre an a
以मUW EEL"EHTE FOM, GOLUHA.

Figure 9-6. Sample run of Tic-Tac-Toe (keyboard entries underlined)

$$
\begin{aligned}
& G B=H E M E N E ; 3,1 \\
& \begin{array}{r}
-9 \\
-0 \\
\cdots
\end{array}
\end{aligned}
$$

COTFITEF TE MFEK HA
COHFITEF TFRES FOM 3 GOLIN $a$
$-\quad-\quad$
$-\pi$
«
HUNFH TG MEE HH
WHIEH EELL" EHTEE FOH, GOLHAN.
G. $9=$ MEW DAME 1,2
$-\ddot{\square}$
$-1 \mathrm{~m}$
$\cdots$
GOMFUTEF TO HFFE HH
GOHFUTEF THEE BTH O OLUNH 1
$-\square$
0 m
$\cdots \%$
HUNFH TO MAEK FHW
HATH GELY EUTEF FOH WDLUH.
GA= MEW GFHE 1,1
$x \square$
$\square \square$

TIE GHIE
EHTE: 1 FOE: HEH GHPE, 2 TO OUT G

Figure 9-6. Sample run of Tic-Tac-Toe (keyboard entries underlined (continued)

EHTEE 1 FOF HEW GAME, 2 TU OUTT 1
TIE-THE-TDE
$\cdots-\cdots$

GOHFITEE TG MER FH
GOHFITEE TFEE FOU 1 COIUNH 1
$\mathrm{m}-\mathrm{m}$
$\cdots-\cdots$
$\cdots-\cdots$
 WHITH SELL? EHTEF FOM, GOLUAN.


$$
\begin{array}{lll}
\therefore & -\cdots \\
\vdots & -\cdots \\
\cdots & -\cdots & \cdots
\end{array}
$$

GOMFUTEFTO WEA HH
GITFUTEF TEES FOM 2 GOLUHA 2

$$
\begin{array}{lll}
\varkappa & - & - \\
\vdots & \times & - \\
- & -\cdots
\end{array}
$$

 WHICH ELL? EHTEE FOH, OLIUHA. CGE MEW DHME 3,3

$$
\begin{array}{lll}
n & - & - \\
\square & - & - \\
\cdots
\end{array}
$$

GUMFUTEE TG MFE FH
COHFUTEE THES FOW 1 GOLDith $z$

Figure 9-6. Sample run of Tic-Tac-Toe (keyboard entries underlined (continued)

```
    <<
    #%-
    ----\square
HINHNH TO MFEG HNO
WHIOH EELG EHTEE FOM, GOLUHN.
GO=NEW GHPE; 1, 3
    m
    0 <-
    ---\square
COMFUTEE TO MFFE ANN
OWFITEE THESS FOM 3 COLUNH 2
    ##
    G-
    -W
GOMFITEF WIHE!
EHTEF: FOE HE| GHTE: O TG QLT }
TIT-THMTME
    -
    -..--
HUMFH TO MFFE Fit
WHIGH EELL? EHTEF FOU,GOLINH.
```



```
CHHELLEI THFT BHME.
ENTEF 1 FOF NEW GANE, 2 TO OUT ב
```



```
COHFITEE RINH 1
TIE GFNTES 
```

Figure 9-6. Sample run of Tic-Tac-Toe (keyboard entries underlined (continued)

## -How to Lower the Computer's IQ

After playing against the computer a while, you may find it frustrating that the computer never loses. If you play as well as the computer does, every game will end in a draw.

To add a little variety and uncertainty to the game, you can simplify the computer's playing strategy in several ways.

First you can eliminate the computer's prepared move for the first 0 by skipping that section of its logic. One change does this:

## 

After you make this change, you'll notice the computer often stepping into the losing situations of Figure 9-4.

Alternatively or in addition, you can eliminate the computer's ability to set traps or detect them by making this change:

## 

After you make this change, the computer's game playing will be reduced to the lowest level of strategy outlined at the beginning of this chapter. Even at this level, the computer may surprise you by making a (randomly) brilliant move.

## Chapter 10

## Quiz Master

Can you name the capital city of Illinois? What is the French word for acorn? How many grams are in an ounce? What baseball team won the pennant in 1968? Just about everybody needs to memorize something from time to time.

This chapter presents Quiz Master, a program that will help you learn information on any subject you choose. Quiz Master will ask you questions, check your answers, and keep your score until you have learned as much as you want. The program will even give hints to help you as you're learning.

What kinds of information can the program teach? Just about anything involving pairs of short facts: states and capitals, foreign language vocabulary, English and metric measures, ball teams and pennant years, events and dates, words and their synonyms, words and their antonyms, and so forth.

The program requires you to supply the data; this data is used to ask the questions as well as to give you the correct answers.

The data used is kept in what is commonly called a database. A database is a list of items that have something in common. It could be a list of names and addresses, metric and English conversions, and so on. We have included with the program two ready-to-use databases-the
names of states and capitals and the names of French and English foods.

Like the data pairs, the database for the program also requires a title, two questions, and the number of data pairs there are. Here is a short example:

Title: $\quad$ ***Weights and Measures***
Question 1: What is the English equivalent of . . . ?
Question 2: What is the metric equivalent of . . . ?
Count: 6
Data pairs: 1 meter, 1.1 yard
1 liter, 1.06 U.S. quarts
1 kilogram, 2.2 pounds
0.9 meter, 1 yard
0.95 liter, 1 U.S. quart

454 grams, 1 pound
The title identifies the subject of the quiz. Questions 1 and 2 are used with the first and second items in each pair, thus allowing you to practice naming the second or first item of each pair. For example, a type 1 question might be: "What is the English equivalent of 1 meter?" and a type 2 question might be: "What is the metric equivalent of 2.2 pounds?"

The data pairs must be set up consistently so that the questions will always be applicable. In our example, the first item in each pair is a metric quantity and the second item is an English quantity.

## -The Program

The first block resets the random number generator so the program will present you with a different series of questions each time you run it. The lines also clear the screen and set the color to green.

```
1Q IMFUT "EHTEE A FHPDOM HUNEEF":F
20 F=FHTM-GESCFO
```



```
    ULHE SQ&EEN
```


## Reading the Database

The next lines read in the database and print a title on the screen:

```
2G FEHI T$
```

4 FFEINT T

```
FGFINT
O6 DH Dt(2)
```



```
GEEHIN
```



```
1G0 FOF T=1 TO H
110 FEWIL L&O,1),Lक(J,2%
1QE HENT I
LE HU&"": FEM MO 5FHWE THETHE OUUTES
12E FY*=HFS|O: PEM FEMEFE DH
```


$\mathrm{T} \$$ contains the database title. The array $\mathrm{Q} \$$ () contains the two questions. Array $\mathrm{L} \$($,$) holds the database. For instance, array element$ $\mathrm{L} \$(1,2)$ contains the second item of the first data pair. Array S() is used to shuffle the questions so the computer won't ask them in the same order in case you repeat the quiz. NU $\$$ is an empty or "null" string. There are no spaces inside the quotes.

## Printing the Menu

Here are the lines to print the main menu:

```
130TG=0
14E TH=0
150 FWP J=1 T0 2
1EO FFHTT: THEES: OLG%
1% HENT I
100 C=0
LEE IHFUT "SELECT 1 OR 2 ":E
190 IF एC1 MHI EQ2 THEH OGO
55 %H GOTO 2QQ,GO
QU FEIMT
210 GOTG 150
20 0=1
23 H=%
24日 प\TO 2%G
50% %
200H=1
```

Variable TC keeps track of the total correct answers during a single quiz. Lines $150-170$ print the menu. Lines 180-210 get your selection and branch to the appropriate section of the program.

The variables Q and A , set in lines $220-260$, keep track of which type of question you selected; a single routine handles both question types. For example, $\mathrm{Q}=2$ and $\mathrm{A}=1$ when you have selected question type 2.

## Shuffling the Question Sequence

Now it's time for the program to shuffle the questions:

```
GG FFTM
QEG FRIMT "THEFE HTLL EE ":H:" GUESIMH**
    GTGHIET'".."
9G FEINT
90 FTE J=: T0 H
#0 TGJ=E
zeब पEST I
```




```
E0 IF TCE=1 THEH S4E
60 5%%=F
#0 TET-1
SE NEST T
```

The lines set up a random sequence for asking the questions. Array S () contains the sequence. For any subscript $\mathrm{N}, \mathrm{S}(\mathrm{N})$ specifies which data pair is used for the Nth question in the quiz.

Lines $300-320$ set every element of $T()$ to 0 , indicating that none of the positions have been used yet. Lines 330-380 assign each data pair to a randomly selected position. If the position has already been assigned, that is, $T(R)<>0$ in line 350 , the program selects another random number. The process continues until all of the data pairs have been assigned to a question in the quiz.

For instance, after line 380 , the array S() might look like this:

$$
\begin{aligned}
& \mathrm{S}(1)=5 \\
& \mathrm{~S}(2)=1 \\
& \mathrm{~S}(3)=3 \\
& \mathrm{~S}(4)=2 \\
& \mathrm{~S}(5)=6 \\
& \mathrm{~S}(6)=4
\end{aligned}
$$

indicating that the first question asked will involve data pair 5 ; the second question, data pair 1 , and so forth.

## Questions and Answers

Now comes the question-and-answer routine. First we present the lines that print the question and accept your answer:

```
\0 F0F I= T0 4
```



```
40 म2=1+50J),G
4QE LGOLEHCHES
```



```
44 [TE IL=1 TG LA
450 Mt=|州+"束"
4E HEST II
40 FEIHT
40E FRINT I;". ":G&CO".
4GU FFINT FW&
GOE FPINT W1$
ELE FETHTHE
"% F$=||$
GeG INFUT F: 
```

Line 390 causes J to count through each of the N questions．W1\＄ contains the word to be included in the question，and W2\＄contains the correct answer．Lines $440-510$ set up a mask $\mathrm{M} \$$ to be used in giving hints．

Lines $480-510$ print the question，plugging in the appropriate word from the database．Line 525 inputs your answer．

## Checking Your Response

The next lines evaluate your answer：

```
EO IF FS""" THEN 5GO
E40 I= 
5% G0T0 %%0
50% IF F&=H2$ THEN EEG
GG IF M$=WE* THEN GOG
```



```
SOE FFINT "IHODFFEET."
604 F%=||y
G05 IHFUT "T'TPE 1-HIHT OF =-GLUE UF ":FE
E1G IF F未`"1" THEM E4|
GQ GO%UE EUG
EE GITO 4%
F40 IF F&="2" THEH EOD
50 ETTG EOD
GEG FETHT "ODFEETT"
GT TC=TL+1
GQ पणTO F%|
Egg FETHT "THE GOEEET FHWHEF IS"
FGO FFIHT FUt:
F1E FETHT WE&
Feg FeTHT HE*
TQ HENT J
```

If you type a slash＂／＂in response to the question，the program ends the quiz and prints your score up to that point．Otherwise，line 560 compares your answer with the correct answer．

If your answer is correct，the program jumps to a congratulation routine at line 660 ．Otherwise，the program prepares to give you a hint． Line 570 checks if the next hint completely reveals the answer；if it does，the program jumps to line 690，skipping the hint routine．Other－ wise，the program asks whether you want to see the hint or give up．The subroutine called in line 620 performs the hint routine．

The following lines take over when you have tried all the questions or have stopped the quiz by answering with a＂／＂．

```
74 FEIHT
```



```
PEQ FEINT "UEIHG ":TH:" HHNTES."
70 C=6
```



```
TOG IF S-2 THEH EHJ
70 G0TO 130
```

Here＇s the hint routine：

```
gGTH=TH+1
B|B FETHT "EHOH ETHMS FOE G HTGTEF% LETTEE""
EQ PFIHT "HEPE IS TMUP HTHT: ";
EQ FFINT F4*;
34GFEINT M$
S0 FFINT HFS:
```



```
GQ IF FIT&CW&F,1)%"*" THEN EEO
ED ZB&=11工&(H2*,E,1)
G0 己Cक=川年
901 IF C=1 THEH GeG
```



```
92 25=20}+2\textrm{E
90 IF LEHCHS LEHAZEDS F+1=0 THEN O5G
```



```
gta |t=\square0%
GEG FETUFH
```

Whenever you request a hint，the program increments the hints used total TH（line 800），gives you the hint $\mathrm{M} \$$（lines $820-850$ ），and modifies $\mathrm{M} \$$ to produce the next hint（lines 860－950）．

Initially，the hint consists of a string of asterisks，one for each char－ acter in the answer．After each hint is given，a randomly selected aster－ isk is replaced with the character that belongs in that position．Line 860
randomly gets a character for position R , ranging from 1 to LA (the length of the answer). Line 870 determines whether that character has been revealed yet in the hint. If it has, the program tries another character position. If it hasn't, the program uncovers the corresponding character (lines 880-950).

## The Database

The only thing missing from our program now is the database. This is where you customize the program. Store the database in DATA statements starting with line 970 . Here is a short sample database, French and English foods. Input the lines so you can test the program:


```
GEG DATA WHFT IS THE FFEHUH WHFD FDF...
gQ MHTH WHHT IE THE EHGTSH WOFI FOF:.*
1GUE DATA 24
IG1E DATA HOOFM, LE GLHHIN IU EHEHE, FFFLE,LH FOHNE
1GEg IMTA GEFFHGUS, LES FGFEFGES, EEEF: LE EOEUF
IGGO IATH EFEHIL LE FHIH. BUTTEF: LE EEIFFE
1040 DHTH CHULIFLDMEF: LE GHOUFLEDF, EHEESE,
    LE FPOHNGE
10G0 DATH THTE: LH THTTE: IUNGHHNIT,
    LE FET DE RHOHNEN
1GEO THTH EGG, L GUEF, EGMFLFHT, LGH FUEEFGIHE
IGGG IATH FISH, LE POISGIH, SIHGEFEFEHD,
        LE FHIM D EFILE
1GGE DATA GFGFEFFUIT, LH FHMFLEMOUGSE, GFAFE,
    LE GFHIN DE FHIEIN
10日G DHTA HOHE': LE MIEL, LEMOH, LE EITEINH
1100 DHTF MITTOH: LE MOUTOH, FEFIH: LH FEEHE
11H DFTG EUGFE, LE EUIEE, STEIIF, LE SIFOF
1120 DATA TIFNE', LE DINIMOH, 'rAM, L'IGHANE
```

Another useful database, states and capitals, is given next:


```
ged IATA WHT IS THE GAPTMA DF....
OUG DHTA WHT STHTE HAG THE GHTITL OIT' OF...
100 DATH 5 E
```








## 




```
EELET 1 OF Q }
```



1. WHT IS THE UHETML OF....

HE
IFGOFEET.
THFE 1-HINT DF E-GIME UF 1

HEFE TE YME HIHT: WETWET

2. WHHT IE THE THFITHL OF...


- 

HWिएEET.
TYFE 1-HINT OF - CLBE UF

HEPE IE TOUF HINT: WETETM
1. WHT TS THE GFTTHL UF...
:
HEMHM
GFEET!
2. BHT IS THE CHFTT! OF...

HUETM
GWFETT!

```
    Z . WHFT IS THE GHFITHLEF."
```



```
O
IWODFEET.
TMFE I-HIH DF ב-GINFUF I
EHLH * ETGWDE FOE H M&TEF' LETTEF.
```



Figure 10-1. Sample run of states and capitals quiz



```
\sigma
IHEFFELT,
TMFE 1 WINT MF O-MIUE MF 1
EHEH & ETHHDS FOF F Mr':TEF'r' LFTTEF',
```



```
    # , WHFT IS THE OWFTTHE MF:**
```



```
?
IHWMFET*
```





```
    4 " WHFT IS THE GTFTTHL DF"."
```



```
'
TM! ETT E GOFFET G!T OF F
```



Figure 10-1. Sample run of states and capitals quiz (continued)

```
107G DHTH ILLIHOS, GFFIHGTELJ, IHIMFH,
        MTMHFFOLUS
```




```
        ERTOH FOUIGE
```



```
11Q IHTH MASEHOHIEETTG: EOETOH, MIOHIGHH: LFHEING
112G IHTH MINHESTTH, ST, FHIL, MISEISSIFFI, JHLGOH
```



```
140 DATF HEBFHGKG, LHGOLH, HEWHIH, GHFGOH CTTY
```



```
    TREHTOH
```



```
1HO DHTH HOETH GHEOLINH, FHLEIGH, HOFTH DHGOTH.
    EISHFEG
```



 COLINEIH
 HHEH'MLLE


 EHFELESTOH


Figure 10-1 shows a sample run of the program using the states and capitals database.

Use your imagination to think up other possibilities. Just be sure to set up the database along the same lines as the examples.

## Chapter 11

## Speed Drills

This chapter's program, Speed Drills, can help you master situations like the following:

- You're standing at the grocery checkout counter trying to doublecheck the cashier and the cash register, but you just can't keep up.
- You're speeding down the highway calculating your gas mileage, but you run out of fuel before the answer comes to you.
- You're at a dinner party and the person next to you starts talking about the national defense budget. You'd like to state the figure on a per capita basis, but the conversation has moved to French wines by the time you have the problem worked out.

These are typical situations that require you to think fast on your feet. This program will help you to add, subtract, multiply, and divide quickly and easily.

The method used is drill and practice, but with a timer added. You specify the range of numbers to be used and the time limit per question. You can even set an error tolerance of 0 to 25 percent. This is used in case you're more interested in learning to make quick estimates than to calculate exact answers.

## -Program Operation

The program starts by displaying the menu shown in Figure 11-1.
Items 1 through 4 determine what kind of drill is used: item 1 indicates that the current operation is addition; item 2 shows the respective ranges for the first and second operands, A and B (10 to 99 in both cases).

Item 3 lists the error tolerance: 0 percent, meaning that no error is allowed. An error tolerance of 25 would mean that your answer could be within 25 percentage points of the correct answer and still be counted as correct.

Item 4 gives the time limit (in seconds) for answering each question. A value of 0 means no time limit-you have all the time you want to answer each question.

To change any of the settings, enter the corresponding item number. To start the drill, press return on an empty line.

When you start the drill, the program randomly chooses operands A and B according to the specified range and operation and displays an incomplete equation. For example:

$$
50+85=
$$

Type in the answer (use del to erase errors). Press return when you are finished. If time runs out before you press RETURN, the pro-

## MATH IRILLS

1--DPERETIDH: $A+E$

3-EREOR TOLEFAFHE: $1 \%$
4-TIME LIMIT: 16 EECOHIS

EELECT (1)-C4 TO CHFHGE DEILLI OR CEETUFW TO STAFT

Figure 11-1. Start-up menu
gram will accept whatever you have typed in so far．The program will then tell you whether your answer is correct or close enough（within the specified error tolerance）．

You can then press RETURN to continue with another question，$C$ to set up new drill parameters，or $S$ to stop．In the latter case，the program will print out your score．

## —Program Listing

The first block sets up the screen colors and resets the random number generator so you will receive a different set of problems each time you run the program：

```
1 FOFE SgQEQ:1: FEH WHTTE EOFIEE
` FOLE GOES1. 1: FEM WHITE SIFEEH
FFEIHT UHFFG154,; FEN LIMHT ELUE
LB IHFUT "EHTEF H FHUDOM HINEEF:";
EFFFHICWESCO%
```

Line 10 prompts you to enter a randomly chosen number，which is used as the seed to determine the subsequent results of the RND func－ tion．If you enter the same number each time you run the program and if the drill settings are the same，you will receive the same series of problems．

## Setting Up the Variables

The next lines set up arrays，counters，and other control variables：


```
40 日u*&1う="月"
```



```
GEHN=HFE=13
TEKN=WHFE1G?
G IL =FHF$(2G)
GE SL=" ": FEH 1 EFHE INETDE BUOTES
GO HU&="": FEM HOSFHES IHETDE OUMTES
92 F%=[HF&17
G LE=5
G4MELE 15E0
55 叫事50%
```



```
G LT=4E
GE MOUE 1560
9% LI示50%
```




```
105 FOW=IHESCO: FEN FEUEFEE DH
```





```
110 MN=40
```



```
14 DHTH t 10, 90, 10, 90, 0.10
14E GIUUE 1GQG: FEN EET UF TOHE FEGE
150 GTTO 4-0
1EO KFO
10 K!g
```

The arrays store the various drill settings and parameters for the two operands A and B. L( ) stores lower limits; U( ) stores upper limits; A() , the values assigned to operands A and B ; and $\mathrm{OD} \$$, the operand names " A " and " B ".

Lines 40-109 store certain keyboard and video codes required for some special techniques used in the keyboard entry phase of the program.

EN \$ is the RETURN character. BK\$ is the cursor-left character. DL\$ is the DEL character; the command PRINT DL\$ causes the cursor to back up and erase the preceding character. $\mathrm{S} 1 \$$ is a single space and NU $\$$ is a null (empty) string.

Lines 92-95 store 25 consecutive cursor-down codes in VM\$; the string is used to position the cursor on the screen in later parts of the program. Lines $96-99$ store 40 consecutive dashes in LD $\$$.

The screen control codes CL\$, HO\$, RV\$, and NR\$ are explained by remarks in the program. $\mathrm{CU} \$(1)$ and $\mathrm{CU} \$(2)$ are solid and reverse blocks; they are used to create a blinking cursor effect during the actual math drill.

Line 110 stores your display's width (characters per line). Line 130 reads the initial settings for the current operation, the lower and upper operand limits, the error tolerance, and the time limit. Change any of the values in DATA line 140 to make the drill start with the type of problem you want. If you change the data, be sure to list your new data in the proper order:

140 DATA operator, lower limit for $A$, upper limit for $A$, lower limit for $B$, upper limit for $B$, error tolerance, time limit

The subroutine called in line 145 sets up the tone generator, which is used to signify time out during a drill. Line 150 jumps to a block that checks the validity of the math operator (the first item in line 140).

Lines 160 and 170 return the counters to zero for correct answers （KR）and questions attempted（KQ）．

## Main Menu

The following lines present the main menu：

```
ME FEIHT EL$
196 FFIHT EFG(%,N-1%, %"MFTH DFILLG"
EQE FFIHT
Q10 FFIHT "IMFEFHTIOH: A ":口F&:" E"
玉Q FEMHT
```




```
SE FEIHT
```



```
27 FEIHT
2EG FETHT "4-TIME LIMTT: ":TL:" EECOHIG"
9G FFINT LI#
QE FFIHT
SE FETHT "GELELT G1> G4% TG EHFHGE DFTLL"
S4G FEIHT " DF FETUFHQ TG ETHFT "
850=0
E0 1HFUT =
GQ IF SO WF G% THEH 1EO
GG FFEIHT
```



Lines $210-280$ display the current drill parameter settings．Lines 360－390 get your selection and respond accordingly．

Changing the Arithmetic Operator The following routines take care of the four options presented in the main menu．Here＇s option 1 （change operator）：

```
4EM FEIHT "GELEGT FHWFEFHTIDA: + - % % ";
4GE『\=|!*
416 IHFITT OFW
```



```
40 D2&=MF:
44Q10=1
450 GOEUE 17EE
40 IF-5
4GE IF IF=G THEN 4GE
4E EOTO 1SO
```

The operator you enter is stored in OP\＄．The subroutine called in line 450 ensures that $\mathrm{OP} \$$ is among the valid operators（,,$+- *$ ，and $/$ ）．

Changing the Limits Here's menu option 2 (change operand ranges):

```
490 FDE I=1 TOE 
GGGFRIMT "LDUER LIMIT FGe ":OMEG%
S1G IHFUT LCJ
SQ IF LCD>=0 THEU 500
EG FRINT "FUST EE > DE = 日"
540 BOTG 504
Sg FEIHT "UFFEE LIMIT FDE ";DNGY
5EQ INFUT UCT
GQ IF T=1 DE IFG4 OR UCTOE THEN ETG
GQG FEIHT "FOR DIUISIOH: UPFER LIMIT OF E"
Sga FENH "NUST EE > Q"
040 BOTO 550
GIG IF LIDCIMJ THEH E4G
EQ FRIHT "MUST EE Q DE = ";LG
60 B0T0 550
E4G HERT I
60100T0 160
```

Lines $520-540$ require that the lower limits for both operands be nonnegative. Lines $570-600$ require that operand B's lower limit be greater than 0 when the operation is division; this prevents an attempt to divide by 0 . Lines $610-630$ require that the upper limit of an operand be greater than or equal to the operand's lower limit.

Setting the Error Tolerance Option 3 sets the error tolerance:

```
GES PFTHT "EHTEF EFHOF TOLEFHALE, E-2E%"
GOFETHT "G= WOMFHINGFEFEOF':
60 EE=O
G5 INFIT EF
G4 IF EFCQ OF EFYS THEN EGO
TOQ EF=EF,1OQ
F10 GTOTIS
```

Line 690 ensures that the tolerance you enter is between 0 and 25 percent. Line 700 converts the percentage into a decimal ratio.

Resetting the Time Limit The next block handles option 4 (reset time limit):

```
Tg FFIHT "EHTEF TIME LIMTT, GWIEQ SEGOHIG"
FO IHFUT "G0HO LIMTT% ";TL
74G IF TLG DE TL`EE THEN FEG
50 mTO 100
```


## Starting the Drill

If you select the start drill option, the program continues with the following block:


```
FG FETHT "HINIET EH|GEE GIT THHT"
FES FETHT "UFFEELIMTH HS % MF = LONEE LMMT E"
70 5070 406
G0 TF IFC& OF |G9% THEH 5SG
G1E FFHHT "UFFEF LINIT FOF GFEFHHD E GIIMIGOF"
EQ FFTHT "P|ST EE P| EHTEF HE| IFFEF LIMTT ":
geg IHFUT UGz%
B4G TF UQ)G=O THEH EIE
```

These lines make a final check of the operand ranges to ensure that subtraction problems will always produce a nonnegative result (760790 ) and that division by zero is not attempted ( $800-840$ ).

Now the program generates random values for operands A and B:

```
E5GOF J=1 TO2
E0 H1=L!
90 NE=1%
```




```
90 HCJ=F+F
OL NEST I
```

The subroutine called in line 880 gets a random value between N1 and N2 inclusive. The subroutine is called twice, once for each operand, with N1 and N 2 set accordingly. The random values for A and B are stored in $\mathrm{A}(1)$ and $\mathrm{A}(2)$ respectively. Line 890 prevents an attempt at division by 0 and gets a new divisor if necessary.

The following lines compute the correct answer, depending on which operation has been selected:

```
90 4% IF gT0 900.50 900 1000
GQ F-HC1)+FCO
#g ETT0 1010
90 IF HG1,GFC THEN ESG
```



```
\square0 GTTG 101E
9E F=HG1)車GO
90 GOT0 1016
10g\ 5-H%y,
1016 TFWFEFGWEO
```

IP ranges from 1 to 4，depending on which operation has been selected．Line 920 selects the appropriate program logic．The result of the operation is stored in R ．

Whichever operation has been selected，the program continues at line 1010，which uses the error tolerance ER to compute the allowable error．For example，given an error tolerance of 10 percent $(\mathrm{ER}=0.1)$ and a correct answer of 34 ，the allowable error is 3.4 ．

## Displaying the Problem

The program has the answer figured out now，so it is ready to display the problem：

```
1GEG PEIHT ELF
1日2- CF=11
1024 "ח%'T 1910
1GEG FFIHT LIL*
1BEG OF-5
10% B%|41510
```




```
1050 00=1
10日 有-H!
```



```
1065 M=1
```




```
10GETF=O: FENTINE-DUT FLWG
```

Lines 1020－1025 clear the screen and divide it into two windows． Line 1030 prints the problem．Line 1040 resets the C－64＇s timer to zero． The variable CO，initialized in line 1050，keeps track of the cursor posi－ tion on the display．G\＄will hold your answer in string form；line 1060 initially sets it to a null or empty string value．

Line 1070 prints a character that serves as the cursor position indica－ tor．Line 1180 resets the time－out flag TF to zero，indicating that you haven＇t run out of time yet．

## Inputting Your Answer

The next lines handle your keyboard input during the timed portion of the program．

```
1.1E BET F$
1120 IF K&WH:WEH 150
11EOEM
```

For timed input, the program cannot use INPUT, which causes the computer to stop and wait. During the wait, the program would not be able to check the timer. Instead, the program uses the GET statement, which gets a character, if it is available, but does not stop and wait for one.

Line 1110 tries to get the character into $\mathrm{K} \$$. If no key is available, $\mathrm{K} \$$ is set equal to the null string. In that case, line 1120 causes the computer to go directly to the check-timer routine starting at line 1380.

If $\mathrm{K} \$$ is not a null string, the following block determines whether it is an acceptable character for the program:

```
11? IF 人IEEHF THEH 14EG
```





```
250 50=01+1
EEQ MOTO 1940
```



```
1200 10=14L
1%000TO 1310
```



```
13 40%01
```



```
1%40 FFTHT F*:
```

Line 1170 checks whether you have pressed RETURN, signaling that your answer is ready. Line 1180 checks whether you have pressed DEL to delete a character; if you have, lines $1270-1330$ handle it.

Line 1190 checks to see whether you have entered one of the other allowable characters. If you have, program block 1240-1260 adds that character to your input field G\$, increments the position counter CO, and jumps to the character display statement at line 1340 .

After completing each keyboard input cycle, the program updates the timer:


```
\GGF TL=G OE TMTL THEH 1WGG
14GGTF=1
```

Line 1380 converts the C-64's timer value into a number TM. If TM is less than the time limit or the time limit is 0 , line 1390 jumps back to the keyboard input routine. Otherwise, your time is out, so line 1400 sets the time out flag.

## Checking Your Answer

When you press RETURN or time runs out, the program evaluates your answer:


```
140 K0=60+1
1440 FFTHT EULQ, FEM EFHE QUFGOF
144 5%=5
144 E1915 191%
14ETF TF=G THEN 14FO
1460 [0GUE EGN: PEM OUNIN BUEEF
14EE FFINT " TINES UF"
14FG IF FESCDEYGTE THEN 15QG
140日 FEIHT " HWOEEET. ";
```



```
1510 MOTO 15GO
15CKEFE+1
IEO IF FET THEH 1SG
1540 FEINT
15GG FFIHT " GOPEECT"
500 ज0T0 1500
1GO FEM
1ESUFFIH "GLUEE ENOUH! THE EVHT HHWHE IE "; F
```

Line 1420 converts $\mathrm{G} \$$ (your input) into a numeric value. Line 1430 updates the questions-attempted counter. Line 1440 erases the blinking cursor. Line 1442-1444 position the cursor to line 8 before the program prints its evaluation message. If time elapsed before you pressed RETURN, lines 1460-1465 sound a "buzzer." At this point, whatever you have typed in so far is accepted as your answer.

Line 1470 checks to see whether your answer is close enough to the correct answer. If it is not, lines $1490-1510$ are run; otherwise, lines 1520-1580 are performed.

## Continuation Menu

The following block prints a continuation menu offering three options: continue, change drill, or stop.

```
1550 CF-14
155 GOEUE 1910
15g7 FEIMT " FEESS..."
15ge FENH
```



```
1605 FEIHT
```



```
1E15 FEMT
```



```
1E% FOE 1GG:G: FEM ENFTY GEMDOFFI EUFFEF
1EE GET UT$
```



```
1F4G IF CO&="\Xi" THEN 167G
15S0 IF OHF"W" THEN 1OG
EEO GOTO 1EEE
1巴7G FEIHT ULक
1%60%%
104 GOGUE 1910
1FGEEN
1FGE FENHT " 'OUFE GOME:"
1F10 EPTM
1FIE FEIHT " FPGELEME TFIED: ":FO
17GE FETHT
```



```
1%O FEIMT
```



```
1748FETHT
174EEHD
```

Lines $1590-1595$ position the cursor inside the lower screen＂win－ dow．＂Lines 1597－1620 print the three options．Lines 1625－1660 get your answer and respond accordingly．

If you selected the Stop option，lines 1705－1745 print your cumulative scores and end the program．

## Subroutines

The following subroutine returns a random integer between N1 and N2 （inclusive）：

```
1-5 40-4%-N+1
```



```
HTG FETUFH
```

NR is the random integer．
Here is the string search subroutine：

```
1700 QF=0
170日 IF QE WH: THEU EETUPH
BGO IF QF+LEHGQS-1DLEACQLD THEH FETUPA
```



```
&20 DF=F+1
10% GOTG 1s00
134日 QF=OF
10SG FETIFH
```

On entry to the subroutine, Q1\$ is the string to be searched, Q2\$ is the string to find, and QF is the starting position. Upon return from the subroutine, QF is the position at which $\mathrm{Q} 2 \$$ begins in $\mathrm{Q} 1 \$$. $\mathrm{QF}=0$ indicates that the string was not found or that Q2\$ was an empty string.

The next subroutine builds up a string of consecutive characters:

```
1860 G0:""
1%GGFOFK=1 TGL!
```



```
1GU HEST K
1GO FETUPH
```

The subroutine stores the number LC of character RC $\$$ in the string SO\$.

These next lines position the cursor to a specified display row:

```
1918 PETHTHWD:LEFTSOMN:OF
19EE FETUFH
```

CP is the destination row number ranging from 0 (top row) to 24 (bottom row).

The following subroutine initializes the C-64's tone registers to produce a time out buzzer sound. However, these lines do not actually produce the sound:

```
195日 FOE E=54ER T0 54%ES
19E FOME R,G
194 HENT E
19CE POLE S42ge. 15
1940 EF=54%%
10GG FOR F=EE TG EE+G
19EG FEHIN M
19% FTE ए, W
19EQ HENT E
195 FEM F1 FE F1Fz MF HI Ee
```



```
SOG RETUPA
```

Finally, here's the subroutine to sound the buzzer for about one second.

```
G10 FOKE EF+4,0
geg FOLE EP+4.E5
OGQ FEN FTME 5429E.15
Q4E FOF I=1 Tia %G0
QEG HE:T I
GOG FOE BE+G,G
OTG FETUFH
```

```
            MATH DRILLS
1-0PERATIOM: A + B
2-RAMGES: 16<=人<= 99 & 18<=B<= 99
3-ERROR TOLERAMCE: 0 %
4-TIME LIMIT: 18 SECOMDS
```

SELECT (i)-〈4〉 TO CHAMGE DRILL
OR (RETURM) TO START?


Figure 11－2．Sample run of Speed Drills

$$
22+48=7
$$

IIME'S UP

PRESS...
Catallidia to comtimue
CIT TO Chamge drill
ESTIO STOP
veur score:
PROPLEHS TRIED: 15
ANSEERED CORRECTLY: 14
SCERE: $93 \%$

## READY.

Figure 11-2. Sample run of Speed Drills (continued)

## -Hints for Using the Program

Figure 11-2 shows a sample run of the program.
When you first run the program, select a time limit of 0 (no limit) and then start the drill. Practice using the keyboard input routine, testing RETURN and DEL and all the acceptable input characters (digits and decimal point). Occasionally there will be a slight delay between typing a character and seeing it on the display.

When you have the feel of the input process, reset the drill with a timer setting of 200 . If you can get the correct answer 75 percent of the time, reduce the time limit. Once you can answer 75 percent of the problems within the new time limit, reduce the time limit again. Repeat the process for various operations and operand ranges.

Now you're ready for life in the fast lane!

Chapter 12

## Text Scanner

What constitutes good writing? Many factors are involved, and some of them (style, for instance) are quite difficult to evaluate with a computer. Other writing elements, however, are easily measured by the computer's statistical powers. This chapter presents Text Scanner, a program that measures average sentence length and average word length.

With this program you'll be able to measure your own writing as well as your favorite passages from literature. You can compare the analyses of samples from scientific journals, newspapers, computer manuals, and so forth. With these results, you can draw your own conclusions about the effects of sentence and word lengths on readability.

The program can read word-processed documents stored in disk files as well as samples you type in at the keyboard.

In addition to its practical applications, Text Scanner illustrates several useful techniques for text processing.

## -How Text Scanner Works

Here is the overall structure of the program. It starts with the general outline shown in Figure 12-1.

The outline is written in a near-English form called pseudo-code.

## Main program:

Initialization:
Sentence_delimiters are: period, exclamation point, question mark, and end__of_text_marker
Word_delimiters are: sentence_delimiters, space, hyphen, end _of _line, and double_quote
Letters are: upper and lower case alphabet
Sentence-, word-, character-, and letter-counters $=0$
End initialization block
Print title and menu
Analyze text
Print statistics
End main program
Analyze_text
End__of_text=false
Do until end_of_text=true:
Analyze_a_sentence
If end_of_sentence=true then add 1 to sentence_counter
End do-block
End analyze_text procedure
Analyze_a_sentence
End_of_sentence=false
In_a_sentence=false
Do until end__of_sentence=true or end_of_text=true:
Analyze_a_word
If end__of__word=true then add 1 to word_counter
End do-block
End analyze_a_sentence procedure
Analyze_a_word
End_of_word=false
In_a_word=false
Do until end_of_word=true or end_of__sentence=true or end_of_text=true:
Get character C
If $\mathrm{C}=$ end__of__text_marker then end__of_text=true
If C is a letter of alphabet then do:
If in _ a a word=false then in __a_word=true
If in_a_sentence=false then in_a_sentence=true
Add 1 to letter_counter
End if-block
If C is a word-delimiter then do:
If in_a_word=true then end_of_word=true
If C is a sentence-delimiter and in_a_sentence=true then end_of_sentence=true
End if-block
If end _of_text=false then add 1 to character__counter
End do-block
End analyze__a_word procedure

Figure 12-1. Program description in structured pseudo-code

The form of the pseudo－code emphasizes the program＇s logical struc－ ture．This structure is made up of a main program with three auxiliary procedures．In the BASIC program presented in the next sections，the procedures are treated as subroutines．In the pseudo－code outline，an underscore character is used to connect words that correspond to a def－ inite entity（a variable or a procedure）．

Text Scanner counts sentences，words，and letters．The task sounds simple，but it is actually quite complex．

To count sentences，the program looks for sentence delimiters－a period，an exclamation point，or a question mark．But what if the text contains an ellipsis－three periods in a row？Or suppose a very dra－ matic passage ends with two exclamation points．The program cannot assume that a sentence has ended each time it reads a delimiter．

To count words，the program looks for word delimiters－a space，a hyphen，or a carriage return．The program must again watch for sequences of delimiters；otherwise，two hyphens（－）used as a dash would appear to mark two words instead of one．

The answer to these problems is that the program must keep track of whether it is in the middle of a sentence or a word．For example，if a delimiter is encountered in the middle of a word，then the end of the word has been found．But if the delimiter is not in the middle of a word when reached，the delimiter has no effect on the word total．

This explains the use of the true／false variables in the in＿a＿sentence，in＿a＿word，end＿of＿text，end＿of＿sentence，and end＿of＿word procedures（refer to Figure 12－1）．

Other punctuation also requires special consideration．Apostrophes， for example，must not be treated as word delimiters；otherwise，didn＇t would be treated as two words．These punctuation marks should also be ignored in counting the length of a word．

## －The Program

The BASIC program is presented in logical blocks．Type them in as you go along．The first block defines certain delimiters and returns various counters used in the program to zero．The first block appears as follows：

```
10 FFINT CHF*(6147)
20 S1%=" ": FEM 1 SPHCE IHEIDE DUOTES
SO H|:="": FEN HO SFHCES IHEIDE OUOTES
40 ET韦=「|车
```

```
50 EL事=LHF事13)
60 [F:=0
70 EL=1
80 NS=0
90 14N=0
100 +10=0
110 NT=0
130 FRIHT
```

ET\＄is an arbitrarily chosen end－of－text character．We＇ve assigned it the value of a null string＂＂，but any character may be used．When the program reads this character，it sets the end＿of＿text＝true．EL $\$$ is the end－of－line character stored when you press return．It counts as a word delimiter．

CR stores the number of characters left in the text input buffer．EL is another status variable used in the keyboard input logic．NS，NW， NC，and NT count the number of sentences，words，characters，and let－ ters that have been read．

## Printing the Title and Menu

The next block prints a title and menu：

```
140 FRINT "THE TE:KT SCFH|NE:"
150 FRINT
160 FRINT "INFIT FEOM: 1-KE'rEOARD z-IISK"
165 IHPUT IM
170 IF IMO1 RNI IMOZ THEH 1EG
180 IF IM=1 THEN 220
```

Before using option 2 （input text from disk），you must put a text file on the disk using a word processing program．The file should contain the same type of information as might be entered from the keyboard． Carriage returns will be treated as word delimiters．Other control characters like line feeds，tabs，and form feeds will have no effect on the program＇s analysis．

If you select option 2，the following lines let you specify the input file name：

202 IF 'TN寺="罗" THEN GOGUE 2906
294 FRIHT
295 IHFIJT "HfME OF THE IHFUJT FILE ";FI事
210. OPEN 1:8.2,FIC+": EED, FEAI"

## Analyzing the Input Text

The next block performs the analyze_text procedure:

```
220 ET=0
230 [0EUN 370
240 IF ES=01 THEH 260
250 NS=NS+1
26G IF ET=0 THEN 230
```

At the beginning of this routine, ET is set equal to false (throughout the program, 0 indicates false and 1 indicates true). The subroutine called in line 230 analyzes a word. Line 240 verifies whether a sentence has ended during the execution of the analyze__word subroutine. If so, the sentence counter is incremented. The program next checks to see if the end of text was reached. If not ( $\mathrm{ET}=0$, or false), the program jumps back to line 230 to repeat the analyze_a_sentence procedure.

If the end of text has been reached ( $\mathrm{ET}=1$ ), the program continues with the next block, which prints the statistics and ends the program:

```
27B FRIHT
280 FRIHT "SEHTEHCES: ";HE
290 FRIHT "HOFISS: ":HW
300 IF HE=0 THEH 330
310 SF=IHT (H|NMS*150+.5%,100
32G FFIHT "FUEFHREE SEHTEHLE LEHGTH: ":SH;" WORTS"
30 IF HM}=0\mathrm{ THEH 360
349 WFH=IWT (NT/NW*100+.5%,1905
356 PFIHT "HWERHIGE WORD LEFHTTH: ";WF;" LETTEPS
3EG FRIHT "TOTHL CHAFHCTEFS FEAI: ";HC
365 EHID
```

The calculations for averaging sentence and word lengths are simple:

$$
\text { Average sentence length }=\text { words/sentences }
$$

and

$$
\text { Average word length }=\text { letters/words }
$$

Lines 300 and 330 prevent division by zero in case no words or no sentences were found in the text. Line 310 calculates the average sentence length rounded to two decimal places, and line 340 calculates the average word length rounded to two decimal places.

## Analyzing a Sentence

The following block performs the analyze＿a＿sentence subroutine：

```
\(370 E=0\)
380 IS=0
390 TOEUJ 440
490 IF EN= THEH 420
415 r小 \(4=\) 小忯 +1
420 IF ES=0 FHII ET=9 THEH 390
439 RETUFH
```

First the end＿of＿sentence and in＿a＿sentence flags are set equal to 0 （false）．Then line 390 calls the analyze＿a－word subroutine．If a word was ended during the execution of the subroutine，the program adds 1 to the word total．If the program has found neither the end of a sentence nor the end of the text（ $\mathrm{ES}=0$ and $\mathrm{ET}=0$ ），it goes back to the analyze＿a＿word subroutine．

If a sentence has ended or the end of text has been reached，the subroutine ends and returns control to the main program．

## Analyzing a Word

Here is the analyze＿a＿word subroutine：

```
440 EW=\emptyset
450 IW=号
4EG DH IM TOGUE EOG,7アG
47Q IF E车=ET& THEH. ET=1
```



```
    FHII E&CHF{CO7% THEN 5SD
490 IF IW=6 THEN IW=1
500 IF IS=0 THEH IS=1
510 HT =NT+1
520 EOTO 500
```



```
    THEHN 540
```



```
540 IF IW=1 THEN EN=1
550 IF ¢C车="." DF C乐="!" OF L来"""' FHII IS=1
    THEH ES=1
560 IF ET=1 THEN 590
50 NO=NC+1
5 8 0 ~ I F ~ E \| = 0 ~ H H I D ~ E S = 0 ~ A H I ~ E T = G ~ T H E H ~ 4 6 0 , ~
5 9 0 ~ F E T I N F N
```

The end＿of＿word and in＿a＿word flags are set to zero（false）in lines 440 and 450 ．Then the program gets a character from the text buffer．Line 460 gets a character from either the keyboard or the disk file，depending on the value of IM you specified previously．

Upon return from either of the subroutines（at 600 or 770 ），C $\$$ contains the character．If the end of text was reached， $\mathrm{C} \$$ is equal to the special end－of－text character ET\＄；in that case，line 470 sets the end＿of＿text flag to 1 （true）．

Line 480 determines whether $\mathrm{C} \$$ is a letter．If it is，lines $490-510$ make the necessary changes to the in＿a＿word flag，in＿a＿sentence flag，and letter＿counter．

Lines $530-532$ determine whethr $\mathrm{C} \$$ is a letter．If it is，line 540 checks the status of the in＿a＿word flag；if the flag is 1 （true），the delimiter ends the word，so the end＿of＿word flag EW is set to 1 ．

Line 550 checks whether $\mathrm{C} \$$ is a sentence delimiter and changes the end＿of＿sentence flag EF if appropriate．

Line 570 adds 1 to the character＿count unless $\mathrm{C} \$$ is the end－of－text character．

If the end＿of＿word，end＿of＿sentence，and end＿of＿text flags are all 0 （false），the program jumps back to get another character． If any of them is true，the subroutine ends and returns to the analyze＿a＿sentence procedure．

## Inputting From the Keyboard

You must type a quotation mark at the beginning of each line of text you enter．Otherwise，Commodore BASIC＇s input routine will stop at the first comma you type．

The keyboard input subroutine allows you to enter text without wor－ rying a great deal about line breaks：you can press RETURN after any word or sentence．Be sure not to press RETURN in the middle of a word， because RETURN counts as a word delimiter．To end keyboard entry， press RETURN on an empty line．

```
60日 [ま=ET乎
G15 IF CFOG THEH 7OD
6Q0 IF EL=1 THEH EEO
630 [韦EL寺
640 EL=1
6501[0TO 760
EGO FRINT
```

```
ETG FFIHT "T'rFE A DUITE, THEH EHTEE TENT"
```



```
690 IHFITT E业
```



```
\(710 \mathrm{CE}=\mathrm{EL}\)
720 IF LE \(=9\) THEH 760
\(730 \mathrm{EL}=\mathrm{E}\)
```



```
\(750 \mathrm{EF}=\mathrm{FF}-1\)
TGU EETIFF
```

$\mathrm{C} \$$ is initially set to the end－of－text marker．The subroutine will return with this character only if you press RETURN on an empty line or if you type the end－of－text character somewhere inside a line．

The subroutine draws characters one at a time from a buffer $\mathrm{B} \$$ ． When the buffer is empty（ $\mathrm{CR}=0$ ），the program prompts you to enter another line．However，before doing this，the program must account for the RETURN you pressed to end the line．Line 630 sets $\mathrm{C} \$$ to this charac－ ter and jumps to the end of the subroutine．

However，suppose you have pressed RETURN on an empty line to sig－ nify the end of text．In this case only，EL is set equal to 0 （line 730）so that the next time the program tries to read the buffer，line 620 will discover that $\mathrm{EL}=0$ and will not try to get another line of input．

## Inputting From a Disk File

The following lines read from a text file：

```
70GEET#1,0未
```



```
772 IF ST=0 THEN PBQ
774 IF ST&E4 THEN FRINT "FILE ";FIF;" IS HIT
    FWHILFELE."
75 C= =ETま
780 IF EG=ETE THEH CLOSE 1
7 9 0 ~ F E T I N E N
```

Line 770 gets a character from the disk file．In case of a file input error other than end of file，line 774 prints an error message along with the current statistics．If the character is the predesignated end－of－file marker ET\＄，or if the end of file is reached，line 780 closes the file．Line 790 ends the subroutine．

## Disk Directory

Here＇s the subroutine to read a disk directory：

```
2900 FFIHT "LDFDIHG DIFELTOP'T".."
2901 OFEH 1,E44,"生,SED,FEFI"
2902 IN=0
2910 IF ST=64 THEH 2900
2920 [ET#1,H毒
2922 IF LEH(F*)=0 THEH 2302
```




```
2934 IN=0
2955 FFIIHT
2937 [0TO 2910
2938 IW=1
2989 FPIHT F幸:
2940 [0TO 2910
2980 LLOSE 1
2985 FFIHT
2990 RETUPH
```

Refer to Chapter 5 for an explanation of the logic used（the line numbers are identical）．

## －Using the Program

Passages from Scientific American magazine，William Faulkner，and Ernest Hemingway were run through the program．Here are the results：

|  | Scientific <br> American | Faulkner | Hemingway |
| :--- | :---: | :---: | :---: |
| Average sentence length | 14.00 | 20.55 | 16.92 |
| Average word | 4.76 | 3.92 | 4.46 |

Where does your writing fall on the scale？

Chapter 13

## Guess My Word

How do you learn to spell a list of words when no one's around to call them out to you? One way is to memorize the entire list and practice writing it. The problem with this method is that it encourages you to learn the words in a fixed sequence. Later you may draw a blank when trying to spell a word out of sequence. This chapter's program, Guess My Word, offers an interesting alternative.

Given a word list that you provide, the program randomly selects a word and prompts you to guess what it is.

The program is almost identical to the game Hangman but without the hangman imagery. In our program, a panic meter shows the number of incorrect guesses you make for each word. The object of the game is to guess the word before the meter reading goes off the scale.

## -How Guess My Word Works

The program first gives a clue as to how long the word is: it displays one hyphen for each letter. The player then attempts to guess the letters of the word. Each time the player guesses a letter correctly, the program fills in the corresponding blank or blanks.

Each time the player guesses incorrectly, the panic level on the
meter increases. The program allows the player to make 10 wrong guesses before the meter fills up; however, you can easily modify the program to increase or decrease the number of incorrect guesses allowed.

Your word list can consist of a group of words on a given topic or it may be a collection of words that are hard to spell. (The sample run of this program shown later in the chapter uses a list of elements as an example.)

You have a great deal of freedom to select words for the list. Include as many words as you wish, subject to your computer's memory limitations. The only limitation is that words can be no longer than 19 letters.

## -The Program

The first part of the program sets up a large number of constants. The explanation for most of the lines is provided in REM (remark) statements at the end of each line.

```
14 TL= [HFまGS1%: REM TE&T COLOF, ELUE
1G FID=CHF#%20;: FEM FEI
```



```
20 HF=1g: FEM H|NEEF OF EFRORS HLLDUED
21 IF HF<1 DP HF`13 THEH FFIHT "EFPOF: HF DUT
    IF FHHUE IH LIHE EG": STGF
22 S1&=" ": FEM 1 SFHCE IHEIDE OUDTES
24 トU|:="": REM HO SFHCES IHEIDE OUOTES
```

NF in line 20 determines the number of incorrect errors you can make before the program gives you the answer. You can set this to any value between 1 and 13, inclusive. Line 21 ensures that NF is within range before continuing.

S $1 \$$ is a single space. $\mathrm{NU} \$$ is simply a null or empty string; there are no spaces inside the quotes.

The next block builds up some longer string constants:

```
2E FIT=LHF*(17): FEN CUFGOF IOLAN 1
2E LC=24
30108UE 1920
```



```
34FLS=LHFक,23; FEM DUFGOF FIGHT 1
SEC=40
8% [OGUE 1920
40 EFF=SOl: FEM CUFGOF FIGHT 4G
```

```
42 FC&=CHF&(157): FEM LUFEDF LEFT 1
44 LC=40
4E GISUE 1920
48 [FE=SDF: FEM EUFGDR LEFT 4E
50 FI=EHP=618O% FEM HIGH IFSH
52 LC=F|F%-2
54 GOSUE 1920
5E TL{=GO&: FEM TOF LIHE OF EM%
5% FIC=IHFOC175: FEM LOW IFEH
60 LC=F|F*S-2
G2 GOEJJ 1920
E4 EL年=GO悉: FEM EOTTON LIHE OF EO%
EO FU&=HP&GO)
TGLE=40
72 GIGUB 1920
```



The subroutine called in line 30 and in several other lines creates a string of repeating characters．LC is the length of the string，and RC\＄is the character that is repeated．The variables CD $\$$ ， $\mathrm{CR} \$$ ，and $\mathrm{CF} \$$ are used to control the cursor position．

The following lines creates the panic meter－a single string of graphic and cursor control characters：


```
77 E%$=E%%+LHFま<112): FEM TOF OF EO%
```




```
81 E%&=E%%+CHFकO1EG%: FEM EOTTOM DF EO%
82 㕸40
84 EE=INT (%H-HF*S), %) FEM EO% EOL.
OG EF=1E: FEM EO% FOW
89 HO&=LHF*&19): FEN HOINE LUFGOF
```




VW is the display width．BA and BB are the row and column loca－ tions for the panic meter on the screen display．LL is the column loca－ tion for the available character list（the alphabet）on the screen display．

## Reading the Word List

The next block reads in the word list and certain other data．

```
310 FEHI TLま
3EE FEFII NW
```




Lines $310-380$ read the vocabulary title TL\$, the number of words NW, and the words themselves WL\$( ). WU( ) keeps track of which words have been used during the running of the program. Line 360 ensures that none of the words exceeds 19 characters. Longer words would upset the carefully formatted display used during each round of the word-guessing game.

## Displaying the Title and Instructions

The next lines print a title and brief instructions on the screen.

```
442 FOKE 5S2GO, 1: FEN WHITE EDFDEF:
4 4 4 \text { FOKE 539E1,1: FEN WHITE EFILRGOOLHIJ}
450 FFIHT CS事TC%
460 IHFUIT "EHTEF H FFHIIOM HINHEE:";F
470 F=FHIM-HESGF%)
475 FEIHT ES*
4E0 FRIHT TABG4M-21%2%:"GLIESE H'T MORI"
4 9 0 ~ F F E I H T ~ T
5 0 6 ~ F F I H T ~ " I D I E S E ~ D H E ~ L E T T E F ~ H T ~ A ~ T I M E " ~
5 1 0 ~ F F E I H T ~
5EQ FFIHT "IF TOUJ MFYE ";HF;" WFOHG GIJESSES,"
50% FEIHT "I MIH. IF TOLIDESE HLLL THE LETTEFS"
540 FRIHT "DF THE WOFD, "TU\ WIH."
5 4 2 ~ F F E I H T ~
55 FRIHT "THE SUETEGT IS ":F|&G1%;TL&;HF&
505 E1=23
56 L2=64-13%%
54 FTE="FRESG AHtr KET"
500 GOSUE 1510: FEM FEDHFT FDF FH'T KE''
```

Line 550 prints the subject of the vocabulary list. In the example used in this chapter, the vocabulary contains a list of chemical elements, so the title is "Elements."

The subroutine called in line 570 prompts the user to press any key and then waits until the key has been pressed.

## Starting the Game

The next lines control the game play and the continuation menu：

```
S0 FFIHT ES*
E4G GISUE PTG: FEM FLH'T DHE FOUHII
```



```
60 IF WT=FW THEN P20
```



```
670 IF 'TH:N="H" THEH 730
680 IF 'TH|=="''" THEH 580
60 GOTO 6E0
TEG FRIHT "HO MOPE WOFDS LEFT."
7G FFIHT "WOFIS TRIED: ":WT
T4G FFIHT "GOFREET FHSWEFS: ":WE
TEG EHII
```

The subroutine called in line 640 plays one round of the game．Upon return from the guess－a－word subroutine，line 650 checks if any words remain．When WT（words tried）＝NW（number of words），no words remain，so lines $720-760$ end the game．

Lines $660-690$ give the player a chance to continue playing or to quit． If the player elects to quit，lines 730 and 740 print the total words tried and total correct answers．

## Guess－A－Word Subroutine

This subroutine is the heart of the program．As usual，it will be pre－ sented in several blocks．

```
70 GOGIE 1934: REM IFFWN EOK
760 F=g: FEM HUMEEE OF ERRORS
8040 EF=EI: FEM ELFH|G FILLED
816 LHE=HZ*
80. WT=WT+1
836 WN=INT(FNJ(1)**HW)+1
840 IF W|(WH)=1 THEH S.OD
856 W|(叫)=1
```



```
870 LE=LEH(W)
872 EC=(口W-6LE+1)*2%2
80日 C2= BC
805 [1=2
900 G10G1E 1930
910 FOF LF=1 TO LE
900 FRIHT S1麦"一";
930 HEKT LF
```


## G4E FRIHT LEFTकGED <br> 960 FRIHT LEFT末CEFS，LLO；LHE

Lines 780 and 800 set the error and blanks－filled counters to 0 ．Line 810 sets the letters－available list LA $\$$ to include the entire alphabet．The program keeps an updated list of letters available on the screen to help the player remember which letters have been tried．

Line 820 increments the words－tried counter WT．Line 830 randomly selects a word number WN．Line 840 checks the list of words used $W U()$ ；if $W U(W N)=1$ ，the word has already been used，so the program goes back to line 830 for another word number．

In line $860, \mathrm{~W} \$$ stores the selected word．Lines $870-930$ set up the word clue，which consists of a single hyphen for each letter of the word． BC is the starting column for the clue．

Line 960 prints the list of letters available－at this point，all 26 let－ ters of the alphabet．

Inputting a Letter The next lines prompt the player to guess a letter：

```
9701=7
9722=6以-15%%
974 [OSJE 1990
GgQ FRIHT "GIJESS A LETTEF:";
990 [2=FO5%0)
10010 [L产=LHま
1010 [10%E 1690
```

The subroutine called in line 1010 waits for the player to type one of the characters in CL\＄；since CL $\$=\mathrm{Q} 1 \$$ ，the subroutine waits for the player to type one of the available letters．

Upon return from the subroutine，the program has the player＇s guess stored in LA\＄．It removes the guessed letter from LA $\$$ so that letter won＇t be tried again：

```
1020 -2=0
1930 [0SUE 1930
10.2 FRIHT SG%;
1040 L音=C乐
1050 2F$=LF$
106G 2Bま=51教
1070 2F=0F
1080 GOSUB 1E40
1996 LF*:=2F*
1106 E1=4
1110-2=LL
```


## 1112 GOEUE 1936 <br> 112 GFPIHT LF末

Line 1030 erases the GUESS A LETTER prompt．Lines 1040－1090 remove the letter guessed from the list of letters available，LA $\$$ ．Actu－ ally，the letter $\mathrm{L} \$$ is replaced with a blank space $\mathrm{S} 1 \$$ ．Line 1120 prints the updated LA $\$$ ．

Displaying Correct Letters The program next locates every occurrence of the guessed letter $\mathrm{L} \$$ in the secret word $\mathrm{W} \$$ ：

```
1130 SF=1
1149 LF=6
1150-1专=吽末
11E0 【2电生
1170 00=5F
1180 G0SUE 17T0
1190 IF DF=0 THEN 1270
1206 LF=LF+1
1210 L2=EC+1+COF-1)婁
1220 [1=2
1222 GOSUE 1930
1230 FRIHT L音:
1240 SF=QF+1
1250 10T0 1170
```

The variable LF keeps track of the number of times the letter occurs in $\mathrm{W} \$$ ．Each time a letter is found，line 1230 prints it in the corre－ sponding blank space in the clue．

Checking for Completed Words After counting and marking all occurrences，the program considers several possibilities：

```
1270 IF LF=0 THEH 1400
1260 BF=EF+LF
1290 IF EFCLE THEN GTG
1300 WC=WC+1
1310 [1=7
1320 โ2=%以W-7), 
1380 [OGUE 1930
1340 FFIHTT GC&;"GODI!!!";TC&
1350 [1=23
1360 -2=(%N-13)%
1379 FT&="FRESS FH'T' KEY"
1380 [jOSUB 1510
1390 FETIJPN
```

If $L F=0$ ，no occurrences were found，so the program continues at the
incorrect guess block（line 1400）．If LF $>0$ ，line 1280 adds LF to the blanks－filled total．In line 1290 if $\mathrm{BF}<\mathrm{LE}$ ，all blanks have not yet been filled，so the program goes back to line 970 to prompt the player for another guess．Otherwise，all blanks are filled，so the player has guessed the entire word correctly．

Line 1300 increments the words－correct total．Line 1340 prints a con－ gratulatory message，and lines $1350-1380$ print a continuation message．

Handling an Incorrect Guess Here is the block that takes over when the player guesses an incorrect letter：

```
1405 F=F+1
1410 [0SUJ 1968
1420 IF FCHF THEH. 970
1430 -1=?
1440 C2=(%W-32)/2
1450 [05|JB 1930
146G PRINT RD手;"HO MORE TUFHE LEFT, AHSWEF IS..."
```



```
1430 GOTG 1350
```

Line 1400 adds 1 to the error total．Line 1410 increments the panic meter．In line 1420 if $\mathrm{F}<\mathrm{NF}$ ，the player still has chances remaining，so the program jumps back to line 970 to get another guess．

Otherwise，no chances remain，so line 1460 prints the correct answer．The program then jumps back to the continuation message block．

## Unrestricted Character－Input Subroutine

This subroutine displays a blinking prompt message and waits until a character is pressed before returning control to the line that invoked the subroutine：

```
1.519 POKE 198,G: REM EMFT'T KE'TEOARII EIJFFER
1.512 W=1
1518 PRINT RV娄(SGH\(W+1)+1);: REM SWITCH
    FOREGROINHD/EFICKGROUPNI
1520 W=-W: REM HENT TIME DO OPFOSITE
1.50 [0:SUB 1930
1.549 FRIMT PT年;
```



```
15EO FOR X%=1 TO 30
1579 WE%T %%
```



## 1599 TIOEJE 1930


$162 \square$ FETIJRK
The C－64 has a keystroke buffer that allows you to enter information even before the computer requests it．Such an advanced entry might be confusing in this application，so line 1510 erases any keystrokes before continuing．

Lines 1512 to 1520 set the display for normal or reverse color， depending on the value of W ．The subroutine called in line 1930 posi－ tions the cursor to row C1，column C2（set previously），and line 1540 prints the prompt stored in PT\＄．Line 1550 checks the keyboard for an available character；if no key has been pressed，the program reprints the prompt－this time in the opposite coloration（reverse／normal）．If a key has been pressed，line 1590－1600 erases the prompt and line 1620 ends the subroutine．

## Restricted Character－Input Subroutine

The next subroutine also gets a single keystroke；however，unlike the previous subroutine，this one will only accept characters from a speci－ fied set：

```
1630 FT年=51%
1692 T0F|JB 1510
1700 IF 厄生=51年 THEH 1690
171500=1
1729 『1%=[Lも
1730 வ2生=6主
1749 [OE|JE 177G
1750 IF OF=9 THEH 16G9
1TEG FEETIFH
```

On entry to the subroutine，CL\＄contains the acceptable character list and C1，C2 specifies the row and column where the prompt should appear．

The subroutine sets the prompt equal to a single space and then calls the unrestricted character input subroutine．Upon return from that subroutine， $\mathrm{C} \$$ contains the character pressed．The program refuses to accept a space（ $\mathrm{S} 1 \$$ ）or any character not contained in the list CL\＄． Lines 1710－1750 determine whether C $\$$ is in the list CL\＄．

## String Search

The following subroutine searches for one string inside another．The subroutine is called by several other parts of the program．

```
177日 DF=ツ
```




```
1890 [90%09+1
1810 GOTO 1780
1020 OF=00
1530 RETIJFH
```

On entry to the subroutine， $\mathrm{ZA} \$$ is the string to be searched， $\mathrm{ZB} \$$ is the string to search for，and Q0 is the starting position for the search． Upon return from the subroutine， QF is the position at which $\mathrm{ZB} \$$ is found in $\mathrm{ZA} \$$ ． $\mathrm{Q} 0=0$ indicates the string is not found．

## Midstring Replacement Subroutine

This subroutine replaces a portion of a string．It is used to blot out characters from the letters－available string， $\mathrm{ZA} \$=\mathrm{LA} \$$ ．Each time the player guesses a letter from LA $\$$ ，this subroutine replaces that letter in $\mathrm{LA} \$$ with the character $\mathrm{ZB} \$=\mathrm{S} 1 \$$ ．

```
13452Cま=十性手
1850 IF ZP=1 THEN 1S70
```






```
1904 こF丮=ご车
1510 FETUFH
```

On entry to the subroutine， ZP is the starting position for the replacement， $\mathrm{ZA} \$$ is the string to be modified，and $\mathrm{ZB} \$$ is the new con－ tents to be plugged into a portion of $\mathrm{ZA} \$$ ．On return from the subrou－ tine， $\mathrm{ZA} \$$ has the same length as it did initially，but a portion of its contents starting at position ZP are replaced by the contents of $\mathrm{ZB} \$$ ．

## Repeating Characters

Here＇s the subroutine that builds up a string of repeating characters：

```
192050方=\|生
1马EZ FOFK K=1 TO LE
1924 50:=60%+FL古
192G HENT K
192G FETINFH
```

$\mathrm{RC} \$$ is the character to be repeated， LC is the length of the string， and $\mathrm{SO} \$$ is the resultant string．

## Cursor Positioning

The next two lines move the cursor to any character position on the screen:


```
1932 FETIFH
```

On entry to the subroutine, C 1 and C 2 are set to the destination row and column locations. C 1 can range from 0 to 23 and C2 from 0 to 39. In line 1930, HO\$ homes the cursor to the upper-left corner of the screen; CD\$ and CR\$ move the cursor down to the specified row and right to the specified column.

## Drawing the Panic Meter

These lines draw the panic meter with a panic level of 0 (no errors made yet):

```
1934 -1=EF-1
1986 L2=IHT(4,4-11)/2)
1956 b0GUB 1930
1940 FRIHT RI#:"FHHIC METER";
1942 E1=EF
1944 [2=EE
1946 COSUE 1930
```



```
19EG RETIPRH
```

First the program prints a label, PANIC METER, over the meter. C 1 is set to the row just over the box, and C2 is set to the starting column for the label. Lines 1946-1948 print the meter (referred to in the program's remarks as a box).

## Setting the Panic Level

Whenever the player guesses an incorrect letter, the following routine increases the panic meter reading:

```
1965 [1=EH
1970 E=EE+(F-1)星
1972 GOSUE 1950
```



```
197G FRIHT CHF&C17, LEFTwGF&,O%;
```



```
1980 RETIPRH
```

The panic meter occupies two rows and NF $\times 3$ columns on the display. Line 1974 fills the appropriate portion of the top row, and line 1978 fills in the appropriate portion of the bottom row.

## The Data

The next lines give the title of the word list, the number of words it contains, and the words themselves.

```
2 0 5 0 ~ I H T H ~ E L E M E H T S ~
2GEV IHTH 10
```



```
2gEG DATH EAFEOH, LHLOFIHE, SOIIIN,FLIDFIHE,
    HEOH, FFOIOH
```


## -Hints for Using the Program

Figure $13-1$ shows a sample use of the program.
Guess My Word may be used for spelling practice or for vocabulary building. For spelling practice, select difficult words that exemplify a group of phonetic rules you want to learn. For vocabulary building, select a group of unfamiliar words relating to a single topic.

EMTER A RAMDOM MUMBER ? 4321

Figure 13-1. Sample run of Guess My Word

## GUESS MY HORD

guess ome letter at a time
If YOU MAKE 18 HROMG GUESSES
I HIM. IF YOU GUESS ALL THE LETTERS
OF THE HORD, YOU HIA.
THE SUEJECT IS glaizile

## ABCDEFGHIJKLFAOPQRSTUULXYZ

GUESS A LETTER

PAMIC METER

Figure 13-1. Sample run of Guess My Word (continued)

# - - R - - <br> ABCD FGHIJKL MOPQ STUUHXYZ <br> GUESS A LETTER 

## PAHIC METER



Figure 13-1. Sample run of Guess My Word (continued)


PLAY AGAIME(Y/H)? $N$
CORRECTEIEDSHERS: $L$
READV.

Figure 13-1. Sample run of Guess My Word (continued)

Be sure to set up the word list in the order shown: the title, the word-count, and then the list of words. Begin each numbered data line with DATA, and do not put any spaces inside the words.

Two individuals can play a game using this program by taking turns guessing letters. A player gets one point for each letter guessed correctly. When a guessed letter occurs more than once in a word, the player gets an extra point for each extra occurrence.

## Poetry Generator

A computer can't really write poetry any more than it can paint a picture or conceive an idea. You can, however, use the Poetry Generator program to generate randomly selected words that fall into a grammatical skeleton. The result will sometimes pass for a real poem, while other times the computer outputs a silly but entertaining parody of a poem.

The vocabulary and poem structure that you provide have everything to do with the quality of the final result. While randomly chosen vocabularies produce interesting and surprising results, adding more structure gives the poems greater coherence.

The Poetry Generator program is quite simple; it makes no pretensions to having artificial intelligence. However, if you put some thought into compiling the vocabulary and designing the formats, you can count on getting some amusing and even amazing results.

To illustrate, the favorite words and verse formats of three poets were fed into the Poetry Generator. Figure $14-1$ shows the results; the poems were edited for obvious grammatical errors.

## -How the Poetry Generator Works

Two data structures determine the type of poems produced: the vocabulary, stored at the end of the program, and the poem formats, entered from the keyboard when you run the program.

## William Shakespeare

Shall I compare thee to a minion's bosom?
Thou are more tyrannous and more twain Saucy senses do assail the obsequious lips of sense, and nymph's music hath all too tender a muse.
Shall I compare thee to a tomb's duty?
Thou art more seemly and more marigold.
Sovereign loves do assail the tender minions of love,
And syllable's actor hath all too decrepit a sphere.

## Emily Dickinson

The bird covets her own victory: Then guesses the company;
In her silent truth buzz no more.
The definition presumes her own thing;
Then covets the victory:
Of her condensed journey buzz no more.
The thing presumes her own civility:
Then advocates the nectar:
With her forbidden victory perish no more.

## Robert Frost

The guests are arched, yellow, and reluctant,
But I have seeds to wake.
And grounds to find before I dwell,
And orchards to stop before I hear.
The birches are snowy, long. and lone.
But I have stones to wake.
And steeples to see before I look,
And birches to prefer before I taste.

Figure 14-1. The Poetry Generator produced these verses using the words and formats of William Shakespeare, Emily Dickinson, and Robert Frost

Along with each word you include in the vocabulary, you must indicate the part of speech using the eight category codes listed in Table $14-1$. For example, RED should be identified as category 2 (adjective), FALLS as category 5 (intransitive verb), and HITS as category 6 (transitive verb).

Creating a poem format is quite simple. First make up a sample poem. Then replace each variable word (each word that you want the program to fill in) with the appropriate code. Leave the other words and punctuation as they are. As an example, suppose you take the following impressionistic triplet as a model verse.

Table 14-1. Word Categories Used in the Poetry Generator

|  |  |
| :--- | :---: |
| Category (example) | Code Number |
| Noun (mountain) | 1 |
| Adjective (frosty) | 2 |
| Adverb (happily) | 3 |
| Preposition (into) | 4 |
| Intransitive verb (remain) | 5 |
| Transitive verb (take) | 6 |
| Subordinate conjunction (if) | 7 |
| Coordinate conjunction (and) | 8 |
|  |  |

## THE DEWDROP HANGS FROM A TWIG IN LATE WINTER A WINDOW INTO SPRING

The grammatical skeleton for that verse is
THE noun intransitive verb preposition A noun preposition adjective noun -
A noun preposition nown
The corresponding poem format is
THE 154 A 1
421 -
A 141
We simply substitute a code number for each italicized word. Notice that we include the articles (THE and A) and the dash as fixed elements; they will appear "as is" in every random poem produced according to this format.

One further detail about poem format. To tell the program to end a line, you include the special code 9 . With this in mind, the actual poem format you would specify to the program is

THE 154 A $19421-9 \mathrm{~A} 1419$

When the program is reading a poem format, it replaces each number 1 to 8 with a randomly chosen word from the corresponding category. Each time the program encounters a 9, it ends the line and starts a new one. Any other characters in the poem format remain in their places in the final poem.

The Poetry Generator does not check for subject and verb agreement or the proper spelling of inflected words. For example, if your vocabulary includes verbs in the third person singular and your format includes a plural subject, you may end up with results like

## THE GLUM BULL AND THE BLUE MOON <br> STALKS THE REBELLIOUS HIGHWAY

Accepting such minor imperfections keeps the program short and simple. Don't hesitate to edit the poems for grammatical correctness. After all, even real poets occasionally need a little help.

## -The Program

The first block sets certain C-64 features and resets the random number generator so that a different series of poems is produced each time you run the program.


If your printer has a device number other than 4 , change line 22 accordingly.

The next lines read the vocabulary list, which is stored in DATA statements at the end of the program. You can include any number of words in the vocabulary as long as the last word is followed by a slash (/). The program achieves this flexibility by reading the word list twice: once to see how many words are in each category and a second time to put the words into the appropriate data structures.

## Surveying the Word List

The following lines make the first pass through the vocabulary list：

```
60 DIM H68)
70 FEHI 㤬
80 IF W$=";" THEN, 12G
90 REFII T
100 N(T)=N(T)+1
110 50T0 70
```




Line 70 reads each word and line 90 reads the corresponding cate－ gory code．

The array N() stores the total number of words in each category． For instance， $\mathrm{N}(1)$ is the number of nouns（category 1）．The program continues reading words until it encounters the end－of－data marker，a slash（／）．You must end the word list with this symbol．

After reading all the words，the program creates separate arrays for each type of word．In lines 120 and 130，each array is dimensioned to hold the number of words in the corresponding category．For instance， $\mathrm{W} 1 \$()$ is designed to hold the the $\mathrm{N}(1)$ nouns that your vocabulary list contains．

## Reading in the Vocabulary

The next block of lines rereads the vocabulary list，this time putting each word into the appropriate array．

```
140 RESTORE
150 FEFHD WS
160 IF U$=";" THEH 430
170 FEAIT T
180 OH T 60T0 130,220,250,260,310,340,370,400
190 K1=K1+1
20日 山1雃(K1)=惊
210 50TO 150
220 K2=K2+1
230 W2手(K2)=W东
240 50T0 150
250 < 3=13+1
250 43秀(K3)=|挂
270 GOTO 150
285 <4=144+1
```

```
290 W4ま(K.4)=山生
300 60TO 150
310 K5=K5+1
320 W5全(K5)=性
330 [0]T\ 1.50
340 K K=K K % 1
350 W6全(KG)=山阵
360 [00% 150
375 < % = % 7+1
380 W7*(K7)=性
390100T0 1.50
490 K%=k8+1
410 Wる手(K.%)=性
420 1.50
```

Line 150 reads the word $\mathrm{W} \$$ ，and line 170 reads its corresponding category number T．Depending on the value of T，line 180 selects the appropriate logic to put $\mathrm{W} \$$ into the correct array．The counter vari－ ables K1，K2，and so on ensure that words are added to successive array locations within each category．By the time the program reads the end－ of－data marker in line 160，all the words have been placed into the appropriate arrays．

## The Menu

The next lines print a title and instructions and prompt you to enter the poem format．

```
430 HL悉=CHR主(13)
449 F=="FJEM 99214 H2 1 9 THE 1 3 5.99
4 . 5 0 ~ F R I N H T ~ C H F P ( 1 4 7 ) ,
460 FRINT SFC(13)"THE C-64 POET"
4 7 G ~ P R E I N T T
480 FRINT "FORMMT CODES:"
490 FFRNT " 1-HOUN 2-HDTECTIVE"
5GG FRINT " 3-ADEFE 4-FFEFOEITION"
510 FRINT " 5-IHTREHGITIVE WERE"
S20 FRINT " E-TRAHSITIVE VERE"
530 FRINT " 7-GUEDRIINATE COHNJPNOTIOH"
E40 FRINT " E-COHJUNHCTION"
5 5 0 ~ F R I H T ~ " ~ 9 - H E N ~ L I H E " '
560 FRIHT " flL OTHER CHARPGCTERS ARE USED AS-IS"
570 FRIHT "THE CIURRENT FDRMAT IS"
5 8 0 ~ F R I N T ~ E H F O ( 1 8 ) ; ~ F 末 ; ~ C H F : ( 1 4 6 )
59G FRIHT "EHTER a HEW FORMAT DR PRESS CRETUPN."
60日 F1韦=""
G10 IMFIIT F1&
```



```
60% INFUT "HOW MAHN'GOEME ";MF
640 FRIHT "OUTPIUT TG: 1-TV' 2-mRIHTEP"
650 IHFIIT "SELEET 1 DF 2 ";DW
60 IF IW人, AHD DWCO THEH 640
670 IF Dw=1 THEN 680
672 OPEN 1.PD
674 EMI 1
```

Line 430 stores the control code for a new line（a carriage return， ASCII 13）．Line 440 assigns an initial value to the poem format．

Lines $570-590$ print the current format．Line 600 prompts you to enter a new format line or press RETURN，which leaves the existing format line．

Line 630 asks you to specify the number of poems MP to be gener－ ated；each poem will be different（except for random coincidences）．

Lines 640－674 let you specify what output device to use for the poem．

## Poetry Generation Logic

The following block of lines generates MP poems using the poem format F\＄：

```
800 FOF T=1 TO MF
ES0 FOF K=1 TO LEHAF$%
700 S悉阠持(F事,*,1)
70 IF S安="1" FHIJ St="G" THEH 740
720 口阵=6未
750 [OTO 920
740 OH %HLSS% 5iOT0 750,770.790.810.830.
        850,870,890,910
```



```
760 GOTO 920
770 OW年=W2&(INT(FEND(1)朴(2)%+1)
780 GOTO 920
```



```
800 [0T0 920
```



```
820 GOTD 920
```



```
840 GOTO 920
```



```
660 [10TO 920
```



```
804 G0T0 920
```



```
900 GOTO 920
```

```
910 口以末=けば韦
920 FFIMT 口W⿱土土卜:
330 FENT K
9 4 6 ~ F E I H T ~
950 FEKT J
```

Lines 680－950 constitute a repetitive procedure or＂loop．＂During each pass through the loop，the program produces one poem．The larger loop contains a smaller one：lines 690－930．This smaller loop examines each character of the format and takes appropriate action depending on whether the character is a category number，an end－of－line code，or a literal．

Here＇s a summary of the logic that evaluates each character $\mathbf{S} \$$ of the poem format $\mathrm{F} \$$ ：

1．If the character is a category code，select a word at random from the appropriate category，store that word in OW $\$$ ，and go to Step 4.
2．If the character is the end－of－line code，store $\mathrm{NL} \$$ in $\mathrm{OW} \$$ ，and go to Step 4.
3．Otherwise，store the character in OW $\$$ ．
4．Print $\mathrm{OW} \$$ ．
The variable $\mathrm{S} \$$ holds the character of the format that is currently under examination．Line 710 determines whether $\mathrm{S} \$$ is a one of the preset codes．

If it is not either of those，the character is treated as a literal and is immediately assigned to the output variable $0 W \$$（line 720 ）．If $\mathrm{S} \$$ is a category code from 1 to 8 or the end－of－line code 9 ，line 740 selects the appropriate logic for each specific category．

Consider the case of $\mathbf{S} \$=$＂ 1 ＂as an example．All eight categories are handled similarly．

Lines 750 and 760 handle the case of $\mathbf{S} \$=" 1$＂，which ndicates a noun． Recall that $\mathrm{N}(1)$ is the number of words in category 1 ．Accordingly，line 750 gets a random number from 1 to $\mathrm{N}(1)$ and uses that number as a pointer to one of the words in W1 $\$($ ）．The randomly chosen word is stored in $\mathrm{OW} \$$ ，and the program jumps to line 920 ，which prints $\mathrm{OW} \$$ ．

Line 930 causes the program to loop back for the next character of the format until all of its characters have been handled．

## Displaying the Continuation Menu

After all the poems have been printed，the following lines print a contin－ uation menu：

```
960 IF IV=1 THEN 980
970 FRINT#1,
975 CLOEE 1
980 PRIHT "COHTIHUE DR gUIT"
990 EQ$="C"
395 INPITT "TTPE E OR Q ";COS
1000 IF CR&="C" THEN4450
1010 IF CQ&⿱"@" THEN 980
1020 ENID
```


## The Data

Store your vocabulary list in DATA lines starting with 1030. For the sake of testing the program, use this special list:

```
1030 DATA NOUNH, 1,ADJ,2,FIU,3,PREF,4
1040 DATA EE-VERE,5,II-NERE,G,SUE.COHJ.,7,CDHJ.,8
1050 DATF ;
```

When using this list, the program should print NOUN whenever the format calls for a noun, ADJ whenever the format calls for an adjective, and so forth.

After running the program with this test list, type in the vocabulary list given in Figure 14-2.

```
1030 REM 66 NOUNS
1040 DATA RIVER, 1, WATER, 1, POOL, 1, MIRROR, 1,
    SCENE, 1, BUBBLE, 1
1050 DATA FALL, 1, YEAR, 1, MAZE, 1, DANCE, 1,
    FLIGHT, 1, PICTURE, 1
1060 DATA STREAM, 1, HEART, 1, MIND, 1, WATERFALL,
    1, BED, 1, COURSE, 1, SHADOW, 1
1070 DATA FORM, 1, IMAGE, 1, SCREEN, 1, CHILD, 1,
    GARDEN, 1, STRAND, 1
1080 DATA PEBBLE, 1, SAND, 1, FLOWER, 1, MOTHER,
    1, TIME, 1, SPOT, 1
1090 DATA IMAGINATION, 1, LIFE, 1, STONE, 1,
    BOWER, 1, SUMMER, 1, MEADOW, 1
```

Figure 14-2. Sample vocabulary for the Poetry Generator

1100 DATA THUNDERSTORM, 1, GRASSHOPPER, 1 , CYCLONE, 1, ROOT, 1, WOOL, 1
1110 DATA WILDERNESS, 1 , NIGHT, 1 , BRIDE, 1, BODY, 1, SPRING, 1, SEED, 1, MILK, 1
1120 DATA SURFACE, 1, THICKET, 1, ARROW, 1, MANTLE, 1, WILDERNESS, 1
1130 DATA SUNLIGHT, 1, SAND-DUNE, 1, TRAIN, 1, CLOUD, 1, RAIN, 1
1140 DATA KEY, 1 , WINDOW, 1, TREE, 1, MUSIC, 1 , SNOW, 1, MOUNTAIN, 1, FEATHER, 1
1150 DATA VOICE, 1, TWILIGHT, 1, EARTH, 1, DOOM, 1, ACCEPTANCE, 1 , TIME, 1 , TRUTH, 1 , PATIENCE, 1, FACT, 1, FEAR, 1, SILENCE, 1 , BIRD, 1, YEAR, 1, WHISPER, 1, FEAT, 1 , HOPE, 1
1160 DATA INNUMERABLE, 2 , IRREVOCABLE, 2 MICROSCOPIC, 2 , PURE, 2 , FAIL, 5 , UNDAUNTED, 2 DIMINUTIVE, 2, SINGLE, 2, MERE, 2
1170 DATA FAITHFULLY, 3, MARVELLOUSLY, 3, ALWAYS, 3, HEARS, 6, SUBTRACTS, 6, RECEIVES, 6
1180 DATA DARES, 6, FAILS, 5, FORSAKES, 6, AT, 4, OF, 4, BY, 4, ABOVE, 4, UNDER, 4, FROM, 4, AND, 8, BEFORE, 7
1190 REM 17 INTRANSITIVE VERBS
1200 DATA REVOLVES, 5 , BREAKS, 5 , WATCHES, 5 , SCREAMS, 5, FADES, 5
1210 Data FLOWS, 5, TALKS, 5, RETURNS, 5, RUNS, 5, EXISTS, 5, NODS, 5, LIVES, 5
1220 DATA REMEMBERS, 6 , REMEMBERS, 5 , REMAINS, 5 , WONDERS, 5 , VANISHES, 5 , WISHES, 5
1230 REM 15 PREPOSITIONS
1240 DATA IN, 4, ON, 4, BESIDE, 4, WITH, 4, FROM, 4, TO, 4, OVER, 4, UNDER, 4, BY, 4
1250 REM 5 CONJUNCTIONS
1260 DATA AND, 8, OR, 8, BUT, 7, WHILE, 7, BECAUSE, 7
1270 REM 31 ADJECTIVES
1280 DATA TURNING, 2, DARK, 2, SUSPENDED, 2, UNCHANGING, 2, FRAIL, 2 ,
1290 DATA RIPPLING, 2, SAME, 2, EACH, 2, FORMER, 2, REFORMING, 2, LOW, 2
1300 DATA ROCKY, 2, INTANGIBLE, 2, GLASSY, 2, SHIMMERING, 2, SECRET, 2
1310 DATA PAST, 2, RED, 2, YELLOW, 2, ALONE, 2, LITTLE, 2

Figure 14-2. Sample vocabulary for the Poetry Generator (continued)


Figure 14-2. Sample vocabulary for the Poetry Generator (continued)

Figure 14-3 shows a sample run of the program using this vocabulary.

## -Putting the Program to Work

Now the research begins. Select an assortment of words - take them at random from a book of poems or any other source. Type them into DATA lines starting with line 1030. Remember that the last line of your vocabulary list must be
line number DATA /
substituting an appropriate line number for the italicized words.
Experiment with various formats. Try including prefixes, suffixes,

## THE C-E4 FDET

FORTAT CODES:
1-HOUNH 2-AD.JECTIVE
3-ADVERE 4-FREPOSITION
5-INTREHSITIVE VERE
E-TRAHSITIVE VERE
T-EIUEORDINATE COHSUNCTION
8-CDHJUNCTION
9-HEW LIHE
fll other characters fre used hs-is
THE CIJREENT FORMAT IS

ENTEF A HEW FORMAT DRE FRESS GRETURNS
"99F THDUIGHT, E't' THE COMMODOPEG9IF THE 2153, GHHO 6 THE 2 FND $21799{ }^{\circ}$
HOW MEN'T FDEMS 3
DIJTPUT TO: 1-T'V 2-FRIHTER
GELECT 1 OR 21

A THOUGHT, $\mathrm{B}^{\prime} \mathrm{t}$ THE CDMODORE
IF THE RIFFLING GCREEN FETUFNG SL'T'L'r', WHO CHASES THE MICROECDPIC FHD FURE WATEF?

A THOUGHT, B't THE COMMODORE
IF THE FORMER WATERFFLL HOIS FAITHFILLL' $'$ ', WHO IECEIWES THE MERE FHID TURWIHG HEFRT?

## a THOUSHT, B'r THE COMMODORE

IF THE BLIJE SHADOW WATCHES NEFRL' $r$ ', WHO MARKS THE SHIMMERINIG FHID DARKK WATEFFFLLL?

Figure 14-3. Sample run of the Poetry Generator

```
GOHTIF|JE OR DUIT
TYFE [ OR OC
                    THE C-E4 FOET
FOFHFT EODEG
    1-WIJNN 2-GD.JECTINE
    3-FDDERE 4-FFEPDSITIDN
    S-IHTRRHHSITIUE UERE
    E-TRFNVITIME VEFE
    7-EUEOFIITNATE EDPNINWETIOH
    S-LOWUJNHETIOW
    G-HVEH LINE
    ALL OTHEF LHAFPGTEEG FEE ISED FE-IE
THE CINPFENT FORWART IS
```



```
EHTEF A HEN FDRMAT DR FRESS GRETIRRN
HOW NFH'T' FDEME 3
DUTFUT TO: 1-TQ 2-FFIHTER
BELELT 1 DF 2 1
FOEM
    MILPOGEDFIL BEFCH IH A ELIJE GFFDEH
    THE HAT EILEHTL'T' WHTCHES.
FOEM
    BLIJE WATEF FROH A FODK'T MIHI
    THE SCFEENH FFITHFULL'T HJIS.
FOEM
    FOCKTH NAZE OHA A ELIJE SLREEN
    THE EFLL TUICE E%ISTS.
COHTIH|JE DR RIJIT
TYFE [ OF O&
```

Figure 14-3. Sample run of the Poetry Generator (continued)
and inflectional endings for special effects. For instance, the format fragment

6ING THE 1S OF YOUR 19
might generate
WALKING THE RIVERS OF YOUR MIND
On the other hand, it might equally well generate the less exciting BREAKSING THE DRESSS OF YOUR LAWN
depending on how well your vocabulary is suited to the poem format.

## Chapter 15

## Electronic Loom

The Electronic Loom program turns your computer screen into a grid on which you can create colorful designs. You specify the length and width of the design (it must fit on your display), and the program creates patterns by combining any characters your computer can display and print using any of the eight primary C-64 colors. Common punctuation marks and other symbols work well for giving a rough approximation of real loom work.

If you're interested in weaving, you can use the program as a planning aid to visualize patterns before weaving them on a loom. You can associate some characters with specific weaving techniques. For example, a block of hyphens might represent a plain weave, a block of alternating hyphens and equal signs might represent a twill weave with its characteristic diagonal pattern, and a repeating pattern might represent a satin weave (see Figure 15-1).

You can also use the program to create any number of designs flags, cartoons, and so forth.

The best way to understand the program's operation is to look at its menu.


Figure 15-1. Sample weave patterns

THE ELECTRONIC LOOM
1 - VIEW
2 - PRINT
3 - CHANGE A ROW
4 - CHANGE A COLUMN
5 - COPY A ROW
6 - COPY A COLUMN
7 - COPY A BLOCK
8 - FILL
9 - END

The first option shows the latest version of the design. When you start, the design is filled with hyphens. The second option lets you print the current design. The third and fourth options let you change the contents of a single row or column. Changing a row is comparable to replacing one horizontal thread with another. Changing a column, however, is comparable to replacing a vertical thread-something you can't do on a real loom.

The fifth and sixth options let you copy one row or column to another row or column．The seventh option copies a block（a rectangle）．This is especially handy when you＇ve created a picture or a pattern inside the space of several rows and columns．You can duplicate the picture by copying the rectangle that contains it to another part of the grid．The eighth option lets you fill all areas of the design with a single character． Option nine ends the program．

## －The Program

The first block initializes the display and certain other constants：

```
1 TY末=[HF末(5)
2 ES电=HF%(147)
FOKE 5%280,0
FOKE 5%281,0
S1:=" ": FEM 1 SPHLEE INSIDE BIOTES
HUL="": FEM NO SPALES INEIIE DUOTES
FU车=LHF秉1B)
HF}=[=[HF=146
```



```
LIHE EFHCIHI
10 IW=4: FEM FRINTEF: IEWICE F|MEEF
20 US=25: FEM IISFLF'T'SIZE
30 UL=WS-2: FEM USAELE IISFLH'T LEFHGTH
40 vL|=40: FEM DISFLF'T WIDTH
```



```
G0 HIC=LEHCTE宣)
70 IL=IHT(UW,
```



```
B2 FOF C=1 TDE
84 FEHD EL
86 [L&=CL车+CHP$cLL\
88 NENT E
30 DFTH 144,5,28,159,156,30,31,158
```

Line 9 sets the line－spacing codes used for the Commodore MPS－801 printer．If you have a different printer，see＂Using the Program＂at the end of this chapter．Line 10 sets the printer device number．If your printer has a different device number，change line 10 accordingly．Line 20 sets the display size to 25 ，indicating the display holds 24 lines．Line 40 sets the display width to 40 ．

Line 50 stores in TB $\$$ all the characters that may be used to make up the loom design．You may change the characters；simply include your
selections inside the quotes．It＇s a good idea to have a space as one of the characters；using the blank space，you＇ll be able to erase parts of the design．Include as many characters as you wish inside the quotes；how－ ever， 15 characters is probably the most you would need．Line 70 calcu－ lates the number of 8 －character fields that will fit on each display line．

Lines 80－90 store the eight color codes in CL\＄．

## Inputting the Design Grid Size

The next block of lines prints a title and prompts you to specify the size of the design grid：


```
102 TL年="THE ELEETFOHIC LDOM"
104 FOF T=1 TO LEHCTL宣:
```



```
19E ED{=MID&(CL事,IHT(F+HI(1)*7)+2.1)
107 FRIHT EOL;L象;
10E FENT I
109 FRIHT TME;
110 FFIHT
120 IHFUT "HOW FAHHT FOWS% ";FX
125 IF FK<1 THEH 12G
130 IHFIT "HOW WIDE IS EFIEH FOWN ":W%
135 IF AX, THEH 130
140 IF W&ल्VM-2 THEH 170
```



```
100 KOTD 130
170 DIM D&GF%)
```



```
190 G108UE 570
```

Given a display width of VW，the maximum design width is VW－3． There is no logical limit to the number of rows because the program breaks the design into pages．However，if you specify too many rows， your computer will run out of memory when it tries to create the pat－ tern array $\mathrm{D} \$($ ）in line 170 ．Each element of $\mathrm{D} \$($ ）corresponds to one row of the design．

Line 180 sets the initial grid－fill character to a white＂X＂，and the subroutine called in line 190 fills $\mathrm{D} \$()$ with the character in $\mathrm{C} \$$ ．

## Displaying the Menu

The next lines print the main menu：

[^2]```
22G FFIHT "1-YIEW"
230 FRIHT "2-FFIHT"
Z4G FFIHT "S-CHFH|GE H FOL|"
250 FRINT "4-CHANGE A EDLINH+|"
2E0 FRIHT "S-EDF't H FOUW"
27G FRINT "E-COP'r A CDLINMN"
26E FPINT "7-COP't A ELDIKK"
290 FRIHT "S-FILL"
3010 FFIHT "G-EFHI"
310 0=0
312 IFPIJT Q
35 IF DO1 OR OG THEN 2GE
320 [H, OT051JB 630,1230,790,1000,1290,1340,
    1450, 340,380
330 [0TO 200
```

The nine options are treated as subroutines. Line 320 selects the appropriate subroutine depending on your selection of Q .

On completion of the subroutine you select, line 330 causes the program to jump back to the start of the main menu.

## Filling the Grid

The next lines handle option 8 (fill the grid):

```
340 FFIHT "SELEET THE FILL EHFFHLTEF"
350 GOSUE 390
360 LOGUE 570
370 FETIFWH
380 ENI
```

The subroutine called in line 350 prints the list of available design characters and gets your selection. The subroutine called in line 360 fills $\mathrm{D} \$()$ with the character you select. Line 370 returns to the main program. Line 380 ends the program (option 9 ).

## Choosing a Design Character

Here's the subroutine that prints the design characters and accepts your selection. It is used during completion of several menu options:

```
3 9 0 ~ F O F ~ T = 1 ~ T O ~ N E :
```



```
400 FFIHT FNC未
```



```
410 IF I-IHT(ITM;NL=O THEN 425
415 FEIHT SPCC4%:
```

```
\(420100 T 0435\)
425 FRINT
430 FREINT
435 HERT J
449 FRINTT
```



```
450 INFIJT J
455 IF JC1 OF JNC THEN 390
```



```
465 FDF \(J=1\) TO 8
```



```
475 PRINT NCE
```



```
485 IF J-INT(J/IL)*IL=G THEN 5 G9
490 FRINT SPC(4);
495 10TO 519
50 FR FINT
50.5 PRINT
510 HENT J
515 FRINT
520 IMPIJT "SELEDT A COLDE: (EHTER 1-B) "; J
525 IF JK1 DR J) THEN 396
```



```
560 RETUFR
```

Line 390 counts from 1 to NC（the number of design characters available）．For each character，lines 395 and 400 print the character number，and line 405 prints the corresponding character．Line 410 causes the program to skip to a new line after IL characters have been displayed on a single line．

After all NC characters have been displayed，lines 440－455 get your selection．Lines 460－530 get your color selection in a similar fashion．C $\$$ contains a color code and the character followed by the text color code． Line 560 returns with your selection stored in $\mathrm{C} \$$ ．

The following lines fill the entire design with $\mathrm{C} \$$ ：

```
570 FOF J=1 TO R%
580 I|*(J)=F||⿰㇒⿻土一⿱幺小
59@ FOR K=1 TO W%
```



```
61G NENT K,J
62G RETIJPN
```

Line 580 sets $\mathrm{D} \$(\mathrm{~J})$ equal to an empty string，and line 600 repeatedly adds $\mathrm{C} \$$ to $\mathrm{D} \$(\mathrm{~J})$ until K characters have been added．This process is done for every row $\mathrm{D} \$(\mathrm{~J})$ of the design．

## Viewing the Design

The next block of lines handles option 1 （view the design）：

```
630 FRINT CS车;
E40 [jDSlJB 16EO
65D FOF J=1 TD R%
660 FRIHT F゙唛;
E80 FPIHT FIGHT悉S1事+STF*(J),2%;
699 FRIHT HF**;
70日 FRIINT I&GJ)
```



```
720 IFFIIT "FFESS CRETIJRH'% FOR MORE "; Q毒
739 FRIHT CS主:
740 [JOSUE 1680
750 NENT J
76G IHFIJT "PRESS CFETINFH% TD COHTIHUE ";O悉
7PG FRIMTCS悉;
7BD FETIJFH
```

The subroutine called in line 640 prints a line of column headings to help you reference specific areas of the design．The loop from 650 to 750 is repeated once for each row of the design．

Line 700 prints the row．Line 710 checks if the current display page is full；if it is，line 720 prompts you to press RETURN for the next page of the design．

## Changing a Row

Here＇s the logic for option 3 （change a row）：

```
790 IHFITT "SFECIF'T THE ROW TO MOUIF'' ";R
800 IF RC1 OR R ORX THEN 790
810 [0GIJE 1680
g20 FRIINT FU泘;
830 FRINT RIGHT悉S1利STRE(R),2);
840 PRINT HRE未;
850 PRINT DE(R)
86G IHPIJT "EHTER FIFST COLINHAN TO EE CHFHGED ";C1
87g IHPIJT "ENTEF: LAST COLIMMH TO EE CHFHNGED ";LC
880 IF C1<1 OR C1>C2 OR C2)W% THEN 850
890 [10:1JE 390
```



```
91G FOR T=1 TO C2-G1+1
920 F韦FF+C=
930 HERT J
940 2F%=Dも(R)
```

```
950 2E变=F专
960 2P=(C1-1)束3+1
970 GOSUE 1810
980 [1* (F)=2F*
990 RETINFH
```

After you specify the row to be modified，the program prints its cur－ rent contents along with a column heading and row label．

The subroutine lets you insert a single character into one or more contiguous columns on the selected row．Lines 860 and 870 prompt you to specify the starting and ending columns，and the subroutine called in line 890 gets your character selection．

Lines $900-930$ build $\mathrm{F} \$$ ，a string of character $\mathrm{C} \$$ that fills the column range specified．Lines $940-980$ plug $\mathrm{F} \$$ into the row starting at column C1．Refer to line 960 ．Since each character occupies three columns（two color codes plus one character code），the actual starting location of the character is $(\mathrm{C} 1-1) \times 3+1$ ．The subroutine called in line 970 performs the actual modification of the row contents．

## Changing a Column

The following lines handle option 4 （change a column）：


```
1010 IF CC1 OF G.N& THEH 1000
102G FOR J=1 TG F%
1030 FRINT RU毒;
1040 FRIHT FIGHT悉S1$+STFw(J),2%;
1050 FFIIHT HFE*:
1060 PRIHT MID*(It@J), (-1)$3+1, 3)
```



```
1080 INFUT "FFESS GETUFH, FOF HOFE "; D*
1090 FRINT LS年:
110日 FENT J
1 1 1 0 ~ I N F I J T ~ " E N T E F ~ T H E ~ F I F S T ~ F O O W ~ T D ~ E E ~ C H F H N E D ~ " ; ~ F 1
112G IHFUIT "EHTEF THE SECDHD FOW TO EE EHFHGED ":FE
1130 IF F1C1 DF F1)F2 DF F2%FX THEH 1110
1140 [05JJ 350
1150 FOF J=F1 TO F2
1160 2A&=D$(J)
1170 2E手=[系
1180 2F=(C-1)*3+1
1190 GOSUE 1E10
1209 D* (J)=2Fま
1210 RENT J
1220 RETIFH
```

The logic to modify a column is similar to that for modifying a row except that the program cannot address a column quite so simply. For each row $R, D \$(R)$ represents the row. In contrast, for each column $C$, the program must look at the Cth element of every row in the range specified.

Line 1000 gets the column number and lines 1110 and 1120 get the range of rows to be modified in that column. Lines $1150-1210$ plug character $\mathrm{C} \$$ into the appropriate location of every row in the range specified. Again the apparent column number $C$ must be adjusted to give the real column number: $(\mathrm{C} 1-1) \times 3+1$. See line 1180 .

## Printing the Design

The following lines handle option 2 (print the design):

```
1230 OFEH 1, DM: FEM OFEH FFINTEF: DHFH|HEL
1249 FOR J=1 TO R*
1250 PRIHT#1,SE&;Dt(J)SES
1260 HERT J
127G PRINT#1,SEt: FEM EESTORE WORMFL SFFCING
1275 CLOSE 1
1260 RETINRH
```

Line 1230 activates the printer. Line 1250 prints the contents of row J ; the line is repeated once for each row in the design. $\mathrm{S} 9 \$$ causes the listing to be printed at nine lines per inch.

## Copying a Row and Columns

The logic to copy one row (option 5) is quite straightforward:

```
1290 IHFUT "SPECIF'' THE SOUFIGE-FOW ":F1
1300 IHFUJT "SFECIF' THE DESTIHATIOH-FOW ";FE
1310 IF F1C1 DF F1%F% OF FQC1 OF FZ)F% THEN 129E
1320 D生(F2)=D*(E1)
1330 RETIJRN
```

After you specify the source row (the row to use as the original copy) and destination row (the row to be changed into a copy of the original), line 1320 makes the change.

The subroutine to copy a column (option 6) is a little more complex because of the difficulty of addressing a column:

```
1340 INFIUT "SPECIF' THE SDINEE-EOLITNA ";E1
1350 INPUJT "SPECIF'' THE IESTINATIOH-CDLUMM ";LE
```



```
13TG FDF J=1 TO F%
1380 2F事=[手(J)
```



```
1400 2F=(C2-1)*S+1
1410 GOGUE 1E10
1420 [生开)=2Hक
1430 HEST J
1440 RETIJFH
```

The loop from line 1370 to line 1430 copies the Jth character of the source column into the Jth position of the destination column．The sub－ routine called in line 1410 performs the actual character replacement．

## Copying a Block

Here＇s the logic for option 7 （copy a block）：

| 1455 | FRINT＂SDUFIE ELDCK：＂ |
| :---: | :---: |
| 1460 | PRIHT＂EHTEF FOW \＆EOL HOS DF THE． |
| 1470 | INPUT＂IPFER LEFT COFHEF（F1，区1）＂；E1，E1 |
| 1480 | IHFIJT＂LOWEF FIGHT LDFYEE（RQ， |
| 1490 |  OR FERF：THEN 1450 |
| 1509 | PREIFIT |
| 1519 | PFEIHT＂IESTIHATIDH ELDCE：${ }^{\text {P }}$ |
| 1520 |  |
| 1539 | IHPUT＂UPFER LEFT COPHEF（F3，¢S）＂，FS， |
| 1540 | $F \mathrm{~L}=\mathrm{F} 2-\mathrm{E} 1$ |
| 1559 | F W C |
| 1560 |  |
| 1570 | IF FS＋FLCF\％HYII CS＋FWC＝W：THEH 1600 |
| 1580 | FFIHT＂COF＇r WOULI E\％CEEI LDOM EDUMIARARIES＂ |
| 1595 | COTO 1450 |
| 1600 | FOR J＝G TG FL |
| 1615 |  |
| 1620 |  |
| 16.0 | $2 \mathrm{~F}=\mathrm{C} 3-1) 3$（ 3 |
| 1640 | TOGUE 1910 |
| 1650 | $\mathrm{D}=\mathrm{FO}+\mathrm{J})=$ 2A ${ }^{\text {a }}$ |
| 1560 | HEKT J |
| 1670 | FETIFH． |

Lines 1460－1530 prompt you to specify the details of the block－copy information．First you define the source block by locating the upper－left corner and lower－right corner（lines 1470－1490）．Then you define the upper－right corner of the destination block；the program assumes that the destination block is the same size as the source block．

Lines 1540－1590 ensure that the source and destination blocks are within the boundaries of the loom．The loop from 1600 to 1660 copies the specified block，one row at a time．

## Auxiliary Subroutines

Here＇s the subroutine to print column numbers over the grid：

```
1ESO FPIHT FU',
1690 FPINT SFCO2);
170日 FOR C=1 TO W%
1710 EC=C-INTCC,10)*10
1720 IF CC=5 OR CC=0 THEH 1760
1730 FRINT ".":
1740 GOTO 1770
1760 FRINT RI[jHT&(STFま(CL),1):
17PG NEKT [
179G FPINTTNR系
1800 FETTURN
```

The heading consists of a dot for every column except for column numbers ending in 5 or 0 ．In these cases，the program puts in a 5 or 0 ． Line 1710 calculates CC，the column number modulo 10 （the remainder after integer division of the column number by 10 ）．When $\mathrm{CC}=5$ or $\mathrm{CC}=0$ ，the program prints a 5 or a 0 ．

The final subroutine replaces a portion of a string with the contents of another：


```
182g IF ZP=1 THEN 1849
1839 ZC(=LEFT$(ZF$,ZF-1)
1840 2C$=2C$+2B年
```




```
1870 2A寺=2C5
1880 RETURN
```

On entry to the subroutine，ZP is the position for the replacement， $\mathrm{ZA} \$$ is the string to be changed，and $\mathrm{ZB} \$$ is the string to be plugged into $\mathrm{ZA} \$$ ．On return from the subroutine， $\mathrm{ZA} \$$ contains $\mathrm{ZB} \$$ starting at position ZP．

## －Using the Program

Figure $15-2$ shows a few steps in a sample use of the program．The figure illustrates several tricks in using the program that might not be

HOW MAMY ROHE? ELECTRONTC LOOH HOW WIGE IS EACH KOU? ? 35

TYPE IN TME Munaze of youn cmoice


Figure 15-2. Sample use of the Electronic Loom

## TYPE IM THE MUREER of your choice



Figure 15-2. Sample use of the Electronic Loom (continued)

TYPE IM THE MuIDER OF Youe cMoIce 2-UIEM

$5-4$
8-cti
S-E
SPICIEY THE ROM IN mpIEY 21 , 5



sfact ค CoLor (Eitre 1-8) ? 2

## TYPE IM THE Munbe of your choice 

Figure 15-2. Sample use of the Electronic Loom (continued)


Figure 15-2. Sample use of the Electronic Loom (continued)

```
    9-ENO
    SPECIFY THE COLUNH TO MODIFY? 1
    $
    2.
1%
ENIER THE FIPST ROH TO BE CHANGED ? '1 
```



```
SELLCT A COLOR (ENTLR 1-8)? 2 
```

TYPE IM THE minde C The cmice

Figure 15-2. Sample use of the Electronic Loom (continued)

```
TYPE IM THE MUNELE OF YaN CMOICE
y%NE:
```



```
S=ctar com
c=ct1 R &tun
B=%T
```


TYPE IN THE MUNEE OF YOUR CMOICE
z-41돈
$3-5+t+5$ a goutum
COt CO
cirum
ctuck
$x-3!$
$8-2$

Figure 15-2. Sample use of the Electronic Loom (continued)


Figure 15-2. Sample use of the Electronic Loom (continued)
evident from the preceding discussion; it is more concise to simply show the program in use.

Figure 15-3 shows a sample design created with the program. The design was printed using condensed line spacing: instead of the usual 6


Figure 15-3. Design created with the Electronic Loom and printed at 9 lines per inch
lines per inch, the printer line spacing is set to 9 lines per inch, thus producing a denser, more interesting result. If your printer won't respond to the codes $\mathrm{S} 9 \$$ and $\mathrm{S} 6 \$$ set in line 9 , look in your printer owner's manual for control codes to select this feature.

Suppose you find that the code sequence $27,65,6$ selects 12 lines per inch (as does the Epson MX-80 printer). To activate this feature, set $\mathrm{S} 9 \$=\mathrm{CHR} \$(27)+\mathrm{CHR} \$(65)+\mathrm{CHR} \$(6)$ and $\mathrm{S} 6 \$=\mathrm{CHR} \$(27)+\mathrm{CHR} \$(65)+$ CHR $\$(12)$.

[^3]
## Chapter 16

## Designs in a Circle

Remember the Spirograph design toy? It consists of a large fixed circle and a selection of smaller circles, ellipses, and other shapes. The large circle has cogs on its inner surface, and all the smaller shapes have cogs on their outer surfaces.

To draw a design, you select one of the smaller "rotator" shapes and place it inside the larger "fixed" circle. Place them both on a sheet of paper, place a pen into a hole on the rotator, and using the pen as a handle, begin to turn the rotator inside the fixed circle. As it moves, the pen creates a design on the paper. You can get an astounding variety of designs by varying the smaller figure's size and shape.

In this chapter, you turn your C-64 computer into an electronic Spirograph. Unlike the real thing, you'll only work with a single type of rotator - the circle. Even so, you'll find plenty of variety among the possible designs. By modifying some of the formulas, you can depart from the circle-within-a-circle family and venture into some very unusual patterns. The program uses the C-64's high-resolution graphics and lets you print your designs on the Commodore MPS-801 printer. Figures $16-1$ and $16-2$ show sample designs created with this program.

Producing high-resolution graphics on the C-64 requires the memory access operations PEEK (examine a memory location) and POKE (store a value in memory).


Figure 16-1. Sample designs created using the standard circle-within-a-circle formula


Figure 16-1. Sample designs created using the standard circle-within-a-circle formula (continued)


Figure 16-2. Sample designs created using the modified circle-within-a-circle formula


Figure 16-2. Sample designs created using the modified circle-within-a-circle formula (continued)

## -The Program

The designs are drawn on a high-resolution display that is completely separate from the ordinary text display. The first block reserves memory for this high-resolution display and sets up certain program constants:

```
2 50T0 9800
4 FEH DOH+T IELETE LIHE 4
FFOFE EGQG, I: FEN WHITE EOFIEF:
FFOKE SOQB1:1: FEM WHITE SCEEEH
FFFIHT LHE末G1S4;: FEM LIGHT ELUE
E IIN M% %
FFOFE E=0 TO F
10 +4%EOFTO-E)
11 HEST E
12 ST=11.15: FEM HDTUST HORZ,YEFT EDHLE
14 OX=1E0: E'T=100
15 FF=INTGTMEO: EEM WH%IMUN CIFTLE EHTIUS
20 10=24576
21 CV=16394
30 LC=14*1G+1: FEM LT ELIUE DN WHITE
```



```
44 मU生="": FEN NO SFHCES IHEIDE OUITES
56 FI=4*FTHC1)
5 5 ~ F F : = 4 : ~ R E W ~ F R I N T E F ~ J E W I N E ~ H N M E E F :
```

Line 2 jumps to a routine that protects an area that stores graphic images. Line 4 is the point of return from the routine; as the remark says, this line should remain in the program.

The array $\mathrm{M} \%$ ( ) is used to analyze the contents of the graphics memory one bit at a time. The eight elements of M\%() correspond to the place values of the eight bits in a byte, as shown below:

| Bit number: | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
| :--- | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| Place value: | 128 | 64 | 32 | 16 | 8 | 4 | 2 | 1 |

The use of $\mathrm{M} \%(\mathrm{)}$ is explained in more detail later in this program commentary.

SC is a scaling factor that makes circles look like circles rather than ellipses when they are drawn on the screen. Before plotting a point $\mathrm{X}, \mathrm{Y}$, the program multiplies Y by SC.

CC determines the foreground and background color of the graphics screen. To calculate CC, multiply the foreground color code by 16 and add the background color code. For a foreground color of light blue (code 14) and a background color of white (code 1), $\mathrm{CC}=14 \times 16+1=225$.

The point CX,CY is the center of the fixed larger circle in which designs are drawn. GM and CM are the starting locations of highresolution graphics and color memory.
$P R$ is the printer device number. If your printer has a device number other than 4 , change line 55 accordingly.

## Printing the Title

The next block of lines prints a title and sets up the graphics memory color scheme.

```
GG FFIHT ES&
```



```
96 FEM
105 FFIIT
105 FFTHT "EFHEIHG GILOF NEFUFT, WFIT 1E SEEOHDE*"
198 GOSUE 950
```

The subroutine called in line 108 fills graphics memory with the background color specified by line 30 .

## Setting the Circle Parameters

The next program block prompts you to specify the circle sizes and other details that determine the final appearance of the design:

```
110 FRIHT
112 FRIHT "FHIIBS DF FINEI GIFILE G1G-";FE:"""
114 IFFFIT PF
1 1 5 ~ I F ~ F H O 1 E ~ O F ~ F H P F E ~ T H E H ~ 1 1 \% ~
117 FFIHT
120 FFIHT "FGIIUE OF FOTFTIHG GIFGLE GL-";FH:";"
25 IHFUT FE
14G IF FEPFH DF REG1 THEH 11E
145 FFIHT "IISTAHEE OF FEH FFOM GEHTERE &-":FE;","
15G IHFUT IT
155 IF D&1 DF IOEE THEH 145
157 MS=FE
1EG FFIHT "GTEF ETEE 1--":MG;","
1ES IHFIIT EF
1OG IF GFOL OF GFMG THEH 1EO
196 IH=5F,FH
2GG HI=IN
2GG IHFUTT "EFHSE HI-FES NEHOP'r' 'T,H'";'TH|
27E IF r'H情="H" THEH 25G
```



```
OG GOEUE 910: FEH EFHSE
```

```
35G FEIHT "UHILE DFHWIHIS IS IH FFOGFESE.
    PFESG FH+N"
52 FRIHT "KET'TD FETUFH TU MEHN|"
3% FFIHT
54 FFIHT "HOUN FFESE FETINEN TO ETAFT DFFFWIHG."
88G IHFUT &K东
```

Refer to Figure $16-3$ for a pictorial explanation of many of the quantities referred to in this block.

Four key parameters are set during this specification dialogue. RA is the radius of the fixed outer circle. The upper limit for RA is determined by the maximum Y coordinate that will fit on the screen, taking into account the use of the scaling factor SC.

RB is the radius of the rotating inner circle. D is the distance of the pen from the center point of the rotating circle MS is the maximum step size allowed; it is always set equal to the radius of the rotating circle.


Figure 16-3. Parameters that determine the design

Lines $260-290$ gives you an opportunity to erase the high-resolution graphics memory before beginning the drawing. When running the program, you should always select this option for the first drawing. For later drawings, you may decline to erase the graphics screen so that a new drawing can be superimposed upon a previously drawn image.

## Drawing the Design

The next block of lines draws the design:

```
O0 GOEUE 900: FEM SMITEH TO TRAFHIES
450 FG=G: FEH IHITIFL FHWLE
```



```
450 GOGUE ETO: FEM FLOT %,T'
4EO FH=H+FI: FEN HEXT HHGLE
45GET L古
EGE IF S$=FH| THEH A4G
```

These lines comprise a loop (a repeating sequence): a plot a point, rotate the inner circle, and plot another point. The loop continues until a key is pressed.

The subroutine called in line 390 switches from the text display to the graphics display. Line 430 sets the initial angle. The subroutine called in line 440 calculates the correct $X$ and $Y$ coordinates for angle A, and the subroutine called in line 450 plots the point. Line 460 rotates the inner circle by adding an increment to angle A. Before continuing, line 490 checks to see whether a key has been pressed. If none has been pressed, line 500 jumps back to calculate the coordinates of the next point.

## Continuation Menu

If a key has been pressed during the drawing loop, these lines print a continuation menu:

```
G10 GOGUE 1GOG: FEM FESTOFE TE&T DISFLE'T
50G FFIHT SS*
EQ2 FFINT "FINED GIELLE FHTIUS =":FH
GQ FFINT "IHNEF GIFILE FHIING =":FE
G24 FFINT "FEH DISTFHOE &IHNE LIE, %="; IN
SES FFIHT "STEF SIZE =":GF
E% FFTHT
E4G FFIHT "I-COHTINE IFHDING"
E4E FFIHT "2-EHFHE GIFLLE FHFHNETEE"
G44 FFIHT "S-FEIHT DESIGH"
```

```
545 FFINT "4-FFEEZE DFFMIHG"
S4E FFIHT "S-EHII FFOIFHN"
5 5 \mp@code { I H F U T ~ L }
5 5 5 ~ I F ~ I X 1 ~ O F ~ U S ~ T H E H ~ 5 S O ~
50% DH [GTO E10,110.630,570.9910
```

The five continuation options are: 1 - CONTINUE DRAWING, 2 - CHANGE CIRCLE PARAMETERS, 3 - PRINT THE DESIGN, 4 - FREEZE DRAWING (view the design without changing or adding points to it), and 5 - END.

If you select option 2 , change circle parameters, the program simply jumps back to the specification dialogue.

## Continuing and Freezing the Design

The next block handles options 1 and 4 (continue the drawing and freeze the drawing):

```
GRGI=O: REM HHGLE IHNFEHENT IS G
500 GOTO 612
E10 FI=IH: FEM SET HOH-ZEFO FHGLE IHUPEMEHT
G12 GOGUE 990
G15 FRIHTLSE
E20 GTOTG 440
```

For the freeze option, lines 570 and 580 set the angle increment to 0 before reentering the drawing routine. For the continuation option, line 610 sets the angle increment to a nonzero value and line 612 jumps back into the drawing loop.

## Printing the Design

Because of variations in the way printers handle high-resolution graphics, the following block of lines works only with the Commodore MPS-801 printer or other compatible graphics printers:

```
80 DFEH 1.PF
E4E FDE 'T'=E TD 2S: FEM 29 %-TMT FOMS
ESO FEIHT#1,EHFEGO, FEEM GRGFHISG HODE
660 FOF F%=6 TO 319
GQ GI=12G: FEN GFHFHTOG EHAFHTEE GNIE
E80 FOF 'T'2=0 TOE
```



```
700 IF F'r`199 THEN T'=E: GOTG ?40
```





```
740 HENT 'T'S
TSG FFIHT#1, IHFEGOUO:
7EW HENT F%
7TV FRIHT#1:
7B0 HEMT 'T'1
7OELDEE 1
E00 GTTG 5e0
```

The MPS-801 prints graphic data in columns that are seven dots long, as shown in Figure 16-4. The program must do quite a few computations to translate a screen of video dots into a page of printed dots.

Line 630 sets up the printer as output device number PR (PR must be correctly set in line 55).

The graphics screen consists of 320 columns numbered 0-319 and 200 rows numbered $0-199$. Copying a screen to the printer involves printing 29 rows in which each row contains 3207 -dot columns.


Figure 16-4. Printing graphics units on the Commodore MPS-801

Twenty-nine rows of seven dots gives 203 dots in the vertical dimension three more than the graphics screen actually contains. Accordingly, the last three dots of the 29th row are always printed as blanks.

Variable Y1 in line 640 counts through all 29 rows. Variable PX in line 660 counts through all 320 columns. Variable Y2 in line 680 counts through the 7 -dot columns that make up a graphics character on the MPS-801 printer. Line 650 sets the MPS-801 printer in the dot graphics mode, and line 670 initializes OC (the output character) to a graphics value (graphics characters are greater than or equal to 128).

Y1 and Y2 together produce PY, the vertical axis coordinate of the point being printed, according to this formula:

$$
\mathrm{PY}=\mathrm{Y} 1 \times 7+\mathrm{Y} 2
$$

Line 700 checks whether PY is one of the three nonexistent graphics rows mentioned previously. If it is, the program advances to the next coordinate. Otherwise, the program examines the on/off status of point PX,PY. Line 710 finds the memory location MA that contains the desired point. Line 720 uses the array $\mathrm{M} \%$ ( ) to determine whether the point is on or off. The expression PX AND 7 makes all but the three least significant bits of PX zero, producing a value from 0 to 6 . The expression PEEK(MA) and $\mathrm{M} \%(\mathrm{PX}$ AND 7) returns a 0 if the indicated point is off and the place value of the point if it is on.

Line 730 incorporates the current point status into the output character code OC. After all seven dots of the graphics until have been accounted for, line 750 prints the graphics character OC. After a full 320 graphics units have been printed, comprising one output row, line 770 prints a carriage return to start a new line.

After all 28 graphics rows have been printed, line 790 closes the printer device and line 800 jumps back to the continuation menu.

## Subroutines and Auxiliary Routines

Some of the program logic is put into subroutine form to facilitate program debugging and to make the main program logic easier to follow.

Calculating a Point on the Design These lines calculate the coordinate of a point on the design, based on the current parameter setting:

```
ECQ %=FH-FEODOEGO+DWCOGFH-FEO蚆FE
```



```
84 F%=IHTGEEG%+,GOWGHOD+W%
```



```
SEQ FETIFEN
```

Lines 820 and 830 are based on standard math formulas for "circles within circles," or epicycloids. Both X and Y are computed as functions of the angle A, which is measured in radians rather than degrees (1 radian $=180 / \mathrm{PI}$ ).

Initially X and Y are calculated with respect to the origin 0,0 . Line 855 adjusts X and Y since the center point of the design is actually at CX,CY. Note the use of the scaling factor SC in line 850 to compensate for a vertical bias present in most television images.

Plotting a Point Given a coordinate pair PX,PY, the following subroutine plots the corresponding point in graphics memory:




```
GG FETUFH
```

MA is the memory address that contains the point. However, MA contains seven other points as well (one for each of the eight bits in a byte). The expression M\%(PX AND 7) in line 890 indicates which bit is referenced by PX,PY. Refer to Your Commodore 64 for a full explanation of graphics-plotting techniques.

Initializing Graphics and Color Memory Before doing any graphics, the program must load a uniform background and foreground color scheme into color memory. The following subroutine does this:

```
G10 FOR J=GN TG GM+Ggg: FEM FILL GEAFHICS MEMOF't
920 POKE J,G
95 HERT I
34日 FETIIFH
```

Before the first design is drawn, the high-resolution graphics memory must be erased (otherwise, it will contain an undesirable dot pattern). When changing design parameters, you may also want to erase the graphics area before drawing the new design. These lines do the erasing:

```
904 FOF J=CNTG O+NG9
GEG FOHE I,ET FEM GL = FD*IE+EFG
```

97ロ HE：T I
SSU FETIJFH
Switching Between Text and Graphics The program uses two separate memory areas to store text（such as the menus）and graphics． The next block of lines switches from text to graphics：

```
990 FOKE 56576.FEEK(5656) FHII 25,) OR 2
1001] FOKE 55272,8
1916 FOKE 53265,FEEK53265% OR 32
1GこG FETUFH
```

The next block switches back to text from graphics：

```
10%G FOKE SG5%EPEEFS55TG% HHN 252% DF 3
104日 FOKE EG%, %1
10SG FOE 5GQESPEECSQEO HT 2Q%
1WEG FETUFH
```

Allocating Memory for Graphics The final two routines pro－ tect memory for the high－resolution graphics screen and release the memory at the end of the program．

```
9000 FOKE 52,64
9810 FOKE 56,64
9820 LLF
9830100T0 4
9910 FOKE 52,128
9920 POKE 56,128
9930 LLE
9940 END
```


## －Using the Program

You should be able to duplicate the designs shown in Figure 16－1． Experiment with different values for the larger circle，smaller circle， pen location，and step size．

One thing you＇ll notice is that the program draws designs very slowly．This is because of the large number of calculations that must be made before each point is plotted．

To reduce your waiting time，select a larger step size．This will cause the design to be drawn in dotted lines；however，you will quickly see the general outline of the design．If you like the design，you can go back to the continuation menu，select the change circle parameters option，and change only the step size（leave all other parameters unchanged）．

For solid line designs，select a step size of 1 ．Designs using this step


Figure 16-5. Sample printout of overlaid designs
size may take as long as 30 minutes to complete - so be sure you have previewed the design using a larger step size.

You'll notice that the program keeps drawing the design, even after it begins retracing lines it has already drawn. At this point, stop the drawing by pressing any key and you will see the continuation menu.

To superimpose one design upon another, select the change circle parameters options, enter new values, but do not erase the graphics area when the program gives you that as an option. Your previous drawing will remain on the screen while the new one is drawn.

Figure 16-5 shows a sample printout. If you plan to make such printouts, set $\mathrm{SC}=1$ in line 12 before running the program.

Variations You can select another family of designs by changing the formulas. However, you must take care in making such changes or the design will exceed the limits of the C-64 graphics window.

The following changes produced the pictures shown in Figure 16-2:



## Chapter 17

## Secret Messages

Cryptography, or secret writing, has been in use for almost 4000 years. Diplomats, military personnel, religious figures, and furtive lovers have all used it to send private messages through public channels. And a lot of people practice it just for fun.

The Secret Message Processor (SMP) program presented in this chapter turns your C-64 into a full-function code machine. The program converts English or any other language (plaintext) into apparent gibberish (ciphertext) and vice versa. The text is entered from the keyboard or read from a disk file, and the result is displayed on the monitor, output to a printer, or saved in a disk file.

In a typical use of the SMP, you and a friend both have access to a C-64 computer. The two of you agree on a key value prior to sending the secret message. You run the SMP, input the key value, and type in the plaintext. The program outputs ciphertext to a printer or disk file. You send your friend the printout or disk.

When your friend receives the ciphertext, the process is repeated: running the SMP, entering the key value, and typing in the ciphertext or loading it from disk. Presto! The program restores the original message.

Well, not quite presto: the program processes sample text at the rate of 3.478 characters per second, or 0.2875 seconds per character. At this rate, it takes 11.5 seconds to process (encipher or decipher) a line of 40 characters and over 21 minutes to process a 1000 -word document.

The processing delay is acceptable for short messages, but is too slow for longer documents. Fortunately, the program offers a disk-to-disk option that allows you to ignore the program while it processes a long prepared document. You can read the processed text later without any delay for processing. This procedure is explained later.

## -Secrets of the SMP

We'll start with a few definitions.
A cipher is a process that converts plaintext into ciphertext or vice versa. The two general categories of ciphers are transposition and substitution.

Transposition ciphers rearrange the letters of the plaintext according to a definite set of rules. The resultant letter-frequency distribution (the number of A's, B's, C's, and so forth) remains the same, but the sequence is changed.

Substitution ciphers replace each letter of the plaintext with another letter by using a replacement table. The letter-frequency distribution is different in the plaintext and ciphertext, but the sequence of letters is the same - that is, the nth letter in the plaintext produces or corresponds to the nth letter in the ciphertext.

Figure $17-1$ shows examples of each type of cipher.
The cryptographic method employed by the SMP is a form of substitution cipher.

The program has a list of 64 characters (the cipher list) that can be processed. Any characters that aren't in the list are left as is (not processed). Cipherable characters are the apostrophe, the hyphen, the digits 0 through 9 , and all uppercase and lowercase letters.

The SMP also has a list of numbers known as a "key stream." Each cipherable character of the plaintext is paired with a number taken from the key stream, as shown in the following example:

| Message: | m | e | e | t | m | e | a | t | 7 | p | m |  |
| ---: | :--- | :--- | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| Key stream: | 47 | 17 | 19 | 34 | 56 | 3 |  | 4 | 57 | 58 | 34 | 36 |

Given a character-number pair, the program derives the ciphertext character.

The SMP can generate a very large number of different key streams; to decipher a message, you use the same key stream that was used to encipher it. The "key value" determines which key stream is used.

TRANSPOSITION: Write down the message one line at a time. five columns to a line. Read off the ciphertext one column at a time.

T H E N
E W P A
S S W O R
D I S
C $\quad \mathrm{R} \quad \mathrm{A} A \quad \mathrm{~B}$
R E E

Plaintext: THE NEW PASSWORI IS CRABTREE.
Ciphertext: TESDCRHWS REE WIAE POSB.NAR T.

SUBSTITUTION: Replace each letter with its third successor in the alphabet:
 D E F ( C H I J K L M N () P Q R S T U V W X Y Z A B ('

Plaintext: THE NEW PASSWORD IS CRABTREE.
Ciphertext: WKH QHZ SDVVZRUG LV FUDEWUHH.

Figure 17-1. Examples of simple transposition and substitution ciphers

After pairing the plaintext characters with numbers from the key stream, the program follows these steps:

1. Find the location of character $c$ within the 64 -character cipher list. By convention, the first position in the list is position 0 , and the last is 63 . Therefore, the position of character $c$ is a number from 0 to 63 . Refer to this number as $p(c)$, short for position of $c$.
2. Take the number $n$ that is paired with character $c$, and calculate $n$ XOR $p(c)$. (The XOR operator is explained next.) The result of this calculation is a number ranging from 0 to 63 . Call it $p(d)$.
3. Locate the character within the cipher list at position $p(d)$. Call
that character $d$. It is the ciphertext character corresponding to plaintext character $c$.

## -The XOR Operator

The XOR is a binary logical operator. Given two numbers A and B, XOR compares their binary representations one bit at a time to produce a result $C$. The outcome of each bit-to-bit comparison determines the on/off status of the corresponding bit in the result $C$.

The following table summarizes the rules for comparing bits from A and $B$.

| A | XOR | $\mathbf{B}$ | $=$ |
| :---: | :---: | :---: | :---: |
| 0 | 0 |  | 0 |
| 0 |  | 1 |  |
| 1 | 0 |  | 1 |
| 1 | 1 |  | 1 |

For example:

|  | Binary | Decimal |
| ---: | :---: | :---: |
| (1) A | 10101110 | 174 |
| B | 01110111 | 119 |
| C | 11011001 | 217 |
| (2) A | 11011001 | 217 |
| B | 01110111 | 119 |
| C | 10101110 | 174 |
| (3) A | 11011001 | 217 |
| B | 10101110 | 174 |
| C | 01110111 | 119 |

As illustrated in these examples, XOR has a special property: if $\mathrm{C}=\mathrm{A}$ XOR B, then $A=C$ XOR B and $B=C$ XOR A. In other words, the same
function that generates C can be used to regenerate either of the original operands when the other operand is known. That's why the SMP is able to encipher or decipher a message using the same program logic.

For a specific example refer to the message shown in Table 17-1. The position of M , the first letter of the message, in the cipher list is 24 ; in short, $p(" M ")=24$. The key stream number assigned to $M$ is 47 . Calculating 24 XOR 47 produces the number 55 . The character in the cipher list at position 55 is "r." By doing the same for each letter and number, you encode the entire message.

The deciphering process is exactly the same. The ciphertext characters are paired with numbers from the original key stream, and the preceding steps 1 through 3 are repeated.

Table 17-2 illustrates the calculations for deciphering the sample message. Note that it is identical to Table 17-1, except that the data from columns 1 and 2 are exchanged with the data from columns 4 and 5.

You can sum up the enciphering/deciphering process with two equations. Remember that $p$ (character) refers to the position of character

Table 17-1. Steps for Enciphering the Message meet me at 7 pm

| Input <br> Character c | Cipher-list* <br> Position <br> $\mathbf{p ( c )}$ | Key Stream <br> Value $\mathbf{n}$ | Cipher-list <br> Position p(d) <br> p(c) XOR $\mathbf{n}$ | Output <br> Character d |
| :---: | :---: | :---: | :---: | :---: |
| m | 24 | 47 | 55 | R |
| e | 16 | 17 | 1 | - |
| e | 16 | 19 | 3 | L |
| t | 31 | 34 | 61 | X |
| m | 24 | 56 | 32 | u |
| e | 16 | 3 | 19 | h |
| a | 12 | 4 | 8 | 6 |
| t | 31 | 57 | 38 | A |
| 7 | 9 | 58 | 51 | N |
| p | 27 | 34 | 57 | T |
| m | 24 | 36 | 60 | W |
| *Cipher list: ${ }^{\text {'-0123456789abcdefghijklmnopqrstuvwxyz }}$ |  |  |  |  |
| ABCDEFGHIJKLMNOPQRSTUVWXYZ |  |  |  |  |

Table 17-2. Steps for Deciphering the Message R-LX uh 6A NTW

| Input <br> Character c | $\begin{aligned} & \text { Cipher-list* } \\ & \text { Position } \\ & \text { p(c) } \end{aligned}$ | Key Stream Value n | Cipher-list Position p(d) $=p(c) \mathrm{XOR} n$ | Output Character d |
| :---: | :---: | :---: | :---: | :---: |
| R | 55 | 47 | 24 | m |
| - | 1 | 17 | 16 | e |
| L | 3 | 19 | 16 | e |
| X | 61 | 34 | 31 | t |
| u | 32 | 56 | 24 | m |
| h | 19 | 3 | 16 | e |
| 6 | 8 | 4 | 12 | a |
| A | 38 | 57 | 31 | t |
| N | 51 | 58 | 9 | 7 |
| T | 57 | 34 | 27 | p |
| W | 60 | 36 | 24 | m |
| *Cipher list: '-0123456789abcdefghijklmnopqrstuvwxyz ABCDEFGHIJKLMNOPQRSTUVWXYZ |  |  |  |  |

within the cipher list. Knowing $p$ (character), you can find character, and knowing character, you can find $p$ (character).

To encipher $c$ :

$$
p(d)=p(c) X O R n
$$

To decipher $d$ :

$$
\mathrm{p}(\mathrm{c})=\mathrm{p}(\mathrm{~d}) \text { XOR } \mathrm{n}
$$

## -Source of the Key Stream

The sequence of numbers that comprises the key stream is the key to enciphering or deciphering a message. Once a message has been enciphered, only the identical keystream can restore it to plaintext.

When this cryptographic method is used manually, both parties (sender and receiver) keep a printed copy of the key stream. They may even have a book of different key streams and a prior agreement about which key stream to use on each given day.

The key stream we'll use is built right into the C-64. It's more commonly known as the random number generator, or RND in BASIC.

The RND function returns an apparently random value greater than or equal to 0 and less than 1 . The value is not really random; it is determined by a "seed value" hidden in the C-64's memory. Each time the C-64 executes the RND function, the seed value changes, so that the next time $\mathrm{RND}(1)$ is used, it generates a different value. After a very large number of uses, RND(1) completes its sequence and starts over.

Our key stream must consist of numbers between 0 and 63 . To scale the result of $\mathrm{RND}(1)$ into the range $0-63$, we multiply by 64 and take the integer portion of the result.

We must also be able to generate a repeatable sequence of numbers. To do this, we use the RND function with a negative argument greater than -32768 and less than 0 . This "primes" the RND function with a particular seed value. For instance, using $\operatorname{RND}(-1)$ establishes 1 as the seed. Subsequent uses of $\mathrm{RND}(1)$ will return the sequence 0.328780872 , $0.978964086,0.895758909,0.161031701, . .$. Scaling to the present range produces $21,62,57,10, \ldots$

In summary, the C-64 has a built-in "book" of key streams. To select a given key stream for enciphering, specify a negative number from -32767 to 0 . The same number must be used as the key to decipher a given message.

## -The Program

The program is presented in logical blocks. Type them in as you read along. Before you begin typing, put your C-64 into lowercase mode by pressing the SHIFT and COMMODORE keys together. This will allow you to type in certain string constants correctly.

The first block sets up certain useful display and string constants.

```
1 Foke 65,.12G: rem disable ur,le switeh
2 Frimt grro(14):: rem lomermase displa!g
10 E1东=" ": rem 1 EFace inside quotes
20 rus="": rem no spames inside quotes
```



```
40 Et, =&hr生(26): rem end of text Eigmal
```



```
GG Fr=4: rem Printer devime number.
E tu=3: rem tw device number.
66 di=2: rem data infut ehammel no.
GB do=3: rem dsts. output Ehammel no.
```

Lines 1 and 2 lock the C-64 into lowercase mode.
ET\$ is the end-of-text character that $m$ zy be used to terminate keyboard or disk entries. It corresponds to t e keyboard character CONTROL Z. If your printer has a device num r different than 4, change line 60 accordingly.

## Storing the Cipher List

The next lines set up the cipher list:




```
100tl=lencttw`
110 if tl=E4 thmen 150
120 print "eraracter table does not Eontain"
13G Print "G4 charmaters. Ean"t Eontinue."
140 =tor
150 forr t=1 to tl-1
```



```
170 print "inwalid Eiphmr list -- "hemk 三stusnce."
180 stop
185 next t
```

TB\$ contains the cipher list (the list of cipherable characters). It is very important to type the table exactly as shown: 64 characters listed in ascending order according to their C-64 keyboard codes. To type in lines $70-70$ correctly, you must have your computer in lowercase mode (press ti.e SHIFT and COMMODORE keys together until your display shows lowercase letters).

Lines 110-130 ensure that the list does contain 64 characters; however, it is up to you to ensure that the correct characters are used and that the sequence is correct.

Lines 110-185 check the cipher list for valid length and sequence.

## Displaying the Menu

The next block prints a menu:

```
190 Frint Est
200 print "EEGrEt message promessor""
210 Frint
220 input "read text from: 1-keybmar" 2-disk "; 
230 if 301 anal s人2 then 2e0
```



```
236 uctanut: rem deactivate uppercase option
240 infut "output to: 1-tw z-disk z-printer ";
250 if 401 and doe and des then 240
```

The variable $S$ indicates the input device（ $1=$ keyboard， $2=$ disk file）； D indicates the output device（ $1=$ CRT， $2=$ disk file， $3=$ printer）．

Based on your specifications for $S$ and $D$ ，the following block sets up the necessary input／output channels：

```
260 if s=1 then 290
```



```
272 if yn央%"y" then 2g0
274 50sut 2900
289 fi专=пu.方
Z82 infut "name the infut file: ";fi车
284 if fi车=rus东 then 190
285 ofen di, B,2,fit+",EEq,r"##"
290 Gr a goto 400,310.300
```



```
312 if ynoc<"!" ther S20
314 G0sub 2900
329 f0変=兄生
32 input "name the outfut file: ";fob
324 if fos=nus then 190
```



```
360 Goto 410
380 ofen do,pr: rem ofen Printerr chammel
```




```
390 goto 410
400 ofen do,tw: rem open tw chammel
```

The variables LC $\$$ and UC $\$$ are used to force the printer into lower－ case mode．

## Inputting the Key Stream

The following block asks you to input the key and then selects the cor－ responding key stream：

```
\(419 \mathrm{k}:=0\)
412 infut "Enter the ke's 《g=mo procesing): "jks
415 print "serret message processor at work. wait"
\(420 r=r n d(-2 b \Xi(k: y))\)
```

Line 412 prompts you to enter the key．When using the program， enter any whole number or fraction from 0 to 32767 ．The program con－
verts your entry into a negative value that can be used to reset the ran－ dom number seed．

To turn off the code processor，enter 0 as the key；the input text will be output to the specified device（CRT，disk file，or printer）without any changes．The no－processing option comes in handy when entering a lengthy text，as explained at the end of this chapter．

Line 420 sets the random number seed according to your specification．

## Initializing Counters and Buffers

The next block of lines initializes certain counters and buffers before the text processing begins：

```
430 el=1
440 -r=0
442 -t生=ヶu.ま
```

The variable EL indicates the end－of－line status． $\mathrm{EL}=1$ indicates that a carriage return has just been read．Two consecutive carriage returns are equivalent to an end－of－text character．CR counts the characters remaining in the program＇s input buffer；when $C R=0$ ，the program gets another line of input from the keyboard or disk file．OT $\$$ is the output line；as each character is processed，the program adds it to OT $\$$ ．When a carriage return is read，the program outputs OT\＄to the CRT，disk file，or printer．

## Inputting a Character

The logic for inputting from disk and keyboard is broken into two blocks．Here＇s the routine to input a character from a disk file：

```
444 if s=1 then 460
44E get#di,rt
448 if st=0 then 660
450 if ste% then Frint "file error. cammeling
    the oFEr3tion"
452 -方=et妾
454 90to 660
```

Line 444 causes the computer to skip to the next block in case input is from the keyboard．Line 446 attempts to get a character，and line 448 determines whether the attempt was successful．If not，lines 450－454 terminate the processing of text．

The following lines get a character from the keyboard：

```
460 Eま=をち寺
470 if cr.j0 then 630
430 if El=1 then 550
490 - =$=el车
500 El=1
510 goto 670
5 5 0 ~ p r i n t
560 print "type 3. quote, then 3. line of text"
500 Print "enter sin empty line to quit"
575 6$=ru山事
580 inFut b名
60日 もl=lビ切ま)
610 cr=bl
620 if er=0 then 740
60 el=0
640 こक=midक(b京,bl-cr+1,1)
650 cr=cr-1
```

The routine draws characters one at a time from a buffer $B \$$ ．When the buffer is empty（ $\mathrm{CR}=0$ ），the program prompts you to enter another line．The program assumes an end－of－text condition upon reading two consecutive carriage returns or a single end－of－text character（ET\＄）．

## Processing the Character

Upon completion of lines $444-650$ ，the variable $\mathrm{C} \$$ contains the charac－ ter just read．The following lines process the character：

```
660 if ky=0 then 740
670 gosub 950
680 a.=i×
690 if a=0 then 740
700 a.=a.-1
710 b=int(rad(1)*tl)
720c=(a and not b) or (b and not a)
730 c事=mid*(tb*,c+1,1)
```

In line 660 ，the program checks to see if the code processor is turned off（ $\mathrm{KY}=0$ ）．If it is，the program skips the rest of the processing section and goes to the output routine．Otherwise，the program continues with the subroutine called in line 670 ，which searches for the character $\mathrm{C} \$$ inside the cipher list TB\＄．

If $\mathrm{A}=0$ in line 690 ，the $\mathrm{C} \$$ is not in TB $\$$ so the program skips to the output section．Otherwise，the variable A contains a number from 1 to 64．Subtracting 1 from A（line 700）brings it into the range $0-63$ ．Now A corresponds to $\mathrm{p}(\mathrm{c})$ in the preceding examples．

Line 710 gets the next number from the key stream（that is，the ran－ dom number generator）and stores it in B ．The subroutine called in line 720 calculates A XOR B and stores the result in the variable C．The variable C corresponds to d（c）in the preceding examples．Finally，line 730 replaces $\mathrm{C} \$$ with the corresponding character from the cipher list．

## Adding to the Output Buffer

The following block of lines adds $\mathrm{C} \$$ to the output buffer and prints the buffer in case $\mathrm{C} \$$ is a carriage return or an end－of－text character．

```
740 ot方=ot主+c生
```



```
780 Print.#do,lに尔;切事;
790 if ■$0)Et主 then 442
800 Print#da.
810 close di
820 close do
```

In line $740, \mathrm{C} \$$ is added to the current contents of the output buffer OT\＄．Line 750 causes the program to loop back for another character unless it is a terminating character（carriage return or end－of－text）．

In case of a terminating character，line 780 prints the current buffer contents on the specified output device．If the character is a carriage return，line 820 jumps back for another character from the input device．If the character was an end－of－text marker，lines $800-820$ close the input and output devices．

## Displaying the Continuation Menu

The following lines print a continuation menu：

```
835 print "processing complete"
860 input "<c`ontinue or <q`uit? ";伡
879 if cqs="c" then 190
880 if cq車ぐ"q" thern 860
890 poke 657,g: rem enable urflr smiteh
895 Erad
```

If you select the continue option, the program resumes at the main menu, allowing you to specify new input and output devices and a new key.

## Searching the Cipher List

Here's the subroutine to search for a character within the cipher list:

| 959 | $11=0$ |
| :---: | :---: |
| 979 | $i \times=i n t$ (cul-ll)/2)+ll |
| 989 |  |
|  | if treas then 1649 |
| 1900 | if trecrat then ll=ix |
|  | if tratcat ther ullio |
|  | if llcul-1 then 979 |
|  | $i \chi=9$ |
|  | return |

Simple sequential search logic has been used in other programs in this book (see the Guess My Word program). However, because of the length of the search list, the sequential search technique is too slow. Instead, a "binary search" technique is used. A binary search divides the list into successively smaller intervals until the desired data is found or the interval is null (no data between the interval's lower and upper limits).

The lower limit of the interval is set to 0 , and the upper limit set to 1 more than the length of the cipher list TB $\$$ (lines 950 and 960 ). IX is an index pointing to the current search location. It is always set equal to a midpoint between the lower and upper limits (line 970). Line 980 examines the TC $\$$, the character at position IX in TB\$. If it matches $\mathrm{C} \$$, the search ends, and the subroutine returns to the main program with IX containing the location of character $\mathrm{C} \$$ inside the cipher list.

If TC\$ does not match $\mathrm{C} \$$, the program resets either the lower or the upper limit, depending on whether TC $\$$ precedes or follows C\$. The midpoint IX is recalculated for this new interval, and the checking process is repeated.

The cycle continues until the program finds a matching character or until the interval defined by LL,UU contains no character positions ( $\mathrm{UL}-\mathrm{LL}=1$ ). In the latter case, the search fails, so IX is set to 0 , indicating that $\mathrm{C} \$$ is not found in TB $\$$.

This searching method is three to four times faster than a sequential search for a list of this size. However, it will only work if the characters
in $\mathrm{TB} \$$ are given in ascending order of ASCII codes．That is why lines 70－90 must be entered exactly as shown．

## Reading the Disk Directory

These lines read the disk directory without erasing the resident pro－ gram（unlike the ordinary LOAD＂$\$$＂，8 command）：

```
290G Frint "loardins director's..."
2915 ロFEn 1,E,4,"生, seq,reard"
2920 i, =0
2930 if stryg then 3040
2340 get#1,a.龵
2950 if len<..⿱亠䒑日)=の then 2920
```



```
2975 if iر=9 then 2939
2989 iر=䛃
2390 Frint
3005 90to 2930
3010 if io=0 then ml=1
3015 im=1
300 Frint 3.*:
3023 wl=心l+1
```



```
3026 Frint
3028 , m=0
3030 90to 2930
3040 -loSE 1
3050 Frint
3060 return
```

When you run the program，expect a delay while the computer searches for file names among all the other directory information．

## －Using the Program

Figure $17-2$ shows a sample run of the program，illustrating the keyboard－to－TV option for enciphering and the keyboard－to－TV option for deciphering．The sample run shows what happens when an incorrect key is used to decipher a message．

## －Tips for Processing Lengthy Texts

As mentioned previously，if you are enciphering or deciphering a lengthy text，you may not want to sit at the keyboard waiting for the
computer to process one line at a time. Using the disk-to-disk option (input from one disk file, output to another) can free you to do other things while the computer processes the entire text.

Suppose you want to send a lengthy document to a friend. Run the SMP, specifying the keyboard as the input device and a disk file PLAINTEXT as the output device. Enter a key of 0 (no processing). Type in the text, which will be stored on disk without the delay of processing.

When you've stored the text on disk, set the computer to input from the disk file PLAINTEXT and output to another disk file CIPHERTEXT. Enter a nonzero key. The computer will process the text and save the results in the output file CIPHERTEXT; you won't have to be around during this possibly lengthy process.

Then send just the CIPHERTEXT file to your friend. The recipient sets the program to input from CIPHERTEXT and output to a new file

```
FGHE MESSHGE FFOCESGOF
FEHI TEKT FROM: 1-KETEOHFTS 2-DISK 1
DIJTFUT TO: 1-TV 2-DISK 3-PFIMTEFE 1
EHTEF THE KE'T {[=H0 PROCESSIHOj: 32050
SECRET MESSAGE FFOCESSOF FT WDRK. WFIT
T'TPE A QUDTE, THENG F LIHE OF TE%T
EHTEF: AHV EMFT'r LIHE TI BUIT
The rem Fosmworg i=
r30 Exz "swCunSm em
tufe a quote, tham a line of text
Enter an empty line tu quit
Gr.3FEruit
Lz2345JoHm
type a quote, then a line of text
enter an empty line to quit
Frocessing complete
contirume or <q>uit? c
```

Figure 17-2. Sample run of the Secret Message Processor

```
EECrEt MESSg.GE FrOCEEEOR.
```



```
gutput to: 1-t's 2-Disk. 3-pr`interr 1
```



```
:Becret messag总 Frocessor. a.t mor'k. wait
type a. qu@te, thinतl 3. lirie 0f taxt
##uEr am Eriftu Line tw quit.
```





```
#ntwr an wopty lime to quit
```








```
SECFET MESSFLGE FFMLESSOF
FEFD TENT FFMNM: 1-KETEOHFUN 2-DISKK 1
IUTFUT TG: 1-T, 2-DISK 3-PFIHTEP 1
```



```
\XiECFET MESSFIGE FFOLESSDF FT WDFK% WFIT
TYFE F SMLINE, THEY F LIYE OF TE:NT
EHTEF: HHN EHFT'T LIHE TD 县IT
OBE以z &&GUnEm Ew
```




```
ジ隹品 Erfoty lime to quit
L223f5JOFm
11-3%-7K人曻
```

Figure 17－2．Sample run of the Secret Message Processor（continued）

```
tafe a quote, then a line of text
Enter an empty line to quit
```

Promessing complete

ready.

Figure 17-2. Sample run of the Message Processor (continued)
called PLAINTEXT and then enters the correct key. When the processing is complete, your friend then sets the computer to read from PLAINTEXT and output to the CRT or printer and now enters a key of 0 . The plaintext is displayed or printed without the delay of processing.

## -How Secure Is the Ciphertext?

Cryptanalysts (codebreakers) often study the frequency distribution of characters within the ciphertext to help them break the cipher. This technique is of little use with ciphertext from the SMP because the distribution of letters in its ciphertext is almost uniform. (See Table 17-3.)

The very fact of uniform frequency distribution might lead a cryptanalyst to suspect the use of a key stream substitution cipher. However, breaking such a cipher is difficult and time-consuming.

Table 17-3. Frequency Distribution of Characters in the Ciphertext

|  |  |  |
| :---: | :---: | :--- |
| Plaintext | Key | Ciphertext |
| AAAAAAAAA | 32050 | 0K059vXco |
| 111111111 | 12345 | BluvcbC2k |
| Joe Joe Joe | 41200 | B-f gw0 1KG |
|  |  |  |

If a cryptanalyst can obtain a large sample of ciphertext, he may eventually break the code. The cryptanalyst starts by assuming that certain words occur in the text ("the," for example) and then applies various mathematical operations to the ciphertext, trying to obtain "the." Once he has recovered a single word of plaintext, he may be able to infer the nature of the key stream might be inferred, since it is not truly random, only pseudo-random. (If it were a truly random keystream, the cipher would be virtually unbreakable without prior knowledge of the key stream.)

The only way for a person who is not a cryptanalyst to break the code is by trial and error, assuming the person has a copy of the SMP program. This time-consuming method requires the would-be codebreaker systematically to try different keys and see the results on the ciphertext.

In summary, the SMP produces ciphertext that is secure against attack by nonexperts. However, don't expect it to fool the National Security Administration!

[^4]
## Blazing Telephones

Harry was plain old $273-2255$ until he found out about ape-call. Sue suffered along with 468-5477 until she discovered hot-lips. And Frank never really appreciated his $683-4323$ until he noticed mud-head.

How about your telephone number? Would you like to add a little "ring" to it? The Blazing Telephones program will help you find out what words (if any) are hidden in those seven digits.

The technique of replacing digits with letters is often used by businesses. A barbecue stand, for example, may ask the local telephone company for the number 737-3744 (pure pig) or 255-2333 (all beef), depending on its culinary persuasion. Although telephone companies are not obligated to honor such requests, most of them will try to do so if it is possible.

The situation facing the private individual is less encouraging. The telephone company cannot comply with all personal requests for a specific number. Furthermore, you probably already have a telephone number that is widely known by friends and associates.

But serendipity is on your side. By conducting an exhaustive search through all 2187 possible letter combinations, chances are good that you'll find a viable alternative to the plain numeric sequence. But exhaustive searches tend to be exhausting. That's where Blazing Telephones comes in.

## -The Method

Any person who uses a phone will recognize the two objects portrayed in Figure 18-1. They are reproduced here to emphasize the correspondence between the digits $0-9$ and the letters A-P and $\mathrm{R}-\mathrm{Y}$ (the letters Q and Z are omitted on the dials).

For each digit in your phone number, three different letter replacements are possible. The numbers 0 and 1 are exceptions; the telephone dial offers no replacements for them. Thus, for a seven-digit number, the total number of distinct letter combinations is $3^{7}$ or 2187 , and fewer if the number includes 1's or 0's.

This combinatorial problem is solved by a simple exercise in counting. The trick is to count in base 3 . All base 3 numbers are composed of three distinct symbols: 0,1 , and 2 . For example, the decimal or base 10 number 19 is represented in base 3 as $201\left(2 \times 3^{2}+0 \times 3^{1}+1 \times 3^{0}\right)$.

For seven-digit telephone numbers, the program counts from 0 to 2186 in base 3 . (If your telephone number contains more or fewer than seven digits, the program automatically adjusts the base 3 counter to match the number of possibilities for that number.) Each base 3 number acts as a mask or key for generating the 2187 possible alphabetic sequences.

Consider the phone number $352-5562$. The first digit is a 3 . According to the telephone dial layout, 3 corresponds to the letter triplet D,E,F.

Which letter is chosen? Here's where the key comes in. Each digit of the key is either 0,1 , or 2 . In the case of a 0 , the first letter in the triplet is used; in the case of a 1 , the second letter; and in the case of a 2 , the third letter is used.

The first base 3 number generated is 0000000 (seven digits are required since the phone number contains seven digits). The first digit in the key is 0 , so D is taken, which is the " 0 th" letter in the triplet D,E,F. The second digit in the phone number is a 5 , which corresponds to the triplet J,K,L. The key has a 0 in the second position, so the 0 th letter, J , is selected.

The following table shows letter replacements for the phone number $352-5562$ using the three keys 0000000,0000001 , and 0002100 :

| Phone number: |  | 3 | 5 | 2 | 5 | 5 | 6 | 2 |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| Key: | 0 | 0 | 0 | 0 | 0 | 0 | 0 |  |
| Letter sequence: |  | D | J A A J | J M A |  |  |  |  |



Figure 18-1. Pushbutton and rotary dial telephone faces

| Phone number: | 3 | 5 | 2 | 5 | 5 | 6 | 2 |  |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| Key: | 0 | 0 | 0 | 0 | 0 | 0 | 1 |  |
| Letter sequence: | D J A | J | J M | M |  |  |  |  |
| Phone number: |  | 3 | 5 | 2 | 5 | 5 | 6 | 2 |
| Key: | 0 | 0 | 0 | 2 | 1 | 0 | 0 |  |
| Letter sequence: |  | D J J A | L | K | 0 | A |  |  |

In a similar manner, all 2187 keys can be used to generate a total of 2187 distinct names for this one phone number!

To be sure you understand the method, compute the resultant letter sequence for the phone number 266-7883 and the key 2020101.

## -The Program

The first block sets up the program's constants:

```
( \(\mathrm{E}-\mathrm{AHF}\) 147): FEM CLEAR SCREEH
2 FW: \(=\mathrm{CHF}\) (18): FEM FEUEREE FRINTINS
```



```
4 E1t=" ": FEM 1 GFHDE IHEIDE OUOTES
5 WU寺="": REM HO SFACES IHEIDE DUOTES
E FR=4: PEM FRIHTER IEWICE HINEEF
\(10 \mathrm{MI}=15\)
20 DIM KMD
```



```
\(50 \mathrm{MC=2}\)
```

PR is the printer device number. If your printer has a different number, change line 6 accordingly.

MD in line 10 is the maximum number of digits allowed in a phone number, not including 1's and 0's, which are not changed by the program. Line 20 creates an array to store the current base 3 number. Each element in the array $\mathrm{K}($ ) corresponds to a base 3 digit. $\mathrm{K}(1)$ contains the least significant digit, and $\mathrm{K}(\mathrm{MD})$ stores the most significant digit.

The variable $\mathrm{P} \$$ in line 30 stores the letter triplets. Since there are no letter replacements for the numbers 0 and 1 , the triplets 000 and 111 are used for these numbers respectively. When entering this line, be sure you leave out the letters Q and Z , which do not appear on the telephone dial. Line 50 determines how many spaces are used between each column when the names are printed.

## Displaying the Menu

The next block prints a menu of options and gets your selection：

```
EG FFIHT ES*;
70 FFINT
BGFIHT FU事; FEM FEUEFGE
90 FFIINT GFC(<40-17),2%;"BLFZING TELEFHDHES"
100 FRIINT HR圭; REM REVEFSE DFF
110 FPIHT
120 FFINT "1-COHNQRT MFME TO FH|NBEF"
130 FFINT "Z-COHWERT NUNMEEF TO NHME"
140 FRINT "3-DUIT"
150 FRINT
16G IHFUT "GELECT 1, 2, DF 3? ";EH
17日 IF DH6>1 FHID CHCOZ FHID CHO3 THEH 110
180 OH CH GOTO 190.360,1090
```

The menu offers two options：（1）convert a＂phone name＂or alpha－ betic sequence into a telephone number，or（2）generate all possible alphabetic sequences for a given telephone number．The first option is useful if you are a businessperson looking for desirable phone numbers to request from the telephone company．The second option is for those who already have a number．

## Converting a Name to a Phone Number

The following lines perform the name－to－number conversion：

```
196 FRIHT
200 F'N性=性生
205 IHPIJT "ENTER NAME: ";FNN⿱十又⿴⿱冂一三八⿱㇒⿻二亅⿱⿰㇒一十凵
210 IF FH|==\||辛 THEN 190
22g FOF CN=1 TO LEN(FN+\)
230 [%=MID*(FHN, [N,1)
240 00=1
250 @1$=P索
260 [2$=%生
270 [OSIJE 1100
280 FG=QF
290 IF F&m@ THEN 320
306 FD=INT((PS-1)/3)
319 C $=[HR$(PD+48)
320 FRINT C$;
330 NEXT CN
3 4 0 ~ F R I N T T
350 SOTO 70
```

PN $\$$ stores the alphabetic sequence．The program examines each character $\mathrm{C} \$$ of the sequence．The subroutine called in line 270 searches for $\mathrm{C} \$$ inside the translation list $\mathrm{P} \$$ ．If the $\mathrm{C} \$$ is contained in $\mathrm{P} \$$ ，line 300 derives the corresponding telephone digit PD，and line 310 converts that number to its corresponding ASCII character C $\$$ ．Line 320 prints the result．

After every character in the sequence has been examined，line 350 returns to the main menu．

## Converting a Phone Number to a Name

The second option is more complicated．Here＇s the first block：

```
30G FFIHT
370 F性=人抙车
355 IHFUT "ENTER PHOHUE WINMEER: "; FH性
300 IF FN㤬=N|J$ THEN 360
390 FL=LEN\FN性;
400 NIJ=0
410 FOR CN=1 TD FL
420 区电=MID両〔F性, EN,1)
430 IF Cb>="2" FNND C(%)="g" THEN HD=FND+1
440 NEXT EH
450 IF HD>0 THEN 480
4 6 0 ~ F R I N T ~ " N O ~ T R F F N S L A T A E L E ~ D I G I T S ~ F O I J N I . " ~ "
470 [JTD 360
4 8 0 ~ I F ~ N D ¢ = M D ~ T H E N ~ 5 1 0 ~
490 FRINT "TOD MFN'N DIGITG. MFX IS ";MD
500 [j0T0 360
```

PN $\$$ stores the phone number．Lines 400－440 count the number of translatable digits ND in $\mathrm{PN} \$$ ．（Translatable digits are numbers 2 through 9．）The program rejects $\mathrm{PN} \$$ if it contains fewer than 1 or more than MD translatable digits．

After confirming that phone number $\mathrm{PN} \$$ is acceptable for transla－ tion，the next block prompts you to specify the form for its voluminous output．For a seven－digit number，the program is going to generate as many as 2187 names．It is important to set up the output in a condensed yet readable format．

```
5 1 0 ~ F R I N T ~ " O U T F I J T ~ T O : ~ 1 - T V ~ z - F R I H T E F " "
515 0I=1
520 IHFIUT "SELEET 1 DR 2? ";DD
530 IF OD<%1 FND OIC%2 THEN 510
```

```
560 IW=FL+MS
570 FRINT "HFNIH||N LIHE WIDTH &";IM;"-8G;?"
575 LW=40
580 IFAFUT "RETURN=40: ";LW
G10 IF LWCIW DR LW\EG THEH 570
G20 IL=INT(LW`IW)
E3G FRIHT "PRINT HDW MFH't' LIHES EEFDRE FRUJSIHNO?"
635 +FF=0
640 INFUT "RETUPRM=HO FHIJSE;: "; HF
660 IF NFCO THEN E3G
```

Lines 510-550 select the TV or printer. Lines 560-610 determine the number of names printed on each line. IW equals PL (the length of each name) plus MG (the number of spaces between names). Lines 570 and 580 prompt you to enter LW (the line width), which must be wide enough for a single name and at most 80 characters. When running the program with a printer for output, specify the widest line your printer can handle.

Lines $630-660$ give you the option of having a pause after a specified number of lines are printed. If you are outputting to the C-64 display, specify a pause after each 24 lines.

## Printing a Title

The following lines print a title on the display or printer:

```
ETG IT=1
680 LH=1
690 IF OD=2 THEN OPENN 1,FR: CMD 1
700 FRINT IHT(3TNUD+.5%;" DISTINCT HRMES FOR ";F性
70 FRINT
720 FOR TD=1 TO HI
730 K<TD:=9
740 HENT TD
```

Lines 670 and 680 initialize the items-per-line counter and lines-perpage counter.

Line 690 begins routing output to the selected device, and line 700 prints the title. The expression $3^{\wedge} \mathrm{ND}$ calculates the number of distinct names; ND is not the total number of digits, but the total number of translatable digits.

Lines $720-740$ set all the base three digits to 0 , the first key value used in converting the number to a name.

## Generating a Name

The next lines produce a single name by applying the key value in $\mathrm{K}($ ） to the number in $\mathrm{PN} \$$ ：

```
F50]=1
70G FOF CH=1 TO FL
```



```
700 IF C象"2" OR &&`"马" THEN E20
790 FJ=WFL(Cも⿱亠⿱口小彡心㇒)
```



```
310 [1=T+1
82 FFINT 区手;
80 HENT CH
```

D is a pointer indicating which base 3 digit to use for the next digit in PN\＄．The loop from 760－830 examines each character of PN\＄，load－ ing it into the variable $\mathrm{C} \$$ ．Line 780 determines whether $\mathrm{C} \$$ is a trans－ latable digit．If $\mathrm{C} \$$ is translatable，lines 790 and 800 perform the translation on $\mathrm{C} \$$ ．Line 790 increments D －in effect pointing to the next digit of the base 3 key．If $\mathrm{C} \$$ is not translatable，it is printed＂as is，＂ and the pointer D is left unchanged．

The program continues this process until all the characters of PN\＄ have been processed．

## Making Line and Page Breaks

Upon completion of the preceding block，the computer has printed a single name．The next block checks to see whether it＇s time to start a new line or to pause between＂pages．＂

```
B4G IF IT%=IL THEN BGO
850 IT=IT+1
EEO FRINT SPCOMG%;
870 GOTO 970
880 IT=1
800 FRIHT
900 IF HFDG FH|D LHO=HP THEH 930
910 LN}=
920 [0T0 970
930 LH/=1
940 IF DI=2 THEH FRIHT非1,
95G IHFIJT "PEESS RETURH TD COHTIH|JE "; EH㤬
960 IF OD=2 THEN CHD 1
```

Lines $840-870$ insert a carriage return after IL names have been
printed. Lines $880-960$ insert a pause in the output after the specified number of lines NP.

At this point, the program has completed the process of converting a name, printing it, and adjusting the format.

## Generating the Next Key

Now the program is ready to generate the next base 3 key:

```
970 DF=1
990 K(DF)=k(DF)+1
1006 IF KCDF)<=2 THEN 750
1020 K(DF)=0
1030 IF IP=FHI THEN 1960
1040 DF = IF +1
1050] [0T0 990
```

First a general description of what's going on: each successive base 3 key is generated by adding 1 to the current value. To do this, the program mimics the manual method of adding 1 . As you read the following steps, keep in mind that the program is using base 3 arithmetic, which allows only the digits 0,1 , and 2 .

1. Set the current digit pointer to the least significant digit. In this program, that's defined as the leftmost digit (ordinarily the rightmost digit is the least significant).
2. Add 1 to the digit indicated by the digit pointer.
3. If the result is less than 3 , the process is complete. Otherwise, set the digit to 0 and carry a 1 to the next step.
4. If the digit pointer is already at the most significant (that is, the rightmost) digit, there is no place to put the carry: the largest number possible for the number of digits available has already been generated, so the process is complete.
5. Otherwise, move the digit pointer to the next digit on the right, and go back to Step 2.

Figure 18 -2 gives a few examples of the process.
Now back to the details of the program. In line 970, the digit pointer DP is set to 1 , the least significant digit. Line 990 adds 1 to the corresponding base 3 digit. Line 1000 determines whether the result exceeds 2 , necessitating a carry to the next digit position. If no carry results, the newest key is ready, so the program jumps back to line 750 to generate another name.


Figure 18-2. Samples of base 3 counting as performed by the program

If there is a carry, line 1020 sets the current digit to 0 . Line 1030 determines whether any more digits are available to store the carry. If DP is less than ND, the program continues at line 1040 , which increments the digit pointer and then continues with the addition process.

If DP equals ND, no more digits are available: that is, the last key in the series has been generated, so the number-to-name generation is complete. In that case, the following lines reroute the output to the display and jump back to the main menu:

LEEG PEIHT
1070 IF OD=2 THEN FRINT\#1,: CLOSE 1
1080 TOTO 70

## Ending the Program

There's one more line to the main program. It corresponds to option 3 (quit):

1090 EHII

## String Search Subroutine

The following subroutine probably looks familiar; it is used in numerous programs throughout this book.


```
1-COHWERT WFME TD FUMEEF:
2-CDWWERT WIMMEER TO HFME
3-@IIT
EEECT 1: 2: DF 3? 1
EHTEF: HFME: EUS'T BEE
2879 233
```



```
1-CONWERT FIFME TO NIMMBEF
Z-CONWEFT HUMBER TO NAME
3-DUIT
EELECT 1: 2, DR 3? 1
ENTEF NFMME: HDMGER 1
636237 1
```



```
1-COHWERT NFIME TG NUMBEF:
2-CDWWERT WIMMEER TD WFIUE
3-QUIT
SELECT 1, 2. OP 3? 2
ENTEF FHONE RIIMEER: 424-6245
DUTFUT TD: 1-TV 2-FRINTEF
SELECT 1 OF 2? 1
MF%IMUH LIHE WIDTH & 10 -80%?
FETIFFH=40: 32
FRINT HDW MRN'T LINES BEFDRE PGUSIHG?
FETIJFH=FO PFIJSE`: 4
    21ET IISTINCT NAMES FDP 424-6245
```

```
GRGG-MAGGJ HFGG-MAGGJ IAGG-MAGJJ
```

```
GRGG-MAGGJ HFGG-MAGGJ IAGG-MAGJJ
```




```
GC[j-MAGGJ HC[j-MACSJ IDCJ-MAGGJ
```

GC[j-MAGGJ HC[j-MACSJ IDCJ-MAGGJ
GFAH-MAGG.J HFH-MAGGJ IFH-MAFG.J
GFAH-MAGG.J HFH-MAGGJ IFH-MAFG.J
FRESG FETUNH TO COHTIH|JE
FRESG FETUNH TO COHTIH|JE
ISEH-MARIJJ HBH-MFIG.J IEH-HARGJ
ISEH-MARIJJ HBH-MFIG.J IEH-HARGJ
GCEFEHK IH 78G

```
GCEFEHK IH 78G
```

Figure 18-3. Sample run of Blazing Telephones

```
1100 DF=0
```




```
1130 O0=00+1
1140 10T0 1110
1150 QF=Q0
1160 RETIJRN
```

On entry to the subroutine, Q0 is the starting position for the search, Q1 $\$$ is the string to be searched, and Q2\$ is the string to search for. On return from the subroutine, QF points to the starting position of $\mathrm{Q} 2 \$$ in $\mathrm{Q} 1 \$$. $\mathrm{QF}=0$ indicates the string is not found.

## -Running the Program

Figure $18-3$ shows a sample run of the program. To be sure you have entered the program correctly, try to duplicate the results shown.

When using the number-to-name option, it is not necessary to process the entire number at once. You may find it helpful to enter only a part of the number at a time (for example, the initial three-digit extension of your telephone number). This reduces the output list to just 27 names. Once you have found a suitable name for part of the number, concentrate on the other portion.

If your number contains any 1 's or 0 's, it's a good idea to enter only the segments on either side of these digits. For example, given the number $665-8415$, you should enter the number as 66584 , which produces only 243 distinct names. Among them you'll find NOJUG, NOLUI ("no Louie"), and OOLUH. Now combine the names with the last two digits to get NOJUG-15, NOLUI-15, and OOLUH-15. All of these are more memorable than the original number sequence.

Who knows what bright new name may be hiding inside your telephone number?

## Nutritional Advisor

A one-ounce bag of potato chips provides 150 calories, 2 grams of protein, 14 grams of carbohydrates, and 10 grams of fat. Two peanut butter cups give you 180 calories, 4 grams of protein, 17 grams of carbohydrates, and 11 grams of fat.

All this information (and quite a lot more) is printed on food packages for those who care to know. Almost all prepared foods include similar information.

But how does Grandmother's pineapple upside-down cake stack up? How nutritious is your favorite quiche recipe? When it comes to fresh foods or recipes that you prepare, analyzing your nutritional intake can be complicated.

The Nutritional Advisor program gives you the essential information - calories, carbohydrates, fats, and proteins - about the foods you prepare. Used in conjunction with standard nutritional requirement tables, the program will help you plan a balanced diet.

You may also find it interesting to do food cost/value studies. For example, ounce for ounce, which is a cheaper source of protein: potato chips or filet mignon? The program will help you make such comparisons.

## -Program Operation

The program includes data about 48 foods commonly used as cooking ingredients. You can easily expand the list to include unusual ingredients that you use. For each food, the following need to be included:

1. Food name
2. Measurement unit
3. Calories
4. Protein (in grams)
5. Carbohydrates (in grams)
6. Fat (in grams)

Items 3 through 6 are based on one measurement unit of the ingredient. For instance, the sample entry

MILK, CUP, 165, 8, 12, 10
indicates that one cup of milk cortains 165 calories, 8 g of protein, 12 g of carbohydrates, and 10 g of fat.

The program prompts you to list the ingredients of the recipe one at a time. If the ingredient you give is contained in the program's list, the program will name the appropriate measurement unit and ask you to specify the quantity used. For example, after you type "milk," the program will ask, "How many cups are used?"

If the ingredient you specify is not in the list, the program will tell you so and give you three options:

1. See food list
2. Enter data for ingredient
3. Enter a new ingredient name

Option 1 lets you check the list to see exactly how many foods are known. For example, if you specify flour as an ingredient, the program will print, "No data available on flour." Examine the food list and you'll see entries for whole wheat flour and white flour. Select option 3 and enter the appropriate ingredient - exactly as it is listed in the food list.

Option 2 lets you enter the correct information for an unlisted ingredient. For instance, if your recipe includes anchovies, you can type in the appropriate nutritional information taken from the package. However, information entered this way is not permanently stored in the list for use the next time you run the program. To do that, you must add the information for each data record in the program's DATA lines, as explained later.

After typing in all the ingredients，enter an empty line（press RETURN in response to the prompt，＂Ingredient？＂）．The program will ask how many servings the recipe makes．Ordinarily，you should enter the number of people the recipe is intended to serve；however，for some recipes like those for breads or pies，you may want to know the nutri－ tional makeup of the full recipe．In that case，enter 1.

Finally，the program gives you a nutritional analysis of a typical serving．Figure 19－1 shows a sample run of Nutritional Advisor．

## －Program Listing

The first block prints a title and initializes the totals for calories（CA）， protein（ PR ），carbohydrates（ CB ），and fats（ FA ）．


QT\＄is a double quote character．CA，PR，CB，and FA are totals for various food components．

## Entering an Ingredient

The next block prompts you to enter an ingredient name and then searches for that name in the food list：

```
100 FFIHT
110 FFIHT "T'T'FE FH+ EHFT'T' LIHE FOF TOTHLS"
IEG FEIHT "TTFE A SLHEH ध% TO EEE FODD LIET"
130 IG事性生
135 IHFUT "HENT IHGFEDIEHT ";IGL
140 IF IG婁=H具 THEH 500
145 IF IG走="," THEV S30
```

```
THE NUTEITIOHFLL FIIMISOF:
TYFE IH THE FECIFE
DHE IHGFEDIEHT GT G TIPE
T'PE FH+ EMFT'T LINE FOPTOTHLE
TTFE A ELREH ध
HEQT IHEEDIEHT FLDUF
ND IHTA HvAILFELE [H+N "FLOUN"
T'TFE 1 TG SEE FOOI-LIST
    2 TD ENTER DATH FOF "FLIUN:"
    3 TG EHTEF H HEM IWGREDIEHT HFHE.
    3
T'rFE FH+ EHFT'T' LIHE FDRE TOTHLS
TMPE F SLAEH &% TO SEE FOOD LIST
HENT IHGFEDIEHT WHITE FLIIUF:
HDW MFH'r'EUPCS) ARE IJSED 1.7S
TYFE FHN EMPT'T' LINE FOR TOTHLS
TTPE F SLFEH G
FEKT IHGFEEIENT EUTTEFMILK
HO DATA FIVAILAELE OH "E|TTEPMIL&"
TYPE 1 TO SEE FOOI-LIST
    2 TG EHTEF IATH FOF "EUTTEFMILK"
    TO EHTEF F HEW IWGFEIIEHT HFHE.
    1
MILK
WHIFFINSO LEEFN
COTTHIGE CHEESE
CHEDDAR LHEESE
EREFM LHEEGE
EMSG
EIJTTEF:
MFFGFRIHE
VEGETFELE OIL
GROUNMI EEEF
EHICKEH
LFIIE
HFH1
EOD
FLDUHIDEE
CFHEMEFT
TIUP/F
GPEEH SHFF EEFHIS
```

Figure 19-1. Sample run of Nutritional Advisor

```
GREEH LIMA EEFHG
FED KID|E'T BEFHS (CFH性EI%
ERDCCOLI
CABEFIGE
CHFROTS
EFIJLIFLDMEF
```



```
CELEF'T
COFH
MUNHFOOMS
DHTIDHS
GREEH FEFS CHFNED:
FOTHTOES
TOHATOES COHWNEI)
SFIHFNH
HFFLES
EFHFH\cdotA
ELUEEEFPIES CCFHNED;
FEFCHES (LHHNAEI)
FIHEFFFLE (CFINED)
FHISI4G
COFH MEFL
HHITE FLIUF:
WHOLE LHHEFT FLDUF:
EPOLAH FICE
WHITE FICE
HODILES
DHTMEFL
EIIGFF:
FLFHOHDS
WHLFHITS
```



```
EHII
```

T'r'PE FH EHFT'r' LIHE FDP TUTHLE
TTFE H ELAEH \& TO EEE FOMD LIST
HENT THEETIEHT MILK
HOW MFH' CUFGO FFE ISED $1 . E$
T'WFE FHV EMFT'T' LIHE FOF TOTHLS
TTPE FI ELHEH $\because T U$ SEE FOOI LIET
WEWT IHGEEIIEHT EUTTEE
HOW HFH'T 14-LE ETIEKCS FFE USED , SO

Figure 19-1. Sample run of Nutritional Advisor (continued)


Figure 19-1. Sample run of Nutritional Advisor (continued)

```
150 RESTORE
```



```
170 IF H专="EHII" THEH 2ES
180 IF H&`IGO THEH 1EG
```

Line 135 gets the ingredient name you type in and stores it in IG $\$$. Line 150 resets the DATA pointer so that the program starts searching for the ingredient at the beginning of the food list.

Line 160 reads a complete food "record" consisting of a name $\mathrm{N} \$$, measurement unit U\$, calories N1, protein N2, carbohydrate N3, and fat N4.

Line 170 checks whether the last record has been encountered. The last data record must include END as the food name, and include dummy values for all the other items (see line 1210).

Line 180 compares the food name just read with the value stored in IG\$. If they don't match, the program reads the next record.

## Finding a Matching Food

The following lines are executed after the program finds a matching record in the food list:

```
130 FFIHT "HOM HFHH'T';|&;"G% FPE USEI";
20011=0
205 IFFFIT U
210 LH=CH+H1品
20 FF=FF+HEW!
230 EE=LE+W3*:1
24GFF=FF++N4*!1
250 50TO 100
```

Line 190 requests the quantity needed．When you provide that information（line 200），the program can compute the nutritional contri－ bution of the given ingredient（lines 210－240）．

## Finding an Unknown Food

The lines that follow are executed when the program cannot find your ingredient in its food list．


Lines $260-300$ print the option list referred to previously and input your selection．Line 320 jumps to the program block corresponding to your selection．

## Displaying the Food List

Here＇s the block that displays the food list：

```
30\ LC=E
34G FESTOFE
S5 FEHII 惊,U*,H1,H2,HE,H4
360 FEINT N+$
370 IF HW="EHID" THEHN 10G
30日 LC=LC+1
30 IF LCC24 THEH 350
4015 LC=6
410 FRINT FU生:
42G IFFIUT "FRESS RETINF, TD EOHTIF|IE:";FT车
430 FRIHT HFE:
40 ETTO 350
```

The variable LC counts the number of lines printed; after the twenty-fourth line, the program inserts a pause so you can read a full display before continuing.

Line 340 resets the data pointer to the start of the food list; line 350 reads a data record. Line 370 checks if it is the end-of-data record. If not, line 380 increments the lines-printed counter, and lines 390-430 insert a pause after every twenty-fourth line.

## Adding a New Food

The following lines provide option 2 (enter unlisted data):


```
480 |本=""
485 IHFUIT U: \
496 FFIHT "CFLDRIEG FEF'";U*
506 H1=0
5 0 5 ~ I H F I I T ~ H 1
510 FFIHT "FFOTEIH&G.` FEF: ";|ま
520 42=0
5 2 5 ~ I H F I J T ~ H 2 , ~
```



```
540 HB=0
545 IHFIIT HS
550 FEIHT "FHT &G.; FEE ";|&
560 1H4=0
565 IHFUUT H.4
570 10TO 190
```

The variables used in lines $480,500,520,540$, and 560 correspond to the variables used in the READ statements in lines 160 and 350. The program simply fills each variable using your keyboard inputs rather than reading them from the food list.

Line 570 causes the program to continue just as if the data had been read in from the food list.

## Displaying the Results

The final block of the main program requests the number of servings, performs the final calculations, and prints the results.

```
5801 FRIHT "HOW MFH't' SEFWIHGE IOES THE fECIFE MAKE";
5 9 0 ~ I H F I J T ~ H S ~ N S
600 IF HEC1 THEN 580
G10 FRINT "ERCH EERWINGj EOHTAINE"
620 FRINT INTCCH/HS*1G+.5%10;" EfloriEG"
```

```
60 PRINT INTGPR/4S*1G+.5%,1日;" [GRANS FROTEIN"
E40 FRINT INTGENHS*G+.5%10;" GRAMS
    CAFEOH'TDRATE
650 FRINT IHT(FA;NS*10+.5)/10;" GRAMS FAT"
GED FRINT
GTg PRINT "TrPE 1 TD FH|L'TZE FHOTHER REEIFE"
G80 FRINT " 2 TO EHTI."
690 IHFIUT S
70G IF 5O1 FHD SO2 THEH E70
700155 [iOTO 10,720
720}\textrm{EHIJ
```


## The Food List

That＇s the end of the program logic，but the food list is still missing．The food list occupies 48 DATA lines from 730 through 1200 ．You can add or subtract items anywhere in this range．However，be sure that line 1210 remains the last record in the list．It is a special end－of－data record．

Here＇s the food list．Type it in very carefully，and be sure not to include any spaces that aren＇t shown here．It is particularly important not to include spaces after a food name．Otherwise，when you request a food type，you will have to include that trailing space or the program won＇t find it in the list．

```
730 DATA MILK,CUF,165,8,12,10
749 DATF UHIPFIHIS CREFM, CUIF, 860,4,6,94
750 DATA COTTGIGE CHEESE, CIF,240,30,6,11
76日 IRTA CHEDDAF: CHEESE,1-INCH CIEE, 70,4,日, 6
770 DATA DEEFM CHEESE,O2,105,2,1,11
```



```
790 DATH EIJTEF,1,4-LE STICK,E00,0,0,90
Eg0 IHTH MARTIRRIHE,1/4-LE STICK, E06,0,0,91
816 JHTA vEGETAELE OIL, THELESPODH,125,0,0.14
820 DHTA GROUHD EEEF,LE,13G7,112,0191
830 DATA CHICKEH,LE, 132G,114,0,91
84G DATF LFHE,LE,1675,107,0,75
850 IHTA HAT1,LE,1547, 85,0,117
860 IIFTA COD,LE,777,128,日,2%
875 DATA FLOUHIJEF,LE,914,137,0,37
E80 DATF CRHEMEFT, LE, 4B0, 75,5,11
E90 DATA TDINH,LE,907,133,G,37
909 IATH CPREEN SHAF EEFHE,CIF,2S,1,6,0
```



```
G2G IHTA FED KIDHE'T EEFHS (CHHUED%, [UF,230,15,42,日
930 IATA EFICCDLI, CIF,45,5,8,0
940 IIATA CFEEFIGE,OIJF,40,2,9.0
```

```
950 IATH CRFFOTS,CUF,45,1,10,0
960 IHTF CAIJIFLDWEF,,CUF,3Q,3,6,0
G7G IIHTH EELEF'T,EIJF,20,1,4,0
98G INTA COFH, OUF,170,5,41,E
Gga DATF MUCHFODTE,1,2-[UF,12,2,4,0
1000 DFTF DHIDHS,CUF,EG,2,1E,E
```



```
102G UATF FOTATOES,MED.5IZE FOTATD,100,2,22,0
```



```
1040 DATF SFIHALH, LUF,26,3,3,G
1950 IATH FFFLES,[IJF,10G,0,2G,G
```



```
1GTG IHTH ELIEEEFFIES CHFNED%,OLF,24S.1.2.0
1GEG IATH FEHLHES CHHNET;, EIF,2GG,0,52,Q
10GG IATH FIHEFFFLE CLAHNEI;,SLIEE,G5,G,2G,G
1100 DATH FHISIHE,OUF,2GQ,2,GQ,G
```



```
1120 IHTH WHITE FLOUF,CUF, 4GU,12,E4,0
1%G DATH WHOLE WHEHT FLOUF,UUF,SGG,13,7口,2
114E DATA EFOUN FIGE,IUF,74G,15,1E4,3
15G IHTH LHITE FIGE,GUF,GE.14.15G,G
11EG DATM HDOLLEE,OUF,2OU,7,37,2
117G IHTA DFTMEFL, DIJF,15G,5,2E, %
1180 DHTH EUGFF,OUF,770,0,199.0
11GO DFTH FLNDHDE, 1, LIF, 4EG,13,13,GE
```



```
1210 IATH EHI,"",O,G,EO
```

The food list is based on data from the U.S. Department of Agriculture. The data is available in many encyclopedias and books. One handy compilation can be found in Let's Get Well. by Adelle Davis (New York: Harcourt Brace Jovanovich, Inc. 1965).

Chapter 20

## The Time Machine

A calendar is a bit like a time machine. It helps you wander through the past and future. In this chapter, we present the Time Machine program, which produces calendars from March 1920 through November 2009.

In addition to performing mental time traveling for fun, the program has practical benefits as a scheduling tool for the home or office. Before printing a month's calendar, you can insert information about birthdays, appointments, social engagements, deadlines, holidays, and other events. You can even save and retrieve calendar information to and from disk, so you won't have to retype it every time you want another printout.

## - Anatomy of a Calendar

The Time Machine program arranges the calendar in the traditional table of four to six rows by seven columns. The rows correspond to weeks, and the columns to days of the week. The cell where each row and column intersect may represent an actual date in the month, or it may be empty. Figure $20-1$ shows a sample personalized calendar from the Time Machine.

How much information is needed to produce an accurate monthly calendar? Just two factors are involved: the number of days in the month and the weekday on which the month begins.


Figure 20-1. Sample personalized calendar

## Initial Calculations

Finding the number of days in a month is a trivial exercise, even for a computer. February, of course, is a special case because its length depends on whether the year is a leap year. Leap years are those that are evenly divisible by 4 , unless the year happens to be the first year of a new century, such as 1900 or 2000 . A year that begins a new century is a leap year only if it is evenly divisible by 400 . According to these rules, 1984 is a leap year because it can be divided evenly by 4, and 2000 is a leap year because it can be divided by 400 .

Finding the weekday on which a month begins is more difficult. One method involves referring to three tables, each consisting of hundreds of numbers and letter codes. A simpler method uses a known base date and extrapolates forward from that date. For example, if we know that March 1, 1920, occurred on a Monday, we can calculate the day of the week for any subsequent date.

The Time Machine uses the latter method. Because of practical limitations in the precision of numbers in Commodore BASIC, the calculations are limited to a span of approximately 89 years.

## Data Structures

Two arrays store the key information about each monthly calendar. The calendar array C (cell number) maps each day of the month onto its corresponding position among the 42 possible cells ( 6 weeks multiplied by 7 days per week equals 42). For instance, if the first of the month falls on a Saturday, $C(7)=1$, since that Saturday is in column 7.

After the number 1 is assigned to one of the first seven cells in $\mathrm{C}($ ), all of the other numbers from 2 through the last day of the month are assigned in sequential order. For example, if $C(7)=1$, then $C(8)=2$, $C(9)=3$, and so forth. What about all the unused cells before the first and after the last day of the month? They are set to zero.

The array MS $\$$ (date, note-line) stores the reminder notes that you have assigned to certain days of the month. For instance, $\operatorname{MS} \$(5,1)$ stores line 1 of the notes for the fifth day of the month; $\operatorname{MS} \$(5,2)$ stores line 2 of the notes for the fifth of the month; and so forth. The notes are printed in the corresponding cell of the monthly calendar.

Since the notes are stored separately from the calendar mapping, it is possible to change months while retaining the notes. For example, you may have certain monthly obligations that remain the same from month
to month (rent due on the first, for example). The program lets you recalculate C() for a different date while retaining the contents of MS\$( , ).

## --The Program

The first block defines four useful numeric functions:

```
10 IEF FH M1 % %-INT(%4)*4
```




```
4G DEF FH HT(%)=%-IHT(%,%)
```

All of the functions calculate X modulo N , which is the remainder of the quotient:

## $\frac{\mathrm{X}}{\mathrm{N}}$

Function M1 calculates X modulo 4; M2 calculates X modulo 100; M3 calculates X modulo 400; and M7 calculates X modulo 7.

## Storing Information About the Calendar

The next block of lines stores fundamental information about the 12 months and weeks of the year:


```
GODF M=1 TO 12
```



```
OW HENT M
90 FOF I=1 TO 7
100 FEFHI WT*(I)
110 HEYT II
```




```
140 DHTH SEFTEMEER,SO,GITOEEF,S1,HOWEHEEF,SD,
    IEIENEEF,S1
15G IMTH SIN, FINH,TIE,WET,THI,FFI,SFT
```

$\operatorname{MD} \$()$ stores the names of the months; MD() , the number of days in each month; WY\$( ), the abbreviated names of the days; and C(), the number assigned to each of 42 possible calendar cells.

When typing in the DATA lines, take care not to add spaces before or after the commas since this will upset the calendar format.

## Storing Miscellaneous Constants

The program needs a few other constants as well.

```
15z G1%=" ": FEN 1 SFFCE IHEITE OUITES
15G HU&="": FEM HOEFHCES IHEIDE OUTES
```



```
160 IW=5
17G IL=5
18G FR=4: FEM FRIHTEF IEMTCE HUNEEF
190 OT&=CHFकC34; FEM OIDTE
200 ET=0
210 MN=50
2cE HW=IWT(%W-1),7)
230 M, 66
24E NL=INT (UL-5%,
25G ML#=CHF&G12S%: FEM UEFTISFL LIHE
260 HL&=LHFw(192): FEM HOFTIZOHTHL LIHE
270 IIM ME*(31, 吽-1)
```

DW and DL are preset values for cell width and cell length, respectively. The program gives you an opportunity to change these (reformat the calendar). PR is your printer's device number. Change it in line 180 if necessary. QT $\$$ is the character for a double quote. This character is needed when storing data in a disk file.

VW is the maximum calendar width measured in actual characters; from this, the program derives MW, the maximum width of a calendar cell. VL is a maximum calendar length in lines, and ML is the derived maximum length of a cell. Even though your C-64 display allows only 40 characters by 25 lines, you can design a larger calendar format for output to a printer; $\mathrm{VW}=80$ and $\mathrm{VL}=66$ correspond to standard 80 column, 66 -line printer paper. CT is the display slot number.

VL $\$$ and HL $\$$ are the characters used for vertical and horizontal lines, respectively. Finally, $\mathrm{MS} \$(31, M L-1)$ is the array that stores the daily reminder notes.

## -Inputting the Month and Year

The following short block gets initial values for the calendar month and calendar format:

```
2EG GOEUE 450
290 GOEUE 1170
```

The subroutine called in line 280 asks you to enter the month and year of the desired calendar and then fills in the array C() according to
certain date calculations. The subroutine called in line 290 prompts you to specify the output format of the calendar.

## The Main Menu

The following lines print the main menu:

```
300 FFIHT
10 FFIHT "1-FFIHT MIHIATIFE EHLEHIAF:"
2c0 FRIHT "2-FFIHT FILLLSIEE GALEHIJFF"
3@ FFIHT "3-EDIT EHLEHIFF: HOTES"
34G FFIHT "4-FEFORMAT FFOH IISK OF KETEGHFIN"
```



```
GU FRIHT "E-SHQE HOTES FHII FOFMAT OH& IISE"
30 FFIHT "7-0UIT"
```



```
390 IHFIIT "SELEET 1-F: ":F
401F IF F1 DF FY THEH SOG
41E IF F=7 THEH EHII
420 DH F GOGUE 820,1E90,2070,1170,450,590
430 EOTO 300
```

The seven options available are: 1 - PRINT MINIATURE CALENDAR, 2 - PRINT FULL-SIZE CALENDAR, 3 - EDIT CALENDAR NOTES, 4 - REFORMAT FROM DISK OR KEYBOARD, 5 - CHANGE CALENDAR MONTH, 6 - SAVE NOTES AND FORMAT ON DISK, and 7 - QUIT.

Line 420 calls the subroutine corresponding to your selection. Upon completion of the subroutine, line 430 jumps back to the start of the main menu.

## Change Calendar Month

Here's the first part of the subroutine to change the calendar month:

```
45EG FEIHT
4E0 FFINT "IHFUT THE CHLEHIIFE MOHTH FS MOHTH.'TEFF:."
470 FRIHT "FOF E%AMFLE: 1.19G4 FDF THHNAF"'19G4.
4EG FFINT "UFLID NOHTHE FFE E.1GEG TO 11.EGU"
490 FFIKTT
GGO FFIHT "HOLA T'TFE IH THE MOHTH HHD TEEFE"
510 IFFIUT M.'T'
50 IF 'T19eg OF '%egG9 THEH 450
50 IF 'T=1920 FHIN HO THEN 450
540 IF 'T'=2009 FHD M>11 THEH 450
5 5 0 ~ I F ~ H E 1 ~ O F ~ F > 1 2 ~ T H E N ~ 4 5 0 , ~
```

Lines 520-550 ensure that the month and year you enter are within the acceptable ranges.

The next part of the subroutine initializes the calendar framework C( ):


```
570 LH=LEHCH末)
5 9 0 ~ F F E I N T T
5 9 0 ~ F R I N T ~ " C O H S T R U I T I N G ~ A ~ E F L E H I A E : ~ F O F : " ~
EGG FRIHT H专:"
E10 FOF: CH=1 TO 42
EOG[CH=0
O30 NENT EH
```

$\mathrm{H} \$$ is the calendar heading (for instance, "January 1984"). Lines 610630 set every cell in the calendar to 0 , indicating that no dates are assigned yet.

At this point, the program needs to know how many days are between the base date (March 1, 1920) and the first day of the month you have selected. The next lines make that calculation:

```
\(640 \mathrm{~T}^{\prime} 1=\mathrm{T}^{\prime}-1920\)
650 IF M \(=2\) THEH 680
\(660111=1-3\)
ETG EOTD 700
\(680111=1+9\)
\(6961{ }^{\prime} 1=111-1\)
```



Lines 640-690 convert the actual month M and year Y into relative values M1 and Y1 based on the starting point of March 1, 1920. Y1 is years elapsed, and M1 is months elapsed within the last year. For instance, for calendar month May 1970, we get $\mathrm{Y} 1=\mathrm{Y}-1920=50$ and $\mathrm{M} 1=\mathrm{M}-3=2$, indicating a span of 50 years and two months.

Line 700 calculates the number of days represented by that span. The expression $\operatorname{INT}(1461 * Y 1 / 4)$ gives the total number of days in Y1 years. The expression $\operatorname{INT}(153 * \mathrm{M} 1+2) / 5)$ gives the number of days in M1 months. Adding these two expressions gives the total number of days JD in the span from March 1, 1920, up to the first day of the month for the specified calendar month.
(The calendar logic summarized here is presented in greater detail in Dr. Dobbs Journal \#80, June 1983, page 66, "Julian Dates for Microcomputers," by Gordon King.)

Given the number of days elapsed, the program can complete the calendar calculations.

```
\(710 W I=F H M P I D+1)\)
T20 IF (FH M1 (r)
```



```
\(730 L F=0\)
740 GOTO 760
\(750 L F=1\)
\(760 \mathrm{LD}=\mathrm{HD}(\mathrm{H})\)
370 IF \(L F=1\) FHI \(M=2\) THEH \(L I=29\)
7SO FOF \(\mathrm{I}=1 \mathrm{TGLD}\)
\(790[(D+W I)=I\)
EGD HENT I
810 PETIJFH
```

Line 710 computes $\mathrm{WD}=\mathrm{JD}+1$ modulo 7 , the weekday on which the first of the month falls. The value returned ranges from 0 to 6 . Zero represents Sunday, 1 Monday, and so forth.

Lines $720-770$ determine whether it is a leap year and then set the last day of the month LD. Line 770 adjusts LD for February in a leap year.

Lines 780-800 number the calendar cells with the appropriate day numbers. Line 810 returns to the main program.

## Print Miniature Calendar

The next block of lines prints a miniature calendar, as shown in the sample run later in this chapter (Figure 20-2).

Here are the line that print the miniature calendar:

```
820 G0GIJE 2245
830 FRINT TAE(< (0-LH),2+1):H#
849 FOR I=1 TO ?
```



```
865 HEKT D
B7g FRINTT
86G FOR D=1 TD LI+WJ
890 IF CODCO THEN 920
906 FRIHT S1事;1韦:
910 [0T0 930
```



```
930 FRINT S1t;
949 IF FH MT(D)=G THEH FFEIHT
G5G HENT D
960 FRINTT
970 [OUSJE 2330
98G FETUFRH
```

The subroutine called in line 820 lets you select the output device （display or printer）．The loop from 840 to 860 prints the abbreviated day－of－week headings．

The loop from 880 to 950 prints the dates in the appropriate column locations for each week of the calendar．Line 940 starts a new row of dates after every week is completed．

The subroutine called in line 970 resets the display as the output device，and line 980 returns to the main program．

## Save Calendar to Disk

The next block saves the calendar notes and format in a disk file：

```
996 FRIHT
1900'T性="Y年"
```



```
1020 IF 'TH性="'т" THEH COGUE 2900
1030 FD寺=归生
1040 IHFUT "FAFME DF DIUTFUT FILE ";FD$
```



```
196G FFIFMT "DATH NOT STOFED"
1065 FETTJFH
1070 DFEH 2,8,3,"回:"+FDE+",SEG,WRITE"
1972 IF ST=0 THEH 1080
1074 FPIFAT "IISK EFFOF. IATH HOT STOPED"
10PE FETIJFH
19ED FFIHT#2, EM
1990 FRIHT#E, CL
110g FOF CH=1 TO 31
1119 FOF L=1 TO CL-1
```



```
11BU HENT L.EH
1140 ELDEE E
1150 FFIHT "IATH STOFEN IH ";FD:
11EG FETIFH
```

Line 1040 prompts you to enter a file name．Line 1070 creates the output file，erasing any existing file by that name．If a disk－related error occurs，the program will inform you and return to the menu． After evaluating the source of the error，rerun the program and try again．

Lines 1080 and 1090 print the cell width and cell length，and the loop from 1100 to 1130 prints the entire contents of the notation array $\operatorname{MS} \$($ ，$)$ ．Every line of text is printed inside quotes so that the program
will be able to retrieve the lines correctly，even if they contain commas or colons．

## Reformat Calendar

Here is the subroutine that lets you reformat a calendar by loading one from disk or by typing in new specifications．The subroutine starts by printing a short menu：

```
117G FFIHT
11EQ FFIHT "CHLEHINF: FOFWHT:"
1190 FFIHT "1-ENTEF FFOHNE'EOAFII"
1200 FFIHT "2-LDHD FFOM IISK FILE"
121E IHFUTT "SELELT 1 OF 2 ":GI
1220 IF EIC, HHII EI< O THEH 117日
12%0 IF EI=` THEN 1470
```

The menu gives you two options：enter specifications from keyboard， or load them from disk．These lines handle keyboard input：

```
1240 FFIHT
12501 FFIHT "EFHSIHN OLT FOTES..."
1260 FOF EH=6 TO 31
127G FOF L=1 TG HL-1
1260 NEもCON,Ly=H|ま
1200 FEMT L,OH
1300 FRIHT
1310 FRIHT "EHTEF CELL WIITH (4-"; 性;";"
132G PFIHT "&EETILFH=";IN;";"
1350 EM= DW
1340 IHFIIT CH
1370 IF EWC4 DF CWNH THEH 1304
1360 PFIINT
1390 FFIHT "EHTEF: EELL LEHGTH &-";|LL;";"
14G0 FRIHT "@FETIJPH=":IL;")"
1415 EL=DL
1420] IHFUT LL
14.50 IF ELC2 DR CLSML THEH 13SQ
1460 IOTO 161G
```

The loop from 1260 to 1290 erases the previous contents of the nota－ tions array MS $\$($,$) ．Lines 1300-1450$ prompt you to enter the cell width and cell length．DW and DL are default values given if you press RETURN without typing in any specifications．

The next lines handle disk input：

```
1470'TH倳="ト"
```



```
1490 IF 'r'H:="r'" THEN GOSUE 2900
1500 FI ==人|生
1505 IHFIJT "HAFME DF IHFIIT FILE ";FI*
1510 IF FI全怆生 THEH 1525
1515 PFEIHT "DATH HOT LOHDEI"
1520 GOTO 1170
1525 DFEN 2,8,3,FIE+",SEO,FEFD"
1530 If,F|IT#2,CW
1549 INFIIT#2,CL
1550 FDF CH=1 TO 31
1560 FOF L=1 TO LL-1
1570 IHFUT#2,MS音(CH,L)
1589 HENT L,CH
1590 CLDEE 2
1592 IF ST=G DF ST=E4 THEH 1600
1554 FFIHT "IISK EFFOF. IAATA HOT LDADEI."
1596 GOTO 1170
1 6 G G ~ F F I I H T ~ " D A T A ~ L O H D E D ~ F F O M ~ " : F I * ~
```

Line 1505 prompts you to enter a file name，and line 1525 attempts to open the specified file for inputting．

Lines 1530 and 1540 input the cell width and cell length，and the loop from 1550 to 1580 inputs every element of the note array MS $\$($ ，）． If a disk error occurs，lines 1594－1596 inform you and restart the calendar reformatting routine．

After keyboard or disk specification is complete，the next lines per－ form a few other calculations related to calendar format：

```
1E1G PW=[W自T+1
1620 +UE=CL-1
1630 0F=INT(<CM-3),2)
1640 QL=FW
1650 0%全=HL生
1660 [0G|JE 2370
1670 F生=05%
16OW FETIJFH
```

PW is the rightmost column position of the calendar in its new for－ mat．NB is the number of message lines available within each cell．OF is the offset required to center each day－of－week name within its column．Lines 1640－1670 store a string of horizontal lines in $\mathrm{R} \$$ ，forming a horizontal line of length PW．

Line 1680 returns to the main program．

## Full－Size Calendar Printout

The calendar printout subroutine is the longest part of the program，so it will be broken into smaller segments．The first part prints the title （month and year）and day－of－week headings：

```
1690 G0SUE 2240
1700 FFIINT F生
1710 TE=IHT(<FW-2-LH%`2)
```



```
1730 FFIHT F生
1740 FOF: JF=1 TO 7
1750 IF IF=1 THEH FFIINT UL毒;
17E0 IF DFCO1 THEH FFIHT S1车;
```



```
17S0 HEKT IA
1790 FFIHT UL*
```

Line 1690 lets you select the output device（display or printer）． Throughout this printing section，the SPC function is used instead of TAB to advance the print position． $\operatorname{SPC}(n)$ outputs a string of $n$ spaces．

Line 1720 prints the heading centered over the calendar，and line 1770 prints each day－of－week name centered over the corresponding column in the calendar．

The next part of the subroutine prints the note lines（there are NB note lines in each cell）：

```
1800 FFIHT F%
```



```
182G FOF W=1 TO LM
1SOO FDFE L=1 TD FE
1540 FDFE DH=1 TO 7
1850 FRINT UL来:
1860 IHT=TF+(H-1)本7
```




```
1890 HE%T IH
1906 PEIHT UL末
1910 HENT L
```

Line 1810 calculates the number of rows（Sunday through Saturday cycles）that must be printed to cover the first of the month through the last of the month．Depending on the length of the month and on where the first day of the month falls in the week，from four to six rows may be required．

Line 1820 starts a loop that counts through each of the LW rows．

Each calendar row consists of NB note lines followed by a date line (see Figure 20-1). Line 1830 starts a loop that counts through the NB note lines. Line 1840 starts a loop that counts through the seven days. Line 1870 gets the appropriate note for each numbered cell, and line 1880 prints it in the cell.

Line 1890 selects the next day, and line 1910 selects the next line. After all of the note lines have been printed for a given calendar week, the program moves on to the next block, which prints the date lines:

```
1920 FOFEDF=1 TG7
19GEFFIHT UL车;
```



```
1950 IF EODHOSG THEH 1SGG
19EO FEIHT EFCOCN-1):
1970 GOTO 2000
1980 ITT=ETF&OCDH%
```



```
1990 FFIHT SFCCLH-LEHCDT$,-1):ITT:
OG6 WENT IIH
2010 FRIHT UL$
```

The loop from 1920 to 2000 counts through seven days of the week. DN is the cell number, which ranges from 1 to 42 . Line 1950 determines whether that cell is numbered. If it is not numbered, line 1960 fills the cell with spaces. Otherwise, lines 1980-1990 put the number into the cell in right-justified form (the number is always printed at the extreme right side of the cell).

Here is the final part of the calendar-printing subroutine:

```
COEV FFINT FE*
2GGU HENT H
2 0 4 E ~ F F E I H T ~
2050 GOGUE 29S0
20EG FETIFH
```

Line 2020 prints a horizontal rule, and line 2030 advances to the next week number. After all LW weeks are printed, the calendar is complete. The subroutine called in line 2050 resets the display as the output device, and line 2060 returns to the main program.

## Edit Calendar Notes

The next group of lines lets you add or change the contents of any numbered calendar cell.

```
20TG FFIHT
2OEG FFIHT "HDI FOTEG TO WHICH DHTEO &1-";LI;":"
2000 5I=E
21EG IHFUIT "ENTEF Q TO EIIT: ":GI
2110 IF SIG1 OF SIDLI THEN FETUFW
2120 FFINT
Z1B FEIHT "EHTEF ":HE;" HOTE LIHES.
    HF% LEHGTH=":CN-1
2140 FOF L=1 TO HE
2150 FFIHT "LIHE ";L
```



```
E170 IHFUT TY车
```




```
2c00 NE%T L
2210 FFIHT
22Q FFIHT "TEMT ETDFEI."
290 BTOT 2070
```

Lines $2080-2110$ prompt you to select a date．（Typing a 0 ends the editing session and returns you to the main menu．）The loop from 2140 to 2200 inputs the NB lines required to fill that cell．Line 2180 ensures that the lines you enter will fit into the cell by chopping off extra char－ acters on the right side of the line．Line 2190 stores each line in the appropriate location in MS $\$($,$) ．$

## Auxiliary Subroutines

The next subroutine lets you select an output device：

```
2C4G FFINT
250 FFIHT "DUIFUUT TG: 1-T:, 2-FFIHTEF"
2ceg DI=1
2%G IHFUT "SELELT 1 DF 2: ":OII
2玉女g IF DI< PHN DIMe THEN 2240
2206 IF DIM=1 THEH.& FETIJFH
23G10FEH 1.FF
230 एMII 
250 RETUFH
```

If you select printer output，lines $2300-2310$ route the output to that device．（PR，set in line 180 ，must be the device number of your printer．） Here are the lines that restore output back to the video display：

230 IF OI： 1 THEN RETUFH
2340 FRIHT\＃1，

```
2350 LLISE 1
2355 ロI=1
2360 FETIFFH
```

The next subroutine generates a repeating string of characters：


```
230 FOF OO=1 TO OL
```



```
2406 HENT OT
2410 FETIFH
```

On entry to the subroutine， QL is the length of the string and $\mathrm{QC} \$$ is the repeating character．On return from the subroutine， $\mathrm{QS} \$$ consists of QL of character QC $\$$ ．

## Disk Directory

The final subroutine reads the disk directory and prints all file names on the screen．There is a slight delay while the computer sorts through extraneous information．

```
2 9 0 1 F F I H T ~ " L D H D I H G ~ D I F E L T O F ' T " . . " " ~
2910 DFEH 1.8.4:"$,SED,FEFD"
2920 IW=0
EgQ TF STCQ THEH SO4Q
294E GET#1,H支
2950 IF LEHGHDO=6 THEN 2920
```



```
2970 IF IW=0 THEN 290
2900 14=0
2904 FFINHT
3010 GTO 29G4
3010 IF IW=0 THEH WL=1
3015 IH=1
300 FFIHT F车;
O2 WL=WLL+1
324 TF WLC17 THEH 3030
O2E FFIHT
30E 扎=G
3004 [0TD 2930
3040 ELDEE }
O50 FFIHT
3GE FETINFH
```


## -Using the Program

Figure 20-2 shows a sample run of the program using the display for output. You should be able to get the same results.

Once you have become familiar with using the program with output to the Commodore display, try printing some calendars. Experiment with different line-space values and character sets that may be available with your printer. Check in your printer manual for ways of selecting alternate print modes.

You may also find it convenient to change certain default settings of the program, in particular

- Cell width DW\$ (line 160)
- Cell length DI \$ (line 170)
- Maximum tot.I width of calendar VW (line 210)
- Maximum total length of calendar VL (line 230)
- Character used for vertical lines VL\$ (line 250)
- Character used for horizontal lines HL $\$$ (line 260 ).

```
AFUT THE QALEHTIFE MOWTH HE MOHTH,'TEFF:
FOF EMFHFLE: 1.1964 FOF IFH|HF't 1984.
WHLII HOHTHS FFE 3,19EQ TD 11.2GOE
HWH T'rFE IH THE NOHTH HHII TEFHE
    12:1984
COHETFUOTING CHLEHDAE FOF
DECEMEEF 1984....
CHLEHIFF: FDFMAT:
1--EHTEF FFIM FETEMHFI
2-LDAD FEOM IIEK FILE
EELEET 1 ロF2 
EFHEIHG OLI HOTES...
EHTEF EELL WIITH <4-11%
FET\FH= %
5
```

Figure 20-2. Sample run of the Time Machine

```
EHTEF: EELL LEHTGTH O-. 1E%
AETUFH=5;
    4
    1-FFEIHT HTHIFTUFE CHLENIAFE
    2-FEINT FULL-SIZE EHLEHDHF
    3-EIIT EHLENIAR FOTES
    4-FEFOFMAT FFOM IISK DF KETEOHFI
    5-LHFHME CHLENDFFE HOHTH
    E-GHNE NOTES AHI FOFHAT INH TISK
    7-MIT
    EELEGT 1-7: 1
    GUTFUTT TG: 1-Tツ 2-FFIHTER
    BELECT 1 OF こ: 1
        IECEMEEF 1984
    GU MOTINE TH FF SH
    3 % 5 5 5 % 
    16
23 24 25 26 27 28 29
301
    1-FRIHT MIHIFTIREE CHLEHINFE
    z-FRIKT FIUL-SIZE EFLENIIRR
    3-EIIT EFLEFHDAR HOTES
    4-FEFDRMAT FFOM IISK DF KEY'BORFI
    5-CHFHNJE CFLENUDFF MOHUTH
    E-SRUE HOTES AWID FORMAT IOW IISK
    7-MUIT
    SELECT 1-7: 3
    GDI HOTES TD WHICH DATE? (1- 31%
    ENTEF G TO QUIT: 17
    EHTER 3 HOTE LIHES. MA% LEFHGTH= 4
    LIHE 1
    LM"E
LIHE ב
HT
```

Figure 20-2. Sample run of the Time Machine (continued)

```
LIHE Z
7:06
TE%T STOFED.
FIJI NOTES TO WHIEH DATE? &1- 31;
EHTEF: O TD DUIT: 5
EHTEF }3\mathrm{ HOTE LIHES, WF% LEHOTH= 4
LIFGE 1
FH'T
LIHEE Z
F:EHTT
LIHE S
$370
TENT STOPEN.
FDD HOTES TD WHICH DATE? (1-31;
ENTEF:G TD DUIT: 21
EHTEF z HOTE LIHES. MA% LEHGTH=4
LIHE 1
XMFE
LIHE Z
WAC.
LIHEE 3
!!!
TENT STORED.
FII HOTES TO WHICH DATE? <1- 31%
ENTEF G TO QUIT: G
1-FFIHT MIHIFTIRE EFLEFIDAR
2-FFIHT FILL-SIZE CALEHIMFE
3-EIIT EFLENTAF: NOTES
4-FEFOFHAT FFOM IISK DF KETEOARI
S-CHFHGGE CHLEHIDRR MONHTH
G-SHWE HOTES FHI FDFMAT DH IISK
7-MIT
SELELT 1-7: こ
OUTPUTT TG: 1-TV 2-FFIHTEF:
EELECT 1 DF z: }
```

Figure 20-2. Sample run of the Time Machine (continued)


Figure 20-2. Sample run of the Time Machine (continued)

```
SELEI:T 1-7: 6
\becauseIEW DISK IIRECTDF'т (T',N゙? N
HFIME DF GIITPIJT FILE IECEMBEF
1-FFIHTT MIHIFTUFE CHLENIDFF
Z-FRINT FIJLL-SIZE CALENDAR
3-EIIT GALENIAF WOTES
4-REFORMAT FROM IISK DF KETEOFFII
5-LHAPHIGE CFLENDARR MOHTTH
G-SFWE NOTES RHIN FORMRT OH DISK.
7-QUIT
SELELG 1-7: 7
FEFHI'T'.
```

Figure 20-2. Sample run of the Time Machine (continued)

## -Index

## A

AND function, 9
Antecedent, logical, 32

## B

Base 3 counting, 285-86,
(Figure 18-2) 286
Billiard Practice program, 119-34
sample screens, (Figure 8-3) 122
suggested games, 133-34
Blackjack '84 program, 101-17
card deck, 102, 106-07,
(Table 7-1) 116
object and rules, 101-02
sample run, (Figure 7-1) 103-06
Blazing Telephones program, 277-88
base 3 counting, 285-86,
(Figure 18-2) 286
program logic, 278-80
sample run, (Figure 18-3) 287
suggestions for using, 288

## C

Cathode ray tube (CRT).
Chapter organization, xii
Ciphers, 260-61, (Figure 17-1) 261
Codebreaker program, the, 87-99
program logic, 88-90
rules and object, 87
sample run, (Figure 6-1) 89-90
Computer requirements, xii
Consequent, logical, 32
Creativity and art projects
Designs in a Circle, 245-58
Electronic Loom, 225-43
Poetry Generator, 211-24

Crossword Puzzle fill-in program, 65-86
procedure for using, 65-67
sample puzzles, (Figure 5-1) 66, (Figure 5-3) 68, (Figure 5-6) 84-85
Crossword Puzzle pattern generator program, 49-63
printing, 61-63
procedure for constructing, 49-51
properties of puzzles, 49-50,
(Figure 4-1) 50
sample patterns, (Figure 4-3) 62, (Figure 5-1) 66, (Figure 5-6) 84
Cryptography. See Secret Messages

## D

Designs in a Circle program, 245-58
compared to Spirograph, 245
printing, 253-55, (Figure 16-5) 258
samples, (Figure 16-1) 246-47, (Figure-16-2) 247-48
variations on formulas, 258
Device numbers, xii
Disk, program, available from author, xii
Disk file directory subroutine, 82

## E

Educational programs
Guess My Word, 195-210
Quiz Master, 159-68
Speed Drills, 169-83
Text Scanner, 185-93

Electronic Loom program, 225-43
colors, 225, 228
design characters, 227-28
menu options, 226-27
printing considerations, 227 , 242-43
sample run, (Figure 15-2) 236-42
Epson printer, 243

## G

Games
Billiard Practice, 119-34
Blackjack '84, 101-17
Codebreaker, the, 87-99
Tic-Tac-Toe, $135-58$
Guess My Word program, 195-210
hints for using, 206-10
program logic, 195-96
purpose of, 195
sample run, (Figure 13-1) 206-09

## H

Head cells, 50-51
Hidden Words program, 15-29
construction procedure, 15-18, (Figure 2-3) 18
description, 15
determining the ideal puzzle size, 19-20
making easier puzzles, 20

## I

Instructions for entering
programs, xii

## K

Key stream, 264-65

## L

Logic, formal, 32
Logic puzzles. See Matchmaker
Lowercase letters, 265-66

## M

Making Mazes program, 1-13
construction procedure, 2-3
defined, 1
printing, 9-10, 11-13
Matchmaker program, the, 31-47
construction procedure, $33-35$
defined, 31
personalized versions, 46-47
Mazes. See Making Mazes
Modulo function, 302

## N

Null string, xii
Nutritional Advisor program, 289-98
cost/value studies, 289
database required, 290-91, 297-98
operation, 290-91
purpose, 289
sample run, (Figure 19-1) 292-94

## O

OR function, 8

## P

Permutations, 33
Poetry Generator program, 211-24
constructing a word list, 221-22
format specifications, 212-14
program logic, 211-14
sample poems, (Figure 14-1) 212
sample run, (Figure 14-3) 222-23
sample vocabulary,
(Figure 14-2) 219-21
Popular Computing magazine, xi
Printer
control codes, 243
device number, xii
Program disk available from author, xii
Programs
instructions for entering, xii
types of, xi
Pseudo-code, 185-87, (Figure 12-1) 186

## Puzzles

Crossword Puzzle Designer, Part 1, 49-63
Crossword Puzzle Designer, Part 2, 65-86
Hidden Words, 15-29
Making Mazes, 1-13
Matchmaker, the, 31-47

## Q

Quiz Master program, 159-68
building the database, 159-60
sample database, 165-68
sample run, (Figure 10-1) 166-67

## R

Random number seed, 36
RND function, 265

## S

Secret Messages program, 259-76 binary search subroutine, 271-72 definitions, 260
instructions for using, 272-75
key stream, 264-65
processing lengthy texts, 272-75
processing rate, 259-60
program logic, 260-64
sample run, (Figure 17-2) 273-75
security, 275-76
Sound, 123, 180
SPC function, 310
Speed Drills program, 169-83
hints for using, 183
operation, 170-71
sample run, (Figure 11-2) 181-82
Spirograph. See Designs in a Circle program
Stopping a program, xii

Subroutines
binary string search, 271-72
disk file directory subroutine, 82
sequential string search, $37-39$
string replacement, 97-98

## T

Text Scanner program, 185-93
preparing a word processing disk file, 188
program logic, 185-87,
(Figure 12-1) 186
purpose, 185
Tic-Tac-Toe program, 135-58
lowering the computer's playing ability, 158
program logic, 137-39
sample run, (Figure 9-6) 154-57
strategy, 135-37
Time Machine, the, 299-318
calendar format, 299-300, (Figure 20-1) 300
data calculations, 301, 305-06
data structures, 301-02
menu options, 304
modifications to, 314
sample run, (Figure 20-2) 314-18
uses, 299
Tools, handy
Blazing Telephones, 277-88
Nutritional Advisor, 289-98
Secret Messages, 259-76
Time Machine, the, 299-318
Truth table, 33

## X

XOR operator, 262-63

Look for these Osborne McGraw-Hill Commodore $64{ }^{\circledR}$ books.
Your Commodore 64® ${ }^{\circledR}$ : A Guide to the Commodore 64 Computer Commodore $64{ }^{\circledR}$ Fun and Games

Available at computer stores and book stores everywhere. Or order direct by calling TOLL-FREE: 800-227-2895. In California call 800-772-4077.

## THE C-64 PROGRAM FACTORY

Here's a book that will put your C-64 to work right now as an entertainer, puzzle generator, teacher, and creative assistant.

Written by George Stewart, author of POPULAR COMPUTING's column "The Program Factory," these programs can easily be keyed into your computer.

This collection includes many entertaining programs-

- The Matchmaker
- The Codebreaker
- Blackjack '84
- Poetry Generator
- The Time Machine

Beginners will enjoy quick access to these programs, and experienced users who would like to understand how the programs work can learn from the explanations that accompany each program.

The C-64 Program Factory is ideal for any C-64 user looking for programs that provide hours of fun and learning!

C-64 is a registered trademark of Commodore Business Machines, Inc.
Program Factory is a trademark of the author, George Stewart.
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