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## Contents in detail

## CHAPTER 1

Good things in small packages
1.1 Clock-introduces the 64's flexible time function to create a colourful way of telling the time.
1.2 Graph-build your own coloured three-dimensional displays.
1.3 Texted-your own simple word-processor.

## CHAPTER 2

Programming tools
2.1 Merge-allows you to keep useful modules on tape and string them together when needed.
2.2 Delete-a routine enabling you to load an original program and delete parts of it to suit new applications.
2.3 Renumber-give a professional look to your programs with this renumbering routine.

## CHAPTER 3

The colourful 64
3.1 Artist-enables you to use the screen like an easel, painting on coloured graphics characters, erasing and changing them, and saving them onto tape.
3.2 Characters-allows you to create your own special characters, using the user-defined character capability.
3.3 Sprites-lets you move high-resolution designs easily around the screen.
3.4 Hi-Res-introduces bit-mapped graphics, allowing you to set any individual dot or pixel on the screen.

## CHAPTER 4

## The 64 as secretary

4.1 Unifile-this uses the 64's strengths as a filing cabinet, enabling you to store up to 500 entries, search for named items, and to amend or delete them.
4.2 Unifile II-similar to the previous program, this tackles less structured files and introduces the multiple search routine.
4.3 Nnumber-this copes with numeric data when you need to store names of items along with a unit of quantity.

## CHAPTER 5

Home education
5.1 Multiq-this program explains how to enter a series of questions and answers which form the basis for multiple choice tests.
5.2 Words-similar to Multiq, here the questions take the form of pictures.
5.3 Typist-improve your touch-typing with this short, neat program.

## CHAPTER 6

High micro-finance
6.1 Banker-allows you to present your financial transactions in the form of a neat bank statement.
6.2 Accountant-a simple way of keeping track of your accounts.
6.3 Budget-a powerful and flexible tool allowing you to plan your finances over a 12 -month period.

## CHAPTER 7

Music
The 64 has no less than three sound synthesisers. This program explains how to develop your own music and embellish other programs in this book.

## PROGRAM NOTES

A number of functions on the Commodore 64, as with other Commodore machines, are dictated by 'control characters' which are contained in ordinary strings and take effect when the string is printed. Control characters can normally be recognised by the fact that they are inverse characters (the colours of the background and foreground are reversed in the character position). The functions under the control of such characters include cursor position, print colour, inverse (RVS) on and off, cursor home and clear screen.

The following table shows the control characters as they appear in the programs in this book:

| ELACK | + |
| :---: | :---: |
| WHITTE | $\#$ |
| FEL | m |
| CTAFA | 肚 |
| PUFPFLE | a |
| GREEH | iil |
| BLJE | \% |
| YELLDH | \% 7 |
| DPAPIEE | 5 |
| BECOup | W |
| LIDHT FEL | T |
| GFET 1 | 番 |
| GREY 2 | \% |

The Working Commodore 64
LIBHT GREEN II
LIGHT ELUE W
GFAT 3 ii
FuS UH 时
FUS DFF
UF T]
IIOMH
FIGHT MI
LEFT HI

## Calling up Commodore

This book, and the series of which it forms a part, was undertaken to try and fill what seemed to be a yawning gap in the provision of books for home micro-owners. That gap was the absence of works aimed at fulfilling the dream that I think almost every owner has, that the new machine will not simply be a toy, not even an educational introduction to the silicon age, but a tool, taking over all kinds of tasks and opening up all kinds of possibilities. The majority of books consist either of trivia or assume too great a desire-perhaps even the capacity-to experiment.
I wanted to write a book based on a solid collection of programs that would be worth having-programs that would handle such areas as data storage, finance, graphics, music, household management and education. Discussion of programming techniques would arise out of the programs themselves rather than as part of a curriculum of 'things that should be learned'. I hope that you will find the book that has emerged from that desire a useful one, not only as a way of learning new programming techniques, but also as a collection of programs in itself, all of them tested by an independent assessor for errors and offering a wide range of applications that might only have been open to those prepared to buy expensive commercial software or already able to write substantial programs to fit their own needs.
In addition to the programs in this book you have the parts of the programs-not as silly as it sounds for the programs in the book are written in 'modular' form. That is to say they are made up of clearly identifiable functional units which, as you come to understand them, can be lifted out and employed for your own purposes. Each module is commented upon fully where it covers new ground and instructions are given for testing the programs as the modules are entered.

In using this book, though you will find that there are sections where general issues are discussed, it is not a book to be read but to be used. The relevance of the comments and advice will only be apparent when you have taken the plunge and and begun the task of entering what appear at first to be dauntingly long and complex programs. Here, the modular approach will help to prevent programs becoming unredeemable tangles of errors, so do test modules as suggested, especially in the early stages.

In the end however, the success or failure of the book must be judged on whether it helps you to enjoy your 64 . It is very much a ' 64 book', for while the general structure of the book is based upon its two predecessors in this
series, the programs were adapted and new programs added to take account of the 64's extraordinary abilities. While writing a book such as this is hard work, I have nevertheless enjoyed the polish that the 64 has given to programs that on less capable machines might have been far less exciting. In using these programs you won't have to work quite as hard - but the end product will be just as exciting.
Finally, no introduction to a book such as this could end without expressing profound thanks to Commodore UK for all the facilities they have made available and not least to Steve Beats at Commodore's UK headquarters, for his patience in answering the idiotic questions that opened up the 64 for me.

## CHAPTER 1

## Good things in small packages

The programs in this book are intended to be put to work on a variety of important applications. Because many of the applications are complex, so are many of the programs. That should not be taken to mean that useful programs cannot be compressed into a small space. As an introduction to the approach adopted, this chapter presents three relatively short programs that are anything but toys.

### 1.1 CLOCK

This program provides quite a pleasant introduction to some of the 64's abilities-it's easy to enter, fun to leave running on the family TV and it makes good use of the 64's flexible string and screen handling.

The program is exactly what it says, a clock, but you won't see a circle and hands appear when it is run. The 64 clock uses two lines sweeping across the screen, left to right for the minutes and downwards for the hours, dividing the screen into different colour areas. All of this is only possible because the 64 has a flexible time function which can be set and read in a straightforward way from within the program.

## Clock: Table of Variables

| CS | Address of the start of colour memory |
| :--- | :--- |
| DT\$ | Formatted adaptation of TI\$ |
| H | Hour value adjusted into screen units |
| M | Minute value adjusted into screen units |
| M1\$,M2\$ | Two-colour strings displaying hour and minute values <br> SS |
| TI\$ | A system variable containing the time by the internal <br> A syen |

MODULE 1.1.1

| 11 med |  |
| :---: | :---: |
| 11010 | REU IUITIHLIEE TIME GUI TISFLH' |
| 16 c |  |
| 11030 |  |
| 11040 | IfFUT "rwhterge muplt TE HOUE © |
| $1-12$ | : $: W$ |
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```
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This module allows the user to input the time in hours and minutes ( 12 hour clock format), sets the timer and then displays the clock face.

## Commentary

Line 11030: Two useful memory locations: 53280-redefines the colour of the border around the screen, 53281 redefines the screen background colour. Either of these can be reset instantaneously during the course of a program. In this case the border is set to black and the screen to white.

Lines 11040-11060: Hours and minutes are input in two digit form. They are then added together and 00 is added for the seconds. The system is told that this is TIS and immediately resets the internal clock to count from that time.

Line 11070: The screen is cleared, the print colour set to black and reverse is set, then the figures are printed across the top of the screen.

Lines 11080-11130: The black borders of the clock area are now put onto the edge of the screen. When printing right to the edge of the screen it is often more convenient to POKE characters onto the screen, since this avoids the print position jumping from one line to the next. In order to POKE the screen successfully, two locations must be dealt with, one within the screen memory itself (addresses 1024-2023) and the other within the colour memory (55296-56295). All that this loop does is to POKE the first two characters and the last two characters of the 25 lines on the screen with
a character code of 160 （an inverse space）and the corresponding location in the colour memory with zero，which turns that character position black．

Line 11140：The cursor is homed and the hours are printed down the left hand side of the screen．The last value is printed separately with a semi－ colon following，so that the screen will not scroll upwards，since it is on the bottom line of the screen．

## Testing Module 1．1．1

Insert a temporary line 11160 GOTO 11160 and run the module．You should be asked to input hours and minutes，then the borders of the clock face will be placed onto the screen．The temporary line ensures that the screen does not scroll upwards to print READY when the module is finished．

## MODULE 1．1．2



```
12010 REM EALCULATE FHD ITSFLGY TIME
```




```
j
```



```
12050 IF M=30 THEH LET H=H+1
12060 IF H}=24\mathrm{ THEH LET H=H-24
12070 IF M=0 THEH LET M=1
```



```
    "
```



```
|1-36-M>
```




```
M2s,36-M%
12120 PRIMT "mim";
12130 IF HOQ THEN FOR I=1 TO H:FRINT M1.⿻⿻一𠃋十(
:WEXT
12140 IF HC23 THEN FOR I=H+1 T0 23:FRINT
    M2事:HEXT
12150 FRIMT M2$;
```




```
12170 DT事=LEFT婁(TI事,2)+" "+MID$(TI事,3.2
)+" "+FIGHT专(TI各,2)
```

```
1218Q FOR I=: TO LEHCDTSYFRINT MTEOTTS
```



```
12190 00T0 120% 
```

This module derives the values necessary to create the display from the internal clock and displays the time in two forms.

## Commentary

Line 12030: There are 36 available spaces across the screen once the borders have been drawn, so the number of minutes must be divided by $60 / 36(5 / 3)$ to obtain the right units to move across the screen.

Line 12040: There are 24 screen lines available, so all that is necessary is to multiply the hours by 2 .

Line 12070: The program is designed always to display minutes, so that on the hour the minute value increments to show one unit.

Line 12080: M1\$ is set equal to two cursor moves to the right plus the purple control character and the reverse control character, followed by 36 spaces. If printed, this would show a purple line.

Line 12090: M1\$ is now changed so that it becomes equal to the first four control characters plus $\mathbf{M}$ spaces, then a red control character, then the remaining spaces. This creates a new string which changes colour at a point defined by the value of M .

Lines 12100-12110: The same process is carried out for M2\$, which will begin blue and end white.

Lines $12130-12150$ : M1\$ is printed for as many lines as there are hours; $\mathrm{M} 2 \$$ is printed on the remainder of the lines. The two strings thus define a border between different colour areas dictated by the value of $\mathbf{H}$.

Line 12160: The cursor is homed and the print position moved to about one third of the way down the penultimate column of the screen, with the print colour set to black.

Line 12170: DT\$ is now defined as TI\$ with two spaces inserted between the hour, minute and second values. Throughout the course of the program, the system has been updating TI\$ so that it always contains the latest time.

Line 12180: DT\$ is printed down the right hand side of the screen. The method used is to print one character at a time, then move the cursor down and back.

## Testing Module 1.1.2

Your clock should now be ready to run, with four different rectangles of colour marking the lines for hours and minutes. The time is displayed digitally on the right-hand side of the screen.

Having said what it should do, almost inevitably there will be errors in what you have entered. If not here, then in later programs. From the kind of queries that come to me it seems that many micro-owners find it very difficult to know how to begin to deal with such errors and perhaps a few basic guidelines might be of help:

1) Make the most of the help available to you. If there is an error message, make sure you take account of it, noting the line where the error occurs and the type of error.
2) Don't run the program again to see if it will work a second time. If it does work then you are in a worse state than you started since you have lost the chance of running down the error for the present.
3) Use the direct mode (commands entered directly from the key board rather than program lines) to print out the values of all the variables in lines that appear to have an error. A ludicrous value will often give you the clue as to what is going wrong. An awful lot of almost indetectable errors result from the simple misspelling of a variable name, substituting 1 for $I$ for instance.
4) Follow the program through in your head or on paper, using simple values so that you can see exactly what it should be doing at each point.
5) Don't be too hasty in making an alteration until you are sure that it is the only one you want to make. Once you enter a change to a line, all your data disappears and with it your chance to make further checks without running the program again.
6) Save your program regularly as you discover errors and/or add new lines. Many errors in final programs result from changes which were entered into a program but never finally recorded on tape. All my programs commence with the following 3 lines:

1 GOTO 3
2 SAVE 'XXXX':STOP
3 REM
These three lines allow programs to be saved with the command 'GOTO 2' (provided ' XXXX ' is replaced with the program name. One incidental side-benefit is that I can always start my programs with GOTO 1 rather than having to remember the first line number of the main program.

Everybody makes mistakes in designing and entering programs, the difference is whether they learn to cope with their mistakes competently.

## Summary

Whether you like the clock is something only you can say. Personally I find it quite attractive. Regardless of the clock, however, the techniques of slicing up strings and of POKEing the screen and colour memory contained within the program will come in useful in a wide variety of programs, so it is worth entering the program and ensuring that you understand how it functions.

### 1.2 GRAPH

If you want to understand this program you can do no better than to look at the box in which your 64 arrived. There you will find a colourful three-dimensional bar chart-this program is an attempt to reproduce the program that generated the chart. I say attempt, because on successfully reproducing the chart on the box I discovered that the data it was given to work on had been carefully chosen to hide the limitations of the tightly packed bars. Other data led to the graphics characters making up the bars knocking holes in neighbouring bars, making the whole thing a great deal less attractive than the box display.

This program, then, is a compromise, producing a less packed display but one which will work on any set of data and still look as good-so good, in fact, that when you have completed entering it, it is the kind of program to call the family in to impress them with your wizardry.

Colourful and practical, the displays produced will no doubt find many applications. In addition the program provides a simple introduction to the subject of saving data on tape and later reloading it.

## Graph: Table of Variables

| CO\$ | Three-character string used to decide colour of different <br> bars on the graph |
| :--- | :--- |
| F\$ | Formatting string of right cursor characters |
| F1\$,F3\$ | Formatting strings of down cursor characters |
| F2\$ | Temporary string derived from $\mathbf{F} \$$ |
| HH $\$ 2,6)$ | Array holding data for graph |
| NB | Number of banks in front of each other (1-3) |
| ND | Number of columns along the horizontal axis (1-6) |
| NH\$ | Name for horizontal axis |
| NV\$(2) | Names for each separate bank |
| TT\$ |  |
| 16 |  |

Temporary string used to format printing of vertical axis names

MODULE 1．2．1


```
11010 REM FICEEPT DATA
```



```
11030 FOKE 53281,15:INFUT "TMMOD YOU WIS
H TO LOAI FFOM TAPE (TNW:":DN
11040 IF Q韦="T" THEH 12420
```



```
11060 FRINT "MTHERE ARE 19 UHITS OH THE
    vERTICHLL'""
11070 FETHT "MRIPFIT HUMBER TO BE REPEES
ENTED E'' EACH"
110G0 INFUT "UHIT:";UW
11090 IHFUT "MFAPME FOR HORIZOHTAL FKIS"
; 1州东
11100 PRINT "HMOMU CRN HFVE OHE TO SI%
columbs:"
1111G IMFUT "MHOM MFHY KOULD YOU LIKE:";
HI
11120 PRIHT "酔TOU CAN HAVE OHE TG THEE
E BAHMS."
I1130 THPUT "MHON MFH' MOULT 'TOU LIKE:";
NE
11140 FOR I=O TO NE-1
11150 PRINT "榎MAME FOR vERTICFL H&IS"; I
+1;:INPUT HY&CI):NEXT I
11160 DIM HH(2,6)
11170 FRINT "M";:FOR I=0 TO NE-1
11180 FOR T=1 TO ND
11190 FRINT "四HFUT BFH|K";I+1;" VALUE";J
;":";:INFIIT T
1120日 IF INT(T,UV)>19 THEN FRINT "MNALUE
TOO HIGH.":GOTO 11190
11210 HHCI,J)=T:WEKT J,I
```

The purpose of this straightforward module is to allow the input of the data which will be used to build up and label the graph．Rather than ask the user to input maximum and minimum figures for the range of values and then calculate the units（which can result in extremely odd units），the
program asks the user to specify how many units of the data input will be represented by each vertical unit on the graph．Names are given to the horizontal axis and to the banks of 3－D pillars，starting from the back． Finally data is requested in conformity with the structure chosen by the user．

## Testing Module 1．2．1

Simply a matter of running the module to check the syntax is correct． Nothing can be drawn yet．

MODULE 1．2．2


```
12O20 REM DRFM DRAPH
```




```
HTMDMTMMETM";
```



```
12060 FOR I=1 TO 4:PRINT F事:"啭
                                "":F手=F安+"m"":NEXT
```



```
--":REM 30 CHFR LINE
```



```
12090 FRIMT "
    J':HEKT
12100 PRIHT "w";:FOR I=1 TO 4:PRIHT "瞄㑥
```



```
12110 PRINT "
                        ' -ammam
.m":HENT:REM 2S CHAR LINE
```





```
NH家;
```




```
12150 TT事缷象(H)+" 䋆"+STR事(UV):FOR I=1 T
OLEHCTTS`
12160 FRINT MID&(TT*,I,1`;"MM";:NEXTI,H
```



```
THTMNMTM"
12160 FS事F1事:FOR H=G TO NE-1.FRIMT 位D车
(COE,H+1,1)
```



```
1来;F串;
12200 FOR I=FD TO 1 STEP-1:IF IHTGHHGH.I
```



```
H2ID FOR J=1 TO THTHHCH, ISMM, N
```







```
#1!
IEEFG NEST I
12CED PRIMT " ["mad "
```



```
THT F1$;FEF; HEYT T
Leg\F1F=F1F+"回"
```



```
;"%*
12काG HEXT H
```




```
    FOR T=I TO HE
Lकडg IF II OR HHCQ,I-1)=0 THEH PETHT :
```





This is a fiddly module which is based, not on any clear set of methods but simply on the conditions that I found, in practice, had to be fulfilled to complete an attractive presentation of the graph.

## Commentary

Lines 12040-12060: The screen is set black and the brown base on which the graph stands is painted in.

Lines 12070-12110: The grid surrounding the graph area is drawn, units are marked down the sides and lines placed across to mark the five unit levels.

Lines 12140-12160: These three lines determine a print position at the top right hand corner of the screen and print the names of the three banks there, down the screen, in colours corresponding to the banks themselves. The screen position is determined using a chunk taken out of $\mathbf{F} \$$ and the colour by printing a different one of the three colour control characters for each execution of the loop.

Lines 12180-12300: Three loops are called upon in this section. The H loop determines how many banks will be drawn in front of one another, being also used to extract a colour control character from $\operatorname{CO} \$$ and to determine how many down cursor characters will be printed, thus moving the banks down consecutively. The I loop controls how many columns will be printed across the screen, the J loop controls how high any particular 3-D block will be.

Line 12190: The horizontal print position at the start of each bank (they are drawn from right to left) is calculated according to the bank-each bank moves across one, giving the 3-D appearance to the three banks.

Line 12200: A column is not printed if the relevant array element in the array HH is zero.

Lines 12230-12240: At the bottom of each column is printed the slanting bottom which makes the column look as if it is resting on the surface.

Line 12260: When the top of the column is reached the sloping top is added.
Line 12270: For the next column, four characters are subtracted from the cursor right string, defining the new print position.

Line 12280: The vertical print position is moved down before printing the next bank.

Lines 12310 - 12340: In printing the banks the bottoms of the columns have been corrupted. These are filled in.

Line 12350: The graph remains on the screen until a key is pressed.

## Testing Module 1.2.2

Once again a straightforward matter of running the program and seeing that the resultant display does look right. If you run into problems, then the answer is to cut down the number of banks to one, and perhaps even the number of columns to one, to simplify your analysis of what is going awry. Look at the function of each of the loops separately to decide which of them appears to be producing the error. This is a frustrating module to debug so, if you think that a change to your lines would overcome the problem, even though you can't see where you have departed from the listing given here, make the change and see-nothing here or anywhere else in this book is sacrosanct.

MODULE 1.2.3

```
LSEQ IHFUT "TMMUM TOU WTSH TO SHEE TATH
    GH:"DS:IF O&="W" THEN EHD
LESTQ INFUT "MFUEITIOH TAFE DOREEMTL'T:T
```



```
12900 OPEH 1.1.1:"GEPFH"
```



```
12400 FOE T=G TO HE-1:FEINT#1, HW&GY:FOR
    I=G TO HTI:PETHT#I,HHCI,IO:HEXT I,I
12416 पLESE1: EHT
12429 IWFUT :WH⿰OSTTION THPE GOPEETLY
```



```
12430 DPEN 1,%,G,"GRFPH"
```




```
    Im TG MII:IHPUT#N,HHCI,IY:NEET I,I
12460 OIDEEL:OOTO 12000
1240 G0T0 12470
```

Now that you have defined your graph, rather than lose the data and have to enter it again, you can store it on tape. This module will allow you to do that and to recall it subsequently. The module is designed to make tape storage as easy as possible in that it gives you time to position your tape to the correct place before it begins the process of loading or saving.

## Commentary

Line 12380: This line opens a file, a place into which data is to be placed, and in this case the storage place is the cassette recorder. The three figures represent:
a) The number of the file-any instructions to store something in a file must mention the file number
b) The device number (the piece of equipment which is to receive the data) with 1 representing the cassette recorder
c) The type of file- 1 means that it is a file into which data is to be placed rather than one from which data is to be taken.
$\mathrm{NB}, \mathrm{ND}, \mathrm{NH} \$$ and UV are placed into the file (onto tape). Note the use of the variable $\mathrm{R} \$$ here. When storing data on tape the 64 is a little finnicky about how each item is separated from the next-simply putting in commas can result in errors whell lie dada is reluaded. $\mathrm{K} \$$ was jlefincd in Line 12370 as CHR\$(13), the code for RETURN, and placing it between items ensures that they are properly separated.

Line 12400: The program's arrays are printed one by one to the file.

Line 12410: When you have finished with a file for the time being it must be CLOSEd. Failure to do this will result in an error the next time you try to OPEN a file of the same number.

Line 12420: This is the part of the module which loads back data into the 64. The only difference between the specifications for the two types is that this one has a file type of 0 , which means a file from which data will be taken.

Lines 12440 - 12450: Data which was printed into the file is now recalled. The safest way to build up your loading routine is to edit the line numbers of the SAVE routine and change the PRINT commands to INPUT. That way you know that the routine will pick up the data in exactly the same order as it was stored. If the data is picked up in the wrong order, not only will it make nonsense of your program but an error may result in the program stopping.

## Testing Module 1.2.3

The simple test for this module is whether you can input data to the program, save it on tape and then reload it.

## Summary

This program is a tribute to the quality of the 64's graphics set and screen handling. Once you have entered it you begin to see that it is not at all such a difficult thing to use loops and simple calculations to draw shapes and apparently solid objects at controlled places on the screen and that such displays are one of the most effective ways of getting the facts across that you will ever find.

### 1.3 TEXTED

The final program in this chapter is an attempt to provide some of the simpler functions of a word processor in a relatively short and uncomplicated program. The program is, of course, no match for a professionally written machine-code based word processor, nor would it be the tool I would choose for writing a book like this one, if only because Commodore UK were kind enough to provide me with a copy of their excellent Easyscript program for the purpose. Nevertheless the program works and I would and have chosen it in preference to a typewriter for many purposes because of the flexibility it provides in entering and editing text before it is finally output onto paper. Of course, if you don't possess a printer, then you will need to rush out and buy one to get the most out of the program.

## Texted: Table of Variables

| A\$ | Line of text being entered <br> CH <br> Code of character under flashing cursor <br> Calculates position in memory of flashing cursor in text <br> being entered |
| :--- | :--- |
| FNB(P2) | Calculates position in memory of edit cursor in main <br> body of text |
| LL | Number of lines of text in main body of text <br> Position of flashing cursor in line being entered <br> P |
| P2 | Position of edit cursor down screen <br> Line number of edit cursor in main body of text |
| PL | Number of spaces available at end of line when <br> formatting |
| SP | Line number of first line of part of main text being <br> displayed |
| SS | Last character input when entering new line of text <br> Character input as command in Move Edit Line module |
| T\$ | Main array for the storage of text <br> Temporary storage of lines being entered into main body <br> T1 $\$$ |
| TEXT\$(500) |  |
| TT\$ | Number of lines of text extracted from batch of text being <br> inserted into main body |
| X |  |

MODULE 1.3.1

11QIQ REM INTTIFISE

12010 PRIHT"n"; :DIM TEXT本(SED): $L L=1: P L=1$




12040 DEF FNF $(\mathrm{F})=1024+20440+\mathrm{F}$
12050 DEF FHE $(P 2)=1024+403 P 2$
12060 GOEUE 14110
This initialises the main variables and places beginning and end of text markers into the main array.

MODULE 1.3.2

[^0]

```
13000 F余=":"
```



```
-1%
```



```
14:FOKE FHACF%,1GO
1BGGQ FOE TT=1 TG 5:NEYT TT:FOLE FHFG%,
CH
1क贝TQ EET T*:IF T&="" THEH GOTQ 1GESB
1SEES IF Tक=HF&(13) OF LENGFD=S1 THEN
GOSUE 1400G:GOTU 13050
13084 IF T*="\uparrow" THEN GOE|E 1GGOU:FOKE FH
BCF-5E%,6e:GOTO 13040
13160 IF T吕"" Hotm FCO THEN 13H4E
```



```
जiaT0 12150
```




```
13130 TF T:=WHF&CQO THEN 13050
```





```
F T东="明" FHI FOE THEH F=F-1
13GG IF T:= MHM OHD FCLEHGAFS-1 THEH P=F
+1.
13170 60T0 13050
```

The purpose of this module is allow the user to input and edit up to two screen lines of text at the bottom of the screen and to edit those lines in preparation for inserting them into the main body of the text with a subsequent module．

## Commentary

Lines 13050－13070：Our first encounter with a flashing cursor routine．On the basis of user－defined function A，these lines PEEK the screen memory at the point indicated by the variable P and obtain the code of the character located there．An inverse blue space is then POKEd into the same location， left there for the duration of a short timing loop and then replaced by the original character．If there has been no input from the keyboard，as indicated by the GET statement，the process is repeated．
Line 13080：Pressing RETURN inserts the line into the main body of text －a later module is needed．The line is also inserted automatically if the length exceeds two screen lines－－this may strip the final characters from the line．

Line 13090: Pressing the ' $\uparrow$ ' symbol allows the user to move into a subsequent module which acts on the main body of text.

Lines 13100-13110: Pressing the left arrow symbol at the top left of the keyboard moves the cursor either to the beginning of the line or to the end, depending on its current position.

Lines 13120-13130: Provided that the cursor is not positioned at the beginning of the line, pressing DELETE removes the character before the cursor. Note that, using GET, the control keys such as DELETE have no effect unless they are PRINTed, so that if we do not print them we can redefine their function.

Line 13140: If the character entered is not a cursor move arrow, then it is assumed to be a character to be printed and it is added to the string in the position of the cursor. If the cursor is in the middle of the string, then the character is added in-it does not replace the character under the cursor.

Lines 13150-13160: The string is reprinted in its changed form. If the input was a cursor arrow then the cursor position is changed accordingly.

## Testing Module 1.3.2

By entering a temporary RETURN at Line 14000, you should now be able to input text to the bottom of the screen and to edit that text.

MODULE 1.3.3


```
1QIS PEM IHEETT I IHE
```



```
1480 %=0
1440 IF LEFGFWO&I THEH TT采,O=LEFT*OF*
```




```
1`"" "THEN REOT I:I=4D
```



```
1.)
```



```
OT0 14040
14GEG FOP I=LL+% TO FL+G STEF-1:TENT*SI%
=TEGTकCI M, WEGT I
```



```
HEMT
```



```
L+8
```






```
I': IF LEHGTEGT*TOYGG THEW FRTHT
```



```
1415G HEYT I:FRIMT ",
":FETMF
```

The purpose of this module is to enter the current line into the main body of text.

## Commentary

Line 14040: If the line being inserted is less than 41 characters long it is placed into the position indicated by the $>$ edit cursor.

Lines 14050-14070: If the line is longer than 41 characters, these lines search back for the ending of the last word which will fit fully onto the line and make everything to the left of it the first line to be inserted and store it in TT\$. A\$ is now redefined as what is left and the process is repeated. The variable X records how many lines result.

Lines 14080-14090: The main body of text, from the edit cursor on, is shifted to make room for the $X$ new lines and the new lines are inserted.

Lines 14100-14110: A\$ is set to a single space, the flashing cursor position is set to zero and the edit cursor is moved down below the new lines. The start of main text display is redefined so that the edit cursor remains roughly in the middle.

## Testing Module 1.3.3

You should now be able to insert lines of text into the main body of text by pressing RETURN.

MODULE 1.3.4


```
15GIG FEM MOUE ETIT LINE
```



```
150%G FZ=FL-5E
1540 GET T1事:IF TL*&"," THEM ISETQ
```



```
E2:FOFTT I=1 TM EG:HEMT
15GEO FOKE FHECFQO,S2:GMTO &G4g
```



```
C1 THEH FL=1
```



```
IL THEH FL=LL
15090 IF TI&=HFS(19) THEN RETUEH
15gQ IF FL=%LL OR T1SCOCHFSGOS THEN 15
12g
1SI1G LL=LL-1:FOE I=FL TO LL:TEXTSGO=TE
MT&(T+1):MEXT:TEXTCOL+1)=""
1512Q IF FL<LL FHT T1:N"G" THEH H&=TEMT
CPY+" "FETUPH
154%g IF T1F="F" THEH GOSUE 1700日
15140 IF T1&="5" THEH BOSUE 1B004
45150 IF "1%="F" THEH GOSUE IEDGG
H1G0 GOGIE 14110:GOTO 15050
```

This module allows the main edit pointer to be moved about in the main body of text, thus allowing lines to be inserted at different points. From this module the user is also able to call up other modules which format the text, output it to a printer or save it to tape.

## Commentary

Lines 15040-15060: Flashing cursor routine for the main edit cursor.

Lines 15070-15080: These two lines move the main edit cursor up and down. Single line moves are accomplished by the ordinary cursor move arrows. Pressing $U$ or $D$ will result in a 10 line jump. Note the use of logical conditions to accomplish these moves. The expression (T1\$= ' U ') has a value of zero when the condition is false and of minus one when it is true and can thus be used to economically replace an IF statement such as IF T1\$ = 'U' THEN etc.

Line 15090: Pressing RETURN will return to the text entry module.

Lines 15100-15110: Pressing DELETE removes the line beneath the cuisur.

Line 15120: Pressing C copies the line beneath the cursor to the bottom of the screen for further editing.

## Testing Module 1．3．4

You should now be able to move the main edit cursor，to delete lines and to copy them back to the bottom of the screen．

MODULE 1．3．5

16010 FEM FOEMAT LIHE


TEXTक $I+1$＝＂＂THEN $1 E 190$

（TECT末日＋1）

MET J：J＝TMI
1GGE IF SFCT OF T＝WEHCTERTक（THう THEH
16090
 $I+13, T-1$ ）

TO 16840



y：VET I：LL＝LL－1：FL＝FL－1：GOTD 16 GAG
1612E HESTIPETUFH
This module formats the text，that is to say the text is rearranged so that empty spaces at the end of lines are，where possible，filled with words from the subsequent lines．

Line 16030：When an empty line is entered into the main body of text it will not be formatted．Empty lines can thus be used to separate paragraphs or other lines the user does not wish to have run together．

Lines 16040－16080：The space at the end of the line is calculated and an assessment is made of whether there is a word at the beginning of the next line which will fit the space－if so it is transferred．

Lines 16090－16110：If the whole of the next line will fit onto the end of the current line then it is added and the file collapsed to cover the resulting space．

## Testing Module 1．3．5

If you input a series of single word lines to the main body of text you should now be able to enter the main edit mode，press F and see the words run
together into continuous lines. You can also insert short lines into the middle of the main text and then reformat it.

## MODULE 1.3.6



```
1PGIE REM OUTFUT TIG FRIHTEF:
```



```
17050 OPEH 1:4:%=1
17040 IF %=LL THEH 1710G
```



```
+1.g0TO 17046
1%GO FRIHT#1,TERT&C&;" ":
17070 IF %+1=LL THEH 17100
```



```
" THEHY FETNT#1,""
1%40 %=2, GOTG 17048
```



This simple module opens communication with the printer (device 4) and prints out the main body of text. Text is printed in 80 column format (ie two screen lines make one printed line), and clear lines are printed wherever there is a clear line in the main text. Note that though the program itself will happily deal with characters in lower case mode (press SHIFT and COMMODORE key together), most printers require a special command to actually output lower case characters. This is not provided since it differs from printer to printer. Your printer manual will provide the necessary information.

MODULE 1.3.7


```
1EG1G FEP IHTH FILEE
```



```
1BUSO FEIFT "MmWOSTTIGN THFE COFFEETL'T
    THEH EPETIIFP㽬-""
EG4G IHFUT "MOTOF MILL ETGF FUTETATTEPL
L':":D:POKE 1SZ,7:FIGE 1,SO
1EGEG FFTHT "EDHNHNTIS F',HTLFELE:":FFTHT
```




```
OH E BOTD 1SQEO,1912G
1BGPG FETUFH
1BGG PMKE I P:FOF I=1 TQ 2GGG:FEQT
1S090 IFEH 1.1.z:"TENTEI":FFIHT#1,FLLFEI
```

```
HT#1.LL
```




```
18110 CLOSEI:FETUPN
1EYQQ OPEN 1,1:G,"TE&TET":THPUTH,FL,LE
1G1SQ FOE I=0 TO LI:THPUT#I,TEXTSGIY:AE%
T:CLOSEL
18146 FOR I=G TO L.L
18150 IF TE&TECTY"M" THEN TEGTSCIOLEF
T未GTEMTEGI),LEHCTENTSGT)?-1)
```



```
1B17Q HENT I:RETUFH
```

A standard data-file module.

## Summary

The techniques used in this program of altering something while you are looking at it on the screen bear some study since this is by far the easiest way (for the user) of altering strings and can be written into a variety of programs where string data, having been input has to be changedincluding, if you wanted to, most of the programs in this book.

## Texted: Summary of one-key instructions

Text entry mode:
Text characters may be entered at position of flashing cursor.
Left and right arrows move cursor over string.
' $\leftarrow$ ' moves cursor to beginning or end of line. ' $\uparrow$ ' calls up main edit module. RETURN places current string into the main body of text.

Main edit mode:
RETURN returns to previous mode
U,D and up and down cursor arrows move main edit cursor
DELETE removes line beneath main edit cursor
$\mathrm{C} \quad$ copies line beneath main edit cursor
$P \quad$ sends text to printer
$S \quad$ saves text on tape
F formats text

## CHAPTER 2

## Programming Tools

Having been introduced to some of the 64's capabilities we now depart from the normal format of the book for a brief space to present three tightly packed programs which will provide you with essential tools enabling you to merge separate programs together,renumber them and delete whole sections with ease. The programs are densely packed for the simple reason that, using the Merge routine, they are intended to be strung together and then added to the end of existing programs without taking up too much memory space. When you have finished merging in extra sections to your program and renumbering it, the Delete routine will happily delete itself and its two companions!

### 2.1 MERGE

This program, together with the other two presented in this short chapter, is a must for those who intend to take modular programming seriously. Using this tiny program hours of work can be saved by keeping useful modules on tape and simply stringing them together with the press of a tape recorder button. In presenting the program I am indebted to Steve Beats of Commodore UK, who suggested to me the basic idea from which it was developed.

There are no modules in the program-at eight lines it would hardly be worth it and yet a program such as this will make modular programming come alive for you.
What the program does is to pick up another program, or section of a program from tape and to enter it into the 64 without danger of losing what is already there-unless the line numbers coincide, in which case the first program will be overwritten.

## MODULE 2.1.1

```
Egggg FEINT "#":
69%1 OPEM 1,1,E,"TEET"
60992 FOKE 184,1:FOKE 18S,9G:FORE 1GE,1:
FOLE 15E,I:PRIHT "TR"
GSg4 DET#1.HF:FREHT H:* :IF ST THEH ESgg
8
```

```
6395 IF H&OCHF*(1) THEH 6594
69996 FFIHT "GOTO GO9%%":FOKE E31,13:F
DRE E%2,13:FOKE ES3,13
6Sg97 FUEE 198,3:EHI
G99% प\EE1
```


## Commentary

Line 63991: The file which this program will read is a listing of any other program which was stored on tape using the following command: OPEN 1,1,2 'TEST':CMD1:LIST. The CMD command means that anything that would normally be output to the screen is actually sent to the file number specified-in this case a file opened to the cassette recorder. The only distinctive thing about the file is the secondary address, which is 2 , meaning that this is an output file which will have a special end of file marker printed at its conclusion. The LISTing of the program is sent, not to the screen, therefore, but to the cassette recorder, not in the same form that a program is normally stored but in ASCII format or character for character what you would see on the screen if the program were listed out. When the cassette recorder stops, without switching off the cassette recorder you must finish the file off by entering: PRINT\#1: CLOSE1 which ensures that the final characters of the program are printed and the file properly closed.

Lines 63994-63995: Skipping over line 63992 for a moment, the merge program now begins to pick up the characters of the program listed onto tape, until it reaches a RETURN code, signifying the end of a line.

Line 63996: This strange line is actually the key to the program. Having picked up a line and printed it onto the screen, the program now prints, just underneath the line, the command GOTO 63992 and the cursor home control character. Following this, three RETURN codes are POKEd into the keyboard buffer, the area of memory which stores any keys which have been pressed but not yet acted upon, and the number three is POKEd into location 198, which records how many keys have yet to be acted upon. Having done this the program now ENDs. Or at least it would do, except that the 64 now believes that RETURN has been pressed three times and proceeds to react accordingly. The effect of this is to move the cursor down over the line picked up from tape and printed on the screen and over the GOTO 63992. The result is that the line is entered into the memory just as if you had placed the cursor over it and pressed RETURN. The program then begins again at 63992.

Line 63992: This line of mysterious POKE commands is there to overcome a basic problem-whenever a new line is entered to a program, all existing files are CLOSEd. When the first line of the new program is entered, the file to the cassette recorder is closed and any instructions to GET from it will result in an error. The file cannot be re-opened with a Basic command because we are already past the file header, which would tell the 64 that a file has been found on the tape. What the POKEs do is cheat a little and tell the 64 that file number one, with a secondary address of zero, is open to the cassette recorder. The second line can now be picked up, and so on ad infinitum.

Eventually the program encounters the end of file marker which means that the listing is complete and then the second part of line 63994 (IF ST THEN 63999) detects this and jumps to the last line. Normally the program will stop with the error message OUT OF DATA. This means the merge has been a success.

In actual use this program is by no means fast. It alternates between the blank screen of tape-loading and flashes of lines at the top of the screen. It needs a good tape, since a tape with dropouts may well crash the whole thing. But given a little care this is a program you will come back to time and time again-try it and see.

### 2.2 DELETE

When developing programs which use similar modules to programs you have previously entered, a useful ability is to be able to load the original program and delete only those parts that are not needed for the new application. This 12 line routine will allow you to do just that.

The routine is based upon the extremely clear and simple way in which program listings are set out in the memory of Commodore computers. Each program line in the memory begins with two link bytes of memory which specify the start address in memory of the next line. This is followed by two bytes which record the actual line number. What this routine does is to scan along the line numbers between a start number specified by the user and a finish number also user specified. When the address of the final line to be deleted is found, the program simply sets the next line address in the first line to be deleted to point to the line after the last line to be deleted. The effect of this is to produce a single line stretching from the beginning of the first line to be deleted to the end of the last. Deletion can now be accomplished by merely deleting the first line-all the others go with it.

```
MODULE 2.2.1
G3PGQ IHFUT "FIFGTLIHE TO EE DELEETEI:":T
1.
6310 IWFUT "LHET LIHE TO BE DELETED:";D
2
```

```
6%15 DEF FHIH(%)=PEEKC%)+25E*FEEKO
ESTIE DEF FHH1(X)=% FHD 2SE
63T17 IEF FHHE(X=INT(&256)
63720 L. F=2049
63730 LH=FHIMCLF+2): IF LHGII THEH LF=FHI
HCLF%:DOTO 63730
5340 DSTHFT=LF
6375G L.H=FHIHCLF+2):IF FHINCLFO=O THEHE
3760
63755 IF LHEIN THEH LH=FHIHCLF\:GOTG ES
750
ESTGQ POKE DETART, FHH1GLF%:FOKE ISTFRT+1
,FWHECLF)
63TG FOKE IETFRT+4:143:FOR I=5 TO 10:FO
NE ISTART+I,33:NENT
```


## Commentary

Line 63715: This function, which can be useful in a variety of contexts, converts a two byte number of the kind that most computers work with, into a normal decimal number in the range $0-65535$. The two byte number effectively has a base of 256 , that is to say that it is composed of up to 255 units and a second digit of up to $255 * 256$, in the same way that 99 is 9 units and 9 times 10 . Just to confuse you, however, the digits are stored back to front, with the higher value byte coming second.

Lines 63716-63717: These two user-defined functions do the opposite job of transforming a decimal number into a two byte form.

Line 63720: LA is set equal to the start address of the first line of the program.

Line 63730: LN is set equal to the value of the third and fourth bytes of the line-the line number-and if this is less than the value of the first line to be deleted then LA uses the two link bytes to jump to the start address of the next line. The process is repeated until a line number is found which is equal to or greater than the first line number to be deleted.

Line 63740: The start address of the first line to be deleted is stored in the variable DSTART.

Line 63750: Using the FNDH function, the variable LA shoots up the memory from line start to line start, and with each jump the variable $L N$ is set equal to the line number found there. If FNDH finds a memory location
with zero in it, where there should be a pair of link bytes, it has reached the end of the program.

Line 63755: Each time a new line number is found, it is compared with the number of the last line to be deleted. If the last line has not been reached, the next jump is made.

Line 63760: If the program has reached this point, it has found the last line to be deleted and into the two link bytes at DSTART it POKEs the address of the line after the last line to be deleted.

Line 63770: The first character of the new single line block to be deleted is made into a REM statment and a series of exclamation marks are POKEd in after the REM to mark the line to delete.
The routine has now finished its job and all that remains is to enter the number of the line marked and press RETURN-the whole block, from a few lines to a complete program, will disappear.

In practice, this routine is best used with the merge routine in the previous section of this chapter (load the merge routine and either add this one or merge it), since this will allow the routine to be added to existing programs from which you wish to extract some lines while discarding others. It takes only moments to run and can save a lot of key pounding!

### 2.3 RENUMBER

One thing that everyone wants to do is to have neatly numbered programs -somehow it makes all the difference between something that looks professional and something which appears downright sloppy. Using the relatively short program presented here, you can renumber to your heart's content, though it isn't what you'd call fast and it does impose a simple limitation on the range of progran lines.

The program will renumber any program, including GOTOs, GOSUBs, ON...GOTOs and GOSUBs and line numbers following IF...THEN. What it will not do is relocate the program in the memory, so it cannot add digits to a GOTO (etc.) or subtract digits, for to do so means moving the whole of the program that follows the altered address. It is not that that is impossible, or even particularly difficult, it is simply that to be at all practical it must be done in machine code, which is outside the scope of this book.

It is because of that limitation that all the programs in this book, which were renumbered using this routine (where line numbers are irregular it is because changes were made late in the process), begin at 11000 , thus ensuring that all line numbers have five digits.

The way in which the renumbered program is structured can be controlled by the use of formatting lines within the program to be renumbered. Look closely at the programs in this book and you will see that the modules almost invariably start with a REM statement, and that the first character after the REM is a "\#' symbol. The renumber program is so designed that it starts renumbering at 11000 , and continues in steps of 10 until it comes across such a line, then it increments the line number to the next 1000 up.

Not only does this make for easily readable programs, it means that you can control the structure of the program to be renumbered. Say you have an existing program from which you want to use three or four modules, but the present line numbers do not conform to the structure you want for the new program-not enough space between the modules, say, to merge in something else you have on tape. By inserting two REM statements, whose first character is a '\#' and then renumbering, you automatically open a gap of 2000 where the REM statements are located-hardly complex!

## MODULE 2.3.1





ESEDG IF FFGFFIHYLF: THEH ESEE

360 THEH GOTO ESEGS

: KOTD 5955
ESBE PF=FF+4
EOED IF FEFF GFFYO1ET THEH ESGTO
E6\% S=6: IF PEEFCPP+1\%=2 THEH $5=1$
ESEA IF FEEK $P F+1+G$ Y 4 GF FEEF $F F+1+$
6\%57 THEH ES29G
EOES BITD EOG76
ESTE IF PEEF (PFY 137 AHI FEEF世FY 14
1 THEM E2209





$L=116 \mathrm{FF}$
EEGYS IF LE=ESGETH THEH FRIHT "UHTIEFIHEI
LINE FT LIHE"; 怆: STOF
ESGES IF LZ=GG THEH GO1EG

```
EOgT L1=FHIHCL1):LEmFMDHCL1+2,:LL=LL+10
6BGE IF FEEECL1+4\=143 FHT FEEECL1+CS=S
```



```
65ge 00T0 6309
6%1GG LET ZZCI,G%=LL:LET 2ZCZI:1%=FF+S:
ZI=2I+1
O110 IF FEEKGF+S+GJ=44 THEH PP=FP+E+G:
GOTG ESTE
6355 G0T0 63200
63.4E FEINT "HOHETFHDHFO COHNHHI HT LTH
E ";HL:STOF
S9000 FF=FF+1:00T0 63050
65500 LF=2049:LL=100E0
G3GO IF FEEECLF+4)=143 HWID PEEKCLH+G)=3
5 THEH LL=1GEDNTHT (LLL+1EGO9,1000)
```



```
65510 POKE LFH2, FHH\CLI,FOKE LH+O,FHHEC
L!
ESEG LET LL=LL+1E:LET LF=FHDHGLFD:GOTO
6550
650日 IF 2I=G THEH STOF
6SE05 FOF I=0 TO ZI-1.
GBE10 FOR T=1 TO S:FOKE ZZCI:1)+T:HELUM
U&&TE&(ZZCI,0)%,T+|%:WE&T I
65E0 HERT I
GSEG ETOF
```


## Commentary

Line 63000: The array ZZ will be used to record the addresses of GOTOs etc. that need to renumbered and the new number they are to be given.

Lines 63010-63016: The same functions as in the block delete routine. If you merge the two together you will need to delete this set.

Lines 63050-63059: PP is a pointer that scans the memory for GOTOs etc. It starts at the beginning of the program area at 2049. Every time it reaches the start of a new line the line address variable (LA) is incremented. The line number of the current line is stored in LN and the program stops working at line 63000 -the start of this routine. PP now jumps to the first character of the line.

Lines 63060-63065: These lines check when THEN is found in the memory, to see if it is followed, either immediately, or after a space, by a number. The variable S simply records whether a space is present. If THEN is not followed by a number, PP moves on.

Lines 63070-63085: If the code for GOSUB or GOTO is found the program checks to see whether a space follows or not. GG\$ is constructed out of the digits of the line destination. Less than five digits produces an error message at line 63140 .

Lines 63090-63099: GG is set equal to the GOTO or GOSUB destination. The routine now scans up the line numbers in the program from the start, looking for the destination. For each line that is examined, the variable LL is incremented by 10 , starting at 11000 , and thus records what the line number will be once the program is renumbered-the line cannot be renumbered at this point since there may be another GOTO pointing to it. When REM \# is encountered LL increments to the next 1000 upwards.

Line 63100: At this point the correct line number has been found, so the address of the GOTO is stored in the array ZZ along with its future line number (LL).

Line 63110: If the 6th character after the GOTO or GOSUB is a comma, it is assumed that this is an ON...GOTO-GOSUB and PP is moved on and the new line destination picked up by an earlier part of the routine.

Line 63200: The process continues, with PP moving up the memory until Line 63000 is encountered.

Lines 63500-63520: These lines start at the beginning of the program and renumber the lines only (remembering REM \#).

Lines $63600-63650$ : All that remains is to take the addresses of all the GOTO-GOSUB destinations out of ZZ and to POKE the new destinations into the five bytes following each address-they have already been calculated.

Though this program does not compare in speed or flexibility with a good machine code utility, it does do the job, as the programs in this book illustrate. If you do not own a machine code renumber routine then I predict that you will come back to this routine more often than almost any you possess.

When merged with the two previous utilities, with all three isolated from each other by STOP statements, you will have built for yourself a powerful three function tool which will make your programming more pleasant and your programs more presentable.

## CHAPTER 3

## The Colourful 64

The Commodore 64 provides an almost bewildering array of graphics capabilities. The shapes and colours that it can display are enough to cover almost any imaginable need and certainly enough to keep the amateur artist occupied for a lifetime. In this chapter you will find four graphics programs which will allow you to explore the world of the graphics character set, user-defined characters, sprites and bit-mapped graphics. A mere four programs are by no means the last word in what the 64 can achieve so the programs are designed as tools, whose object is to allow you to feed into your later programs all the colourful features that will lift them out of the ordinary run.

### 3.1 ARTIST

Few home micros have a graphics character set as useful as that of Commodore machines. Using the combinations of characters available from the keyboard it is very difficult to think of anything that could not be drawn in some shape or fashion. This is extremely useful when livening up the output of the most mundane programs, especially when combined with the 64's excellent colour capabilities.

One limitation to all of this is in the creative process of actually developing graphics displays. Of course, this can be done purely with print statements in a program, but getting the print statements exactly right, with a variety of colour commands, reverse commands and so forth, with each line having to be defined separately can be an extremely tedious process. What is really needed is a way of using the screen rather like an easel, painting on graphics characters in a variety of colours, erasing, changing at will and then, for the sake of posterity or at least for the sake of other programs which could use the design created, saving the design onto tape. All of this the current program sets out to do.

Along the way you will pick up a fair amount of information about how to manipulate the screen and colour memory, together with useful memory locations for controlling such characteristics as print colour.

Artist: Table of Variables
$\mathrm{CC} \quad$ The current cursor position
$\mathrm{CO}(3) \quad$ Co-ordinates of two corners of design to be saved

| CT | Temporary storage of cursor position |
| :--- | :--- |
| CU | Current cursor colour |
| D1\$ | Values of characters in design to be saved |
| D2\$ | Colour values of characters to be saved |
| D3\$,D4\$ | Temporary copies of D1\$ and D2\$ |
| MODE | Defines which of a variety of colour characteristics is <br> being addressed |
| PC | The colour of the character in position PP |
| PP | The original contents of the current cursor location |
| PT | Location in memory of the two corners held in array CO |

MODULE 3.1.1


```
1.010 FFM UHETHELES
```



```
1103G F&=[HF&(13)
```

Hardly fair to call this a module, but its presence does mean that if you decide to develop the program further, there is a proper area set aside for the necessary variables. The string actually defined is a standard-data file separator.

MODULE 3.1.2


```
1EG1E REM CUFSOF,MUME,PEINT
```



```
12geg PETHT "m";
12040 POKE E5G.255:GET FW
```



```
9):FF=FEEKCCO:PC=FFERCOC+54272)
12GEQ FOKE CL,4Q:FOKE OU+E42PQ,OU:FOP:I=
1TOIS:HEST:FOKE CC,FF:FOKE DE+S42TQ,FC
1QGO IF H:=": THEH 12C4D
```




```
121E0 TF EG=1024 HHI F半="#" THEH 12G4G
1214Q IF EC<ME4 AHN Fa="T" THEH 12g4G
```



```
F="MI" THEN FRIHT HF; :GOTO 12Q4Q
```




```
12150 IF Ft=[HF$(134) THEH MOTESS
1215S IF AS=CHFक6136% THEH 12OSO
```

```
IQIEG IF MODE=1 OP MODF=2 OF MODE=S? Ad
T HE="&" THEN WODE=WOUE+"5:GOTD 12040
1217G IF F#=WHE&(1SE, THEN IWWETHW=G
```



```
LEIGG IF FS=[HP&(13E) THEN MODE=7
1ecge IF H&=WHE&440 THEN MODE=S
12210 IF MODE=1 AFT Hक="1" H+D H{="S"
```






```
THEN FOKE 5%QE, ,GLYG%-1:GOTG 12G4G
```





```
THEH FOKE E4S,MHL (HFS-1:GOTG 12G4C
```



```
" THEH POLE E4E, BHUHL (H2)-1:GOTO 12g4E
```



```
    FHTG Ft?"S"% THEN 12S20
12EGG IF HF="R" THEN GOSUE 13GG0
12egQ IF FS="D" THEU GOSUE 1SEEQ
12%g0 IF G&="S" THEN GOSUE 14000
1281Q EC=CT:GOTO 1204Q
```



```
THEN OU=MGLGF, 1:GOTG 12G4G
129@O IF IH=-1 THEH FETHT "明":
12S4B FRINT Fs:""思";
12550 GOTG 12046
```

This module is really all that is needed to turn your screen into a graphics easel. Its purpose is to allow you to move a flashing cursor around the screen, printing characters, changing them, erasing them, changing colours for foreground and background of characters......

## Commentary

Lines 12040-12070: This routine provides a flashing cursor under user control.

Line 12040: This POKE sets the repeat characteristic so that a key, once held down, will continue printing the same character. The second part of the line receives any single character input from the keyboard.

Line 12050: CC is set equal to the address in the memory of the current print position. PEEK(211) gives the position along the line ( $0-39$ ) while PEEK(210)*256 + PEEK(209) gives the memory address of the beginning of the line. PP is set equal to the screen code of whatever is currently occupying the position where the cursor is about to flash. PC is the colour of the character in that position.

Line 12060: An asterisk, screen code 42, is now POKEd into the position where the cursor is meant to flash and the current cursor colour CU, is POKEd into colour memory at the corresponding position. A short timing loop keeps the asterisk on the screen for a moment, then the orginal character (code PP) and the original colour (PC) are rePOKEd into the memory.

Line 12070: If no key has been depressed then the cycle is repeated.
Lines 12080-12110: These lines check that if cursor move arrows are input, the cursor does not attempt to move off the screen.

Line 12120; If a cursor control is input and passes through the tests in the four lines above it is immediately printed and the program returns to the flashing cursor routine.

Lines 12130-12200: Using the function keys on the right of the keyboard as inputs, these lines allow the user to specify different modes which permit different colour characteristics to be set.

Line 12130: Pressing key f1 puts the program into MODE 1. In this mode, pressing any of the keys 1 to 8 will redefine the colour of any character over which the cursor is currently placed. The colour will be that indicated on the front of the key.

Line 12140: Pressing f2 allows the same procedure to redefine the screen background colour.

Line 12150: Pressing f3 allows the resetting of the print colour by the same procedure.

Line 12160: Since there are in fact 16 colours available, input of the left arrow at the top left hand corner of the keyboard while in MODEs 1,2 or 3, redefines the mode so that entry of keys $1-8$ will provide the colour that would normally be obtained by pressing that key together with Commodore logo key. The characteristic redefined will be the same as that referred to by the main mode number.

Line 12170: On pressing f5 the inverse characteristic is set or reset-thus allowing inverse characters to be printed.

Line 12180: On pressing f6 the program will allow the saving of the design created. The correct procedure will be explained in detail later.

Line 12190: Pressing f7 does nothing at all except to redefine into a noneffective mode. This allows the user to print the numbers $1-8$ on the screen rather than redefine a colour characteristic.

Line 12200: Pressing f8 allows the user to change the cursor colour to any of the first eight colours. This is useful if the screen colour has been re-defined in such a way that the cursor is no longer clearly visible.

Lines 12210-12220: If MODE is 1 or 1.5 then the colour input is POKEd into the colour memory for the current square.

Lines 12230-12240: If MODE is 2 or 2.5 the new colour code is POKEd into location 53281, which sets the screen background colour.

Lines 12250-12260: If MODE is 3 or 3.5 then the new colour code is POKEd into location 646, which dictates the current print colour.

Lines 12270-12310: When in MODE 6 this routine relates to the saving of either small or large designs. Input of R allows the definition of a rectangle of screen to be saved. D saves a small-scale design. $S$ saves the whole screen to tape.

Line 12310: CT is used to save the current cursor position, which may be altered during the SAVE routine.

Line 12320: If MODE is 8 then the new colour code is stored in the variable CU.

Line 12330: If the inverse characteristic is set (INV $=-1$ ) the RVS ON control character is printed, thus inverting the next character to be printed.

Line 12340: If the program has reached this point then whatever character was input is printed on the screen and the reverse off control character is printed following it.

## Testing Module 3.1.2

After entering this module you should be able to create designs on the screen at will, using the whole character set available from the keyboard. All the colour redefinition commands should be available but you will not yet be able to save any design you create.

MODULE 3.1.3


```
13G10 FEM SAvE DESIOM
```




```
13040 IF T&""1" FHT T&Q"2"THEN FETUFH
```





```
1कपQ GT=CG:FOCE E4G,GU
```



```
HEH 12116
1OGGG PEINT "mEEGTHMLE INFROPEEL'S IEFIH
EI;":FOE T=1 TO 10EE:AENT
13100 FETHT "m
    ": RETUEM
```



```
ES THEN 13440.
1Bt2G FEINT "mTNSITH TOO LFFGE:"; :FOR I=
1 TO 1EGE:HEST
131sE FRIHT "㴓
    ";
```



```
COCIQ-2):TCGT=FT:TECI+2\=PEEECPT)
131EG FOKE FT, G2:FOKE FT+5427E,GU1HET
1316E IHFUT "mTHESE FOINTS D.K" GY,H:":
D&:IF OS="T" THEM 1S1FO
13162 FRIHT "m
    "FOE I=1 TO 2:FOKE TCTT,TCGI+2, FENT
131E4 RETUFT
```



```
O-1:FOF T=OD(0)+1 TO CO(2)--1.
```



```
KE 1624+40%I+T,42
```



```
DEE 5EEEE+4G*T+J,OMEST J, I PFTHT "M":
```



```
0GO-1:FOP T=00G0, TO GOCQ-1
```

```
13%10 POKE 1624+46m+T,FGCGEFTECT%,1)
DSF=TTHHT&(I3*:LENCUS&-1)
```




```
ISQQ FFTHT "mTHIS IS मHFT TE EETHD EHvE
M"":FOR I=1 TO 10GQ:HEST
i\sigmae40 IMFUT "mPGITIOH THFE COREECTL'r. T
HEH RETUFH:":O$
1525b FFIMT "m
m
IOEQ OPEH 1.1.1,"FRTIST":FOR I=G TO S:F
FTHTH1, EOCIY:HEST:FRIHT#1,LEHCDLS
1397G FOE I= TO LEHCDIF⿳:FRIHT#1, FEECMI
```



```
19ese CLOSE1: RETUEH
```

The purpose of this module is to allow a small design to be defined on the screen and then saved economically.

## Commentary

Lines 13030-13050: If, in the previous module, MODE 6 is set and then R pressed these three lines accept the input of a further character which must be a 1 or a 2 . If 1 is pressed, the current cursor square is defined as the top left-hand corner of a rectangle to be saved, 2 defines the bottom right-hand corner. These two squares are actually outside the design to be saved, they define an outside border to what is to be saved. The positions in memory of the two design corners are stored in the array CO. Note that this array has not been declared since it has less than 10 elements-simply inputting a value to it will set it up satisfactorily. $\mathrm{CO}(0)$ or $\mathrm{CO}(2)$ is set to the position of the cursor in the row, as indicated by PEEK(211). CO(1) or CO(3) is set to the current screen line number + (actual memory position-screen start)/40.

Lines 13060-13280: These lines allow the saving of the rectangle previously defined.

Line 13070: The print colour is set temporarily to the colour of the cursor.

Line 13080: A check is made that a valid rectangle has been defined ie that it has length and width). If not, an error message is printed.

Line 13110: Data for the design will be temporarily stored in a string so a check is made that the string will not be too long. An error message is printed if the string is likely to be too long.

Lines 13140-13160: Using the co-ordinates contained in the array CO, the corners of the rectangle are rePOKEd onto the screen and the user is asked to confirm the correctness of the rectangle to be saved.

Line 13170: The two strings which will be used are initialised. The two loops combine to mean that J characters (the width of the design) will be read from the screen for I lines (the height of the design).

Lines 13180-13190: On the basis of the addresses provided by the loops, the screen and colour memory are PEEKed, and the values added to the storage string in the form of characters of that code value. The two strings thus formed would make no sense printed out, they are merely a simple way of temporarily storing a series of values without having to set complicated pointers to a position in an array. After this is done, an asterisk is POKEd into the screen location and its colour characteristic set to black, making the processing of the design visible.

Line 13200: A copy of D1\$ and D2\$ is taken, then two more loops are used to POKE back onto the screen the characters which have been stored, together with their colour characteristics. Each time a character is POKEd back onto the screen the two strings are stripped of their left-hand character, so that it is always the first character of the string which is used. It is this stripping process that necessitates the creation of a temporary copy of the two original strings. The sole purpose of these two loops is really to re-assure the user that the design is going to be saved correctly.

Lines 13240-13280: The design is saved onto tape.

Line 13260: The values in the array CO are saved, together with the length of D1\$ (which is also the length of D2\$).

Line 13270: A loop equal to the length of DI\$, saves the values of the characters of both strings (ie the values taken from screen and colour memory). Unfortunately the two strings themselves cannot be saved onto tape since they may contain non-printing characters which the 64 is not capable of saving in string form.

## Testing Module 3.1.3

You should now be able to save a design onto tape. If the redisplay of the design is satisfactory, it is likely that the saving is being done correctly, but this can only be fully tested if you subsequently enter at least the relevant module of the program Words, which is intended to make use of the designs so created.

## MODULE 3.1.4



```
1.4010 FEM SAWE GCFEEH
```



```
IGDSQ PFINT "mFOEITIOH TAPE CORRECTL'r: T
HEN FETURH:":Q4
14046 PETHT "路
    ":OOPEH 1,1:1:"GOEEEH"
```




If, during the execution of Module 2, MODE 6 is set and $S$ then pressed, this module will ensure that the whole of the contents of the screen are saved to tape. This is done by the uncomplicated method of PEEKing the contents of the memory from 1024 to 2023 (the screen memory) plus the equivalent colour memory locations and saving the values. A later program can read the values from tape and POKE them back into the same locations.

## Summary

This program is capable of providing a great deal of fun but its greatest contribution is the capacity that it gives you to design complex graphics with ease, editing them at will and simply calling them up for use in subsequent programs. You should also, based on the techniques employed here, have no difficulty with subsequent programs of your own which need to POKE the screen and colour memory.

## Going Further

1) No provision is made to save the screen background colour-it would be a simple matter to add this.
2) Why not add a display on the bottom line of the screen to show which mode is currently set.

## Artist: Table of one-key commands

f1 Allows redefinition of colour of character under cursor
f2 Allows redefinition of screen colour
f3 Allows change of print colour

| f4 | Erases current design |
| :--- | :--- |
| f5 | Sets or resets RVS |
| f6 | SAVE mode |
| f7 | Dummy mode |
| f8 | Allows change of cursor colour |
| $\rightarrow$ | Allows entry of second colour set in modes 1-3 |

SAVE mode:
R
D
then 1 or 2 defines corner of rectangle to be saved saves small scale design
S saves whole screen

### 3.2 CHARACTERS

No matter how good the character set provided by a home micro, there is bound to come a time when the character you want is not available. It may be that you want to print in another language and use characters with accents, or in abstruse mathematical symbols, or it may be that you need something rather special to put the finishing touches to your latest game. Whatever it is that you need, the 64 is waiting to meet that need with its user-defined character capability.

When the 64 is started up, all its potential characters are stored in its Read Only Memory, in a section beginning at address 54248. Each character takes the form of eight bytes of memory and the $8 * 8$ grid of dots making up each character is represented by the individual bits of the eight bytes set aside for each character. For instance, if the eight bytes of memory for a particular character were $128,64,32,16,8,4,2$ and 1 then, in binary notation they would be $10000000,01000000,00100000,00010000$, 00001000, 00000100, 00000010 and 00000001. Now place those values in a grid:

10000000
01000000
00100000
00010000
00001000
00000100
00000010
00000001

The bits which are set (or on) define a character (in this case a diagonal line) with each set bit being translated into one pixel on the screen.

That's all very well but since the character data is stored in Read Only Memory, it cannot be changed-it is permanently set when the ROM chip is manufactured. Fortunately the 64 provides a neat way around the problem but to understand it we first have to examine the method by which the video display is generated.

All the tasks relating to the video screen on the 64 are handled by a separate chip, the 6567 Video Interface Chip (or VIC II chip). This workhorse handles both the screen itself and the characters which are to be placed onto the screen, defining an area of memory in which the screen information will be stored and another it will draw upon for character data.

Contrary to what you might expect, the VIC II does not draw its character data from the ROM at address 53248. The reason for this is that the VIC II is only capable of perceiving 16 K of memory at one time, so with the screen memory in its normal position at 1024-2023 in the memory, character data must be drawn from somewhere between 0 and 16383 in the memory. To achieve this, the operating system cheats a little and makes the VIC II believe that there is copy of the character set data located at 4096-6143. Whenever the VIC II looks at that memory area it detects the character set data, despite the fact that in actual fact that area of memory will probably be filled with a Basic program.

This may seem a little abstruse but it is of vital importance since it means that, rather than looking for its character data in the ROM, which cannot be altered, the VIC II looks for the data in Random Access Memory (RAM), that is to say memory that the user can get at and alter. Of course it's not quite that simple. We have already noted that when the VIC II looks at the memory area from 4096 onwards, it is not actually those addresses that it sees but an image of the character data in the ROM. Fortunately, this is a feature of only two blocks of memory within the 16 K block, 4096-6143 and 6144-8193. If the VIC II is instructed to seek its character data from any of the other 2 K blocks within the total 16 K , then it will not see the ROM image but will take the data which is actually in memory and treat it as if it were the character set.

The question now becomes, which block shall we specify? The first one available is 2048-4095 but this has the slight drawback that it is where the Basic program starts and POKEing it with new character data will crash the program. We could use the blocks at $8192,10240,12288$ or 14336 , but unfortunately this would mean that we would have to limit the area available to the Basic program quite drastically since otherwise there would be a danger that a large program would overwrite the ared used for characters. The solution adopted here is to move the whole area that the VIC II chip addresses further up into the memory.

You will remember that the VIC II is capable of seeing a 16 K chunk of memory at one time, however it is not fussy which 16 K block it sees. There
are four such blocks, beginning at $0,16384,32768$ and 49152 . Moving to the block at 49152 , while providing the maximum memory area for Basic, presents the problem that that is where the ROM is, so we shall ask the VIC II to address the 16 K block starting at address 32768 . Having done that, all that remains is to specify where in that block the character data will be taken from and where the screen data will be located. There will now be 30 K of memory available for a Basic program (2048-32767) and the potential for a user-defined character set in the RAM above 32768.

No doubt all this seems inordinately complicated. In fact it is simply a matter, given the 64's flexible memory structure, of a few POKEs and the job is done. On the basis of the changes wrought by those POKEs, the program which follows will allow you to completely redefine all or part of the 64's character set and to store your new character set so that it can picked up and used by other programs.

## Characters: Table of Variables

A\$ Single key command obtained by use of GET
C1 Original colour of screen at location CC
CC Current position of flashing cursor in the screen memory
CH Number of current character in character set
CP Pointer to location in memory of character CP
MM Value input to change CP
P1 Row of cursor position on screen
P2 Column of cursor position on screen
PP Original contents of screen at location CC
$\mathrm{TT}((7,7) \quad$ Used to allow the manipulation of data for current character

MODULE 3.2.1


```
11OIO FEM FE GRTGFHE MEMORT
```



```
11GOQ FOKE 5QESI,G:FRIHT CHEF(142)
11040 FOKE F%,12G:FOKESE.12e
1.1050 FOKE 5ES34,FEEKC5S34,FHD 254
11060 POKE 1.PEEKC1) FHW 2E1
IGPG FOE I=0 TO 2047:FOKE SYTES+T.FEEEC
5948+I% HEQT
1.GEG FDKE 1.PEEKCDOP4
110GO FOKE 5ES34,FEEKCES34ODR1
111GE FOKESESTE,PEEKGESTGOOPS
11110 POKE 5ESTE,CPEEKG5576)AMDEQ\OP1
11120 FOKE E4C.136
11130 FOKE 5G272.32
```

The purpose of this module is to accomplish all the changes to memory structure specified above and to copy an initial character set into the RAM area specified.

## Commentary

Line 11030: This sets the machine in capital characters mode, since only the first of the two available character sets on the 64 is going to be usable once the VIC II stops looking at the ROM image.

Line 11040: These two POKEs set the top of the area available for the Basic program in such a way that any program entered will not be capable of interfering with the area of memory set aside for characters. 30 K of memory is available under this setting.

Lines 11050-11060: These two POKEs switch off the keyboard scan so that no interrupts can disturb the next section of the program and then make the ROM character set visible to the program by switching off the normal process of input and output. During the loop that follows, the only way to stop the program will be to switch off the machine.

Line 11070: This copies the character set from ROM to the memory area beginning at 32768 -this involves the transfer of 2 K bytes.

Lines 11080-11090: These switch the normal input-output regime back on and restore the normal interrupts.

Lines 11100-11110: These two POKEs first ready the VIC II chip for a change of memory block and then specify Block 1 (32768-49151).

Line 11120: This location is outside the VIC II chip and is the operating system's guide to where screen memory is to be located-in this case starting at $256 * 136=34816$.

Line 11130: The location at which the VIC II expects to find both screen and character data within its 16 K block is dictated by the contents of address 54272-the upper four bits for the screen, the lower four for the character set. This POKE sets the upper four bits to 0010, which signifies the 1 K block starting at $32768+2048$ for the screen, and the lower four bits to 0000 , specifying that character data will be taken from $32708+0$. To arrive at other possible locations in the 16 K block, the formula to dictate the POKE would be ((SCREEN START-BLOCK START)/1024)*16+ (CHARACTERS-BLOCK START)/2048). The screen can only start at a 1 K boundary within the block and characters at only a 2 K boundary. Note
that we could have left the screen at 1024 and the character memory at 4096，except that in this 16 K block of memory as in the block starting at address zero，the VIC II sees a ROM image at 4096 onwards．

## Testing Module 3．2．I

The test for this module is quite simple．Run it and the machine will lock up for a while－there is nothing you can do to interrupt it．When the READY comes up on the screen，nothing should have changed－which shows that the module has worked！If the module has not worked，then the screen will be filled with garbage．

MODULE 3．2．2


```
I2GIE REM FRINT GRIT
```



```
12060 CH=日: DTM TT%C7.7%
```




```
120500 FETHT "莵 "
12060 CF=52768+CH$
120T0 FEINT "細";:FOE I=WF TG EF+F:FOE I
#TO Q STEF -1
12OGE IF &FEECI% FHD 2tJ=%TT THEH FREIH
T "g";
12g9g IF &PEEKCI` AHD 2†T)=G THEH PRTHT
"品:
12IGO NERT I:PRIHT:HEMT I
```



```
12120 INFUT "MWUNEEE TG MOME FOINTEE:G=
FEIEF, %:":H|:CH=CH+M
121s0 IF CHOS THEU CH=O
12140 IF EH25S THFH CH=255
12158 TF WMOW THEN 13OEO
12160 GOTO 12G40
```

There are many ways in which new characters can be entered into the character memory．You can，if you wish，draw them on an 8＊8 grid， translate the lines of dots into binary and then into decimal，enter the figures as data statements and then POKE them into the memory． Fortunately，it is much easier to get the 64 to do the work by drawing the current character grid on the screen and then allowing it to be easily manipulated．This module draws the character grid，the next one allows manipulation．

## Commentary

Lines 12040-12050: An 8*8 box is outlined in the top-left hand corner of the screen.

Line 12060: The position of the current character's data is calculated.
Lines 12070-12100: An enlarged version of the current character is printed in the box outlined. Note the use of AND here to get at the contents of individual bits within the eight bytes of memory for the character. All that AND does in this context is to compare two binary numbers and produce a third which has only those bits set which were also set in both the two numbers originally compared. Thus if 193 is ANDed with 129 (Binary:11000001 AND 10000001) the result is 129 since bit 6 in the first number is not set in the second as well. ANDing the value of a byte with $2 \uparrow(\mathrm{~J})$ where J is from 0 to 7 , will show whether bit J is set or not-remember that bits are numbered from $0-7$ right to left.

Lines 12100-12160: The number of the character displayed is given and the user has the option to move the character pointer within the 255 characters. If zero is input, the program moves on to the next module.

Testing Module 3.2.2
Once again, the test is quite simple. If the module has been correctly entered, running the program will result (after a pause) in the printing of an enlarged version of '@' on the screen. You should also be able to page through the other characters.

MODULE 3.2.3


```
1.G10 FEM FEIEFINE CHARACTER
```



```
SGGE FEIHT "T
TT":REM 40 SPACES
1304G FEINT "A"I TO IHNEFT":,"HFM TO
MTEROE",,""W"* TOU RETURH"
1305G FRINT "Di% 1" TO JHA IH SQUARE":FFIH
T "m"g" TO ELFHMK GOUARE"
1306G FRIHT "THT TO TUFH",:""mF'MTO FL
FCE IH MEMORY:
```



```
":"盢" TO PIC& UF SET FFOM TAPE"
```



```
I) EHT"
```

```
GIFD PEINT "a GUFEOE FEFOHE TG MOYE"
13110 FFINT "测"
1%12G SET H串
```




```
13140 C2=FEEKCO1%
13150 FOKE CG, 4:POLE C1,1
19160 FOF I=1 TO 15:NEST:FOKE GO,FF:FDEE
    U1,Te:IF F末=": THEN 13120
```



```
+40%F1)
```



```
FH="畋% THEH PRINT H*:MOTO 13120
```





```
1921g IF FA="g" THEH FEIHT "N M":
1322G IF H&`"I" THEH 13EQQ
19SSG FOE I=O TO T:FOR T=0 TO 7
12940 IF FEEES4SIE+IM4日+J=9E THEH 1S2E
0
```



```
*T,J,1E2:TMTO 132P0
13260 FOLE S4816+I果4+T,160,FOLE 552G6+4
047+7,181
13E70 HENT I.I
13280 IF FS="F" THEH GOTO LeO4E
1329 IF HS<"M THEN 1350
190G FOF I=G TG 7:FOF T=Q TGF:TT%(I,J)=
EIWEST TII
1SY10 FOF I=O TO F:FOR J=E TO F
1320 IF PEEKCS4B16+40%T+J=160 THEF TT%
CITT)=1
13S50 HENT T,I
154Q FFIHT"知: FOFI=OTOR:FOE T=7 TO QST
```




```
13SGE HEMT J:FEINT:FEXT I
1390 IF H2<""T" THEH 13450
13300 FOF I=Q TO 7:FOF T=G TG T:TTMEI,J%
=G:HERT T,I
1S\Q FOR I=Q TQ 7:FOF T=O TO 7
13400 IF FEEECS4E1E+404T+J=160 THEH TT%
(7--T, 7-1)=1
```

```
18410 HEST T:I
19420 FETHT"m":FORI=GTOT:F口F T=7 TO GET
```



```
154कब iF TTECI,T=G THEH FRIHT "% ":
1344日 HEST J:FRIHT:FEYT I
13450 1F How`"F" THEH 13510
13450 : FOF I=O TO 7:TTYO,I =OG:HERT
19470 FOE I=0 TO P:FOE T=0 TO 7
134GE IF FEECO4B1E+4EWT+T=16D THEN TT%
(B, I=TTMED,I) OF 2+(P-T)
134G HENT I.I
```



```
\T:G070 12048
1551E IF FH%"T" THEN 15550
13520 OPEN 1,1:1,"OHPRFCTEFS"
```



```
FTHTH1,T%:HENT
SE40 CLOEE 
1355G IF H2&"C" THEH 13590
```



```
155G FOR I=E TO ZG47:IHPUTH1,T:POKE S27
ES+I,T:HEXT
$EEG CLDEE1
1559g IF H&C>4" THEH 15EEE
19EGE FOKE 52,160:FOKEEG.1EQ:CLE
12E10 FOKESESPB.FEEKCSETGOORS
```



```
13500 FOKE 59272.21
13640 POKE EHE,4
10550 EMT
15660 GOTO 13120
```

This module performs a variety of functions to do with the manipulation of the character on the screen, allowing it to be redefined, placed back into memory and SAVEd to tape among other things.

## Commentary

Lines 13030-13100: Brief instructions for the use of the module are printed on the screen.

Lines 13120-13160: This module holds no surprises. It is simply the cursor flash routine from the Artist program.

Line 13170: Cursor position: P 1 is the row down from the top of the screen, P 2 is the column across from the left.

Lines 13180-13190: Limits of cursor movement with the $8 * 8$ square.
Lines 13200-13210: Pressing 1 inks in a green square, pressing 0 blots out a square.

Lines 13230-13270: These two loops scan across the square reversing the inked-in or blank elements, thus producing an inverse character.

Line 13280: Input of $R$ returns to the previous module.
Lines 13290-13360: This routine produces a mirror image of whatever is the grid-ie the character is apparently seen from behind.

Line 13300: The array TT\% is cleared.
Lines 13310-13330: The contents of the screen are transferred to the array. The screen cannot be manipulated directly since this might result in a square being transferred from the left to right and then read twice, producing nonsense.

Lines $13340-13360$ : Having transferred the contents of the grid to the array the information is now read back onto the screen but the horizontal element is reversed so that position 7 is placed into position zero.

Lines 13370-13440: The contents of the grid are turned 90 degrees anti-clockwise.

Lines 13420-13440: The contents of the array are put back onto the screen anti-clockwise-thus position 0,7 becomes position 0,0 and position 0,0 becomes position 7,0.

Lines 13450-13500: The redefined character is placed back into the character memory. It now becomes a permanent part of the user-defined set.

Line 13460: Since only eight bytes are required for each character, only eight bytes of the array, line zero, 0-7, need be cleared.

Lines 13470-13490: Each line of the array is scanned and when an inked-in square is detected, it is translated into a single bit in one of the eight bytes used to define the character. Having used AND to read individual bits, note the use of OR to manipulate individual bits. When two binary
numbers are ORed, all the bits which are set in either (or both) are set in the resulting number. Thus to OR a number with $2\lceil(\mathrm{~J})$, where J is from 0 to 7 means that bit $J$ will be turned on, regardless of whether it was on or off before.

Line 13500: The eight bytes of the array are placed into the memory at the position previously occupied by the character which has been redefined.

Lines 13510-13540: The area of memory starting at 32768 is stored onto tape in the form of integer numbers.

Lines 13550-13560: A previously stored character set can be picked up from tape for further manipulation. NB This is also an example of how your new character set can be picked up by another program for subsequent use.

Lines 13590-13650: If the program is terminated, the memory must be reset to its original condition-unless you wish to go on using your new character set with another program you are going to load. Failure to reset the memory would mean that subsequent programs will be deprived of 8 K of memory and forced to use the redefined character set.

Line 13600: Basic is reset to its full potential size.
Lines 13610-13620: The bank of memory addressed by the VIC II is reset to 3 ( $0-16383$ ).

Lines 13630-13640: The screen is reset to start at 1024 (its normal position) and the character memory reset to 4096 onwards.

## Testing Module 3.2.3

Since this is a long module with a variety of functions, it is suggested that you test each function as it is entered. Note that if a particular function is faulty and you have entered changes to a line, there is no need to RUN the program from the start. Simply GOTO 12000 since the character set, which is above the Basic area, and the memory structure are undisturbed by the entry of new lines. If all is well, the functions described in the commentary will be available.

## Surmmary

This is, as you will discover, an extremely enjoyable program to use, purely for its own sake but its real power comes in what it can do in livening up the output of your other programs. Because it does not actually relocate Basic, only limits the space available, new programs can be loaded into the
machine to make use of the redefined character set. If the machine has been switched off since the character set was redefined, or the memory normalised, all that needs to be done is to add the first module to the front of subsequent programs (minus lines 11050-11090) and then to load the redefined character set from tape using the routine at 13560-13580. But do remember that if you redefine the letter $A$ as a space invader character then every A output by the program, even in the program listing, will be redefined. For the sake of legibility it's usually better to stick to redefining the graphics characters!

Quite apart from the general usefulness of the program, however, you have also been introduced to some of the possibilities opened up by the 64's flexible memory structure and the techniques necessary to make the most of what is available. If you want to look further into memory manipulation you will need to get hold of a copy of the Programmers Reference Manual -with this program under your belt you should have no difficulty understanding and applying what you find there.

## Going Further

1) One simple addition to the program would be a routine to allow the position of two characters to be swapped, or for a redefined character to be placed at another location in the character set.
2) Making up a whole new character set with this program would be extremely time consuming. Why not try adding some block manipulation commands which would allow you to invert, turn, mirror etc. a whole set of characters between specified limits. Program listings look extremely interesting with all the letters upside-down!

### 3.3 SPRITES

With the Characters program entered we have prepared the way for an examination of one of the features of the 64 that other micro-owners can only dream of -sprites. With the advent of the 64, gone are the days when only machine code programmers could make high-resolution designs move smoothly and easily around the screen with an eerie realism. In the field of games especially, sprites represent a revolution in affordable micros.

In essence, a sprite is very little different from the user-defined characters we have been experimenting with. A great deal of technical imagination and competence has gone into the creation of the sprite facility, but when it comes to the user's part, a sprite is just a larger character which can be more flexibly moved around the screen.

Like the characters of the normal character set, sprites are defined by a series of bytes stored in RAM. Instead of an $8^{*} 8$ grid, however, sprites use a grid which is 24 dots across by 21 down. Clearly this cannot be defined by the 64 bits present in eight bytes. In fact, each row of a sprite is defined by
three bytes ( 24 bits) and, since there are 21 rows, it takes a total of 63 bytes to define a sprite. Sprite data can be stored at any secure place within the 16 K block of memory addressed by the VIC II. Within this block, up to eight sprites can be defined at any one time but many more sprite designs can be held in reserve, if necessary, for instant activation

The main locations in memory which control the use of sprites are as follows:
a) 2040-2047: These eight locations are the sprite pointers. Their function is to indicate where in the 16 K block the data for any particular sprite is to taken from. Since sprites are stored in blocks of 64 bytes (though they only use 63), the 256 values that can be POKEd into each pointer allow them to cover the whole of the 16 K block. Thus, the data for sprite 2 will be taken from the memory at 64*PEEK(2042).
b) 53269: The sprite enable register. A sprite is only visible when the corresponding bit in this register is set.
c) 53248-53264: The sprite position registers. These work in pairs from 53248 to 53263, defining the $X$ and $Y$ co-ordinates of the top left-hand corner of the sprite grid on the screen. However, since the screen is actually wider ( 320 pixels) than the maximum value storable in a single byte ( 255 ), one bit at location 53264 is used to remember whether the position of each sprite on the X axis is more than 255 . This gives a total of 512 possible positions on the $X$ axis and 256 on the $Y$ axis.
d) 53287-53294:The sprite colour registers. Each sprite can take on any of the 64's 16 colours, simply by POKEing the correct value into the appropriate register. There are in fact more locations than this which are relevant but these will do to be going on with.

The final issue to be decided is where to put the sprite data. If you only want three sprites, then a practical place is the Cassette Input-Output buffer which is located from 828 to 1019 (obviously you can't load or save data while the sprites are located there). If you want more sprites than that then you must set aside an area of memory for them, exactly the same situation as with user-defined characters. For the sake of variety, for our sprite-defining program we shall adopt a different solution to that offered for the Characters program. What we shall do is shift the start of the Basic program from 2048 to 4096 , thus leaving ourselves 2 K of memory in which to store up to 32 separate sets of sprite data. This is convenient in that it involves absolutely no shifting around of the video memory structure-what it will involve, however, is a resetting of the Basic start address before the program is loaded.

Having done that, the program, like the character generator, will allow the definition and manipulation of the sprite grids and the option of saving them to tape for use by later programs. The simplest way to enter this program is to first load Characters and adapt that program.

## Loader Program for Sprites

The following lines are NOT part of the main program, they are intended to be entered into the 64 and saved onto tape before the main program is entered and saved. The function of the program is to reset the beginning of Basic and then to load the main program into the reconfigured memory:

```
100 REM
110 REM LOADER
120 REM*********************************
130 POKE43,1:POKE 44,16:POKE 4096,0:CLR
140 LOAD 'SPRITES'
```


## Commentary

Locations 43 and 44 are the pointers used by the system to the beginning of the Basic program, normally containing the values 1 and 8 (location $1+256^{*} 8=2049$ ). All that the main line does is to alter this value to 4097. The first program byte must always be a zero, so this is POKEd in then the memory is cleared, completing the reconfiguration. When this has been done the main program is loaded automatically. At the risk of boring you, remember that this is NOT part of the main program-to include it at the beginning of the main program would chop off the first 2 K of the program when it was run.

## Sprites: Table of Variables

(where different from Characters)
SP Address of current sprite pointer
SC The address of the sprite colour register
SS Start of sprite data
FNS(SN) Start of block of data for sprite SN
SN Sprite number
$\mathrm{TT}((20,23) \quad$ Array for temporary manipulation of sprite data MM Value to move SN

## MODULE 3.3.1


1 2 QE EE EW ET IF GFFTTE FQIHTEFG

$126105 F=204 \cdot 5 E=596: 52=2049$



The variables declared here are explained in the table of variables.

MODULE 3.3.2


```
13B10 FEM FFIHT GRID
```



```
130SO POKESSZGS:1:FOKE FGQET: :POKE SF:F
HESHM,
13040 FOKE 5924,G:POKE 5S2E4:1:POFE Se2
49.80
IBES FFIHT "M":FOF I=1 TO 11:PFIHT "Mm
```




```
FWEMT
13OTG FEINT "MmC
    :
```



```
15094 PEIHT "鳞"; FOF I=FHSCSH TO FHSGS
H+G2 STEF S:FOF T=Q TO Z
131GE FOF K=7 TO Q STEF - - 
13110 IF &FEEGI+J) FHI 2+t)=2t+ THEN FE
INT "垔";
13120 IF &EEFCI+J) FHD 2HO=0 THEH FFIH
T" !:
1313G HEMT K,T:FEIHT:HEXT I
13146 FFIHT "MELESTGH FUMEER:":SH
135GG IHFUT "HUMEEE TO NOME FOINTEE:GEF
EDEF: : "M, DH=54+NM
13160 IF SHCO THEH SH=G
13170 IF SHO1 THEH SH=S1
13180 IF NHWE THEH FOKE 5S248.G:POKE 532
64.1:POKE 5S249,200:GOTO 14000
13150 00T0 13000
```

Almost exactly the same as the grid drawing module in Characters.

## Commentary

Line 13030: 53269 is the sprite enable register-this POKE sets bit zero and turns on sprite 0.53287 is the colour register for sprite zero and the POKE sets the colour to white. The sprite zero pointer is set to point to the first 64 byte block in the reserved memory area.

Line 13040: Sprite zero is set at 256 on the X axis and 80 on the Y axis.

Lines 13050－13080：The outline of the grid is printed．
Lines 13090－13130：The I loop looks at the sprite data in groups of three， the J loop looks at each byte，the K loop looks at each bit．A circle is printed for each set bit．

Lines 13140－13190：The user can move the sprite pointer．Note that it is the area of memory pointed to by the sprite pointer，not the actual sprite pointer that is changed．In this program we shall always be using sprite zero．

## Testing Module 3．3．2．

On running this module（remember that the loader program must first have been run）a garbage sprite will appear to the right of the grid and the individual dots will be filled in．on the grid．It is sometimes difficult to see the correspondence between the two because of the automatic shadowing placed into sprites．Two set bits on the same line with a space between them will actually appear as a block of black．

MODULE 3．3．3


```
14010 REM REDEFIHE EFFITE
```



```
14030 FRIHT "T
            A"FEM 39 SFRCES
```



```
14050 FEIHT F丰;"沙I" IHMERT"
14060 PRINT F事:"䬱M MIRROE"
1407E FFIHT F京;"E* RETUFH"
14980 FFIHT F事:"W%1" IHK IH"
14090 FFIHT F年;"ジg' BLFH|\"
141gC PFINT F事:"确T" TUPW"
14110 FETHT F婁;"'F" MEMOF","
14120 FRIHT F年:"睢D" SAUE"
```



```
14140 FRIMT F求:"E"E" E|T"
14150 FFILIT F婁;"mFREOS MOYE"
14160 PRIHT "E#":
14170 GET F9*
```



```
5):FF=PEEKCDC:01=55296+50-1024
14190 C2=FEEKCE1)
142gQ FOKE EC,4E:FOKE G1.1
```

```
121G FOF I=1 TO IS:FEMT:FOKE EC.FF:FOLE
    G1,BQ:TF Ft=:"M THEH 1417G
```



```
6䬺1%
```



```
    F&=="M"' THEH FFIHT FH: : GOTO 1417E
```





```
4176
```



```
    14.170
142"Q IF H来""T" THEH 143,G
140日 FOF I=O TO 20:FDF J=G TO %%
```




```
I+J.1Ec:BחTO 14%E
```



```
I+J,1E1
4QQ HEQT T.I GMTQ 1.4170
14% TF F*="F" THEH GOTO IGEGQ
144% IF A& "%" THEH 144E
14EG FOF T=E TO 2Q:FOF T=O TG OO:TTYCI,
I':=G:FEQT J,I
4GE FOF I=G TO ZQ:FOT, TW TO 2%
```



```
I, I'=1
14%G0 FEWT I, I
```





```
144E FEWT T:FFIHT:FEYT I:GOTO 141TG
1440 IF H& %'T" THE| 1450D
144OFOFT=E TO EG:FOF T=, TO EO:TTGI,
TO=G:HENT I,I
14440 FOF I=G TO 2G:FOF J=G TG 2G
144S TF FEEKG1O24+4B%T+T=S1 THEW TT%O2
G-2, 2-T I =1
1.44EG METT I.I
```





```
144G HEMT T:FETHT:HENT I:MUTO 14170
14GG TF FHO"F" THEF 145F%
```

```
14510 FOF I=G TG 2G:FOF T=G TO Z:TTMGI,T
=G:HEST T,I
14ED FOF I=G TO OG:FDF T=G TO 2:FOR K=g
    T0
145SU IF FEEKC1024+404T+T#S+K=SL THEH T
T*I,T=TT*!T,J OF 2tr-w
1454E NE&T KO,T,T
1.4EG FOPI=GTOLG:FOR J=E TO 2:POEE FHECS
W+TME+I,TT%CI,Ty:HEQT I& I:GOTO 1SDOD
145E% IF HW" "S" THEN 14EE0
```



```
OH MAHT SFEITES TO BE SHUETI:",HN
```



```
14596 OPEH 1,1,1,"SFFITES":PFINT#1,H期
```



```
FTHT刑,T%:FEET
14610 CLIGE 1
146%G IF HF`"L" THEH 146ES
14ESE OFEH 1, 1.Q:"EFEITES":IHFUT#1,H
```



```
FF+I:T:HENT
14ESG CLOEE1
1.46ES IF H&人"E" THEH 14EBQ
14670 FOKE ES2ES,G:POKE 43.1:FOLE 44.E:F
OKE 2R4,O:GLR:EHD
14ESE IF FSC""," THEN 14746
```



```
MBEF TO EMCHFHGE WITH:":SE
14700 IF Seg DP S2>31 THEH 14690
14710 FOF I=FHEGH'TO FHECSH+GQ:LET T1
=PEEKCI):FOKE I FEEEGTFFHESHO-FHECSO)
14720 FOHE I +FHS(SH)FHS(S2),T1:HENT
14730 EOTG 13000
14740 IF FSO"C" THEH 14846
147EE IF PEEKC522TGOAHI }1=1\mathrm{ THEH FOKE SS
276,0:G0T0 14170
```



```
UT COLOUR FOP Q1 (Q-15):":C1
147T0 IFC1COORC1OISTHEHPRINO",
                            ":GOTO 14FEE
```



```
UT שOLIUP FOE 10 (0-15::",0
```

```
1470G IFGEMORO2,STHFHFRIHT"T
    ::GOTO 147EG
```



```
UT COLINP FOR 11 (0-15):":03
14810 IFCSCgORO\15THEHFRTHT"G
    ":gOTO 14800
```




```
14880 FOKE 5,2EG, FEEKC5286% FHT 240% O
F C2:POKE 5S2PG, 1:GOTO 14170
14940 חTT0 14170
```

This module serves the same purpose as the character redefine module in the last program.

## Commentary

Lines 14050-14150: Instructions for the use of the module.

Lines 14170-14210: Standard cursor move module.

Line 14220: Row and column of the cursor on the grid.

Line 14330: R returns to previous module.
Lines 14340-14490: Clockwise turn.

Lines 14500-14550: Redefined sprite is placed back into memory. The I loop scans each row of the grid, the J loop scans in groups of three bytes, the K loop scans each bit.

Lines 14560-14610: The sprite data is saved onto tape. The user has the option of declaring how many sprites are to be saved. This makes it possible to save three sprites, which can be stored in the tape input buffer of a subsequent program.
If any sprite is called up from tape for further manipulation, sprites currently in the memory are lost.

Lines 14660-14670: This routine switches off the sprite, normalises the memory and ends the program.

Lines 14680-14730: X allows the current sprite data to be exchanged with data at another position-particularly useful when making up a set of three.

Lines 14740-14830: This routine enables the user to enter or leave sprite multi-colour mode.

Line 14750: If multi-colour mode is set (ie the corresponding bit in the sprite multi-colour register at 53276 is set) and this function is called, then multi-colour mode is reset (turned off) for sprite zero.

Lines 14760-14800: The enigmatic 01,10 and 11 in these prompts refer to bit combinations on the sprite grid. When in multi-colour mode, the sprite is regarded as having only 12 dots across (though they are twice as long). Bits are read in pairs from the left and, naturally, form pairs of $00,01,10$ or 11. Each of these three combinations will produce a different colour in multi-colour mode, with 00 being the screen background coloured by the sprite multi-colour register at 53285 . The 10 colour is dictated by the ordinary sprite colour register. 11 colour comes from the sprite multi-colour register at 53286 .

## Testing Module 3.3.3

All the functions described in the commentary should be available once this module has been entered. As with the equivalent module in Characters, it is better to test each function as it is entered.

## Summary

A little thought about this program will demonstrate just how easy sprites are to use once the functions of a few memory locations are understood. The program itself will provide an endless series of sprites which can be stored for future use on a separate tape. The techniques contained in the program will make it a simple matter to make the best use of such sprites in your own creations.

## Going Further

1) The program makes no provision for one other sprite function, and that is the expand capability, which doubles the height or width of the sprite (same number of bytes-just made longer). This would be a simple matter to add since all that is involved is setting the corresponding bit in the register at 53277 for the horizontal expansion and 53271 for the vertical. For the purposes of this program the correct bit is zero.
2) It would be useful to be able to pick up only part of a set of sprites from tape, say one at a time, to decide whether you wanted to compile it into the current set. A slight change to the load routine would enable you to do this.

### 3.4 HI-RES

Though the possibilities provided by user-defined characters and sprites are almost limitless, the 64 does provide yet another major graphics mode, bit-mapped graphics. What this means is that rather than being able to address a minimum of one of the 1000 character squares on the normal screen, the user is able to set any individual pixel (short for picture element) or dot on the screen. In this modeline drawings and curves can be drawn on the screen, though to make the fullest use of it you will need to get hold of the graphics extension cartridge for the 64 , which will provide you with a variety of flexible graphics commands.

To understand the program given here it is necessary to know a little about the way the bit-mapped screen is set up. The screen itself contains 320*200 separate positions, a total of 64000 . In order to store each of these separately, 8000 bytes of memory are needed, providing 64000 individual bits. Each of the standard character positions requires eight bytes (the 8*8 grid that we used for user-defined graphics). Starting from the top left-hand corner of the screen, the first $8(0-7)$ bytes of the screen memory are used to create what would be on the normal screen the first character position. The second eight bytes form the second $8 * 8$ grid and so on along the line. Since there are 40 character positions in a line, each line takes 320 bytes. In actual fact, because the bit-mapped mode enables individual pixels to be addressed, this line of $8 * 8$ grids is capable of holding eight single pixel thickness lines (though if you drew them all it would look like a solid bar).

The 8K of memory necessary to hold the bit-mapped screen is obviously not storable in the normal 1 K screen memory nor, in fact, can it even use that area as a part of its area, since 1024 to 2023 is used to store colour information for the bit- mapped screen. The solution adopted in the program that follows is to locate the screen beginning at 8192 , leaving 6 K of memory for the Basic program, with the option of relocating Basic if the program is developed and lengthened. Using the program given here you will be able to use the bit-mapped screen as a sketch-pad, using either the cursor move arrows or a simple line-drawing algorithm to create a design on the screen.

## Hi-Res: Table of Variables

| DX | Distance between ends of line along $X$ axis. |
| :--- | :--- |
| DY | Distance between ends of line along Y axis. |
| FN PE | The value that must be POKEd into PP to erase pixel |
|  | X,Y. |
| FN PP | The location of the byte in which pixel X,Y falls. |
| FN PV | The value that must be POKEd into PP to set pixel X,Y. |
| MO | The current mode of the program. |
|  | SC Start of screen. |


| SL | The slope of the line to be drawn． |
| :--- | :--- |
| X1，X2 | X co－ordinates of ends of line to be drawn． |
| Y1，Y2 | Y co－ordinates of ends of line to be drawn． |

MODULE 3．4．1


```
1EIS FEN IHITIFLISE HT-FES ETFEEH
```



```
10G2% EL&="":IHFUT "TIMLEAF ELFEEF {',M
:":口L_韦
1GEZ5 REW POKE 44,E4:FQKE 4S:1:FDRE 1ESB
4.g:GLF
```





```
-0, F||I 7%)
1GEQG DEF FFFEGO=FEEKOFNFFGQ, FHT OSE
#TOT-G F|D POY
10GS FOKE FS272, %EEKSQQ%%OOF E:FOKE
```



```
10GEE IF EL悉"P" THEH 10GEG
1GG4G FOF I=GC TD EF+TGGG:FOFE I, DHEGT
```



```
HEXT
```



This module configures the screen memory for the bit－mapped mode， defines some useful functions and clears the high resolution screen．

## Commentary

Line 10025：The POKEs in this REM statement are not necessary for the running of this program．They are included in order that if you wish to expand the program in such a way that it may overrun the screen at 8192 and onwards，you will have the necessary information to relocate Basic．As with the Sprites program，the POKEs should be included in a loader program which is run BEFORE the main program．The program as given here works happily within the 6 K of memory up to 8192 －there is no necessity even to set a limit to the top of Basic．

Lines 10027－10029：The use of these functions is given in the table of variables．

Line 10030: 53272 is the register normally used to control where the VIC II looks for character data, in this case it will dictate the beginning of the bit-mapped screen. POKEing 8 in here sets the screen start to 8192. POKEing 53265 with 32 sets the bit-mapped mode.

Lines 10035-10040: In Line 10022, the user was given the option of clearing the screen. During the development of the program, when the program is stopped and RUN-RESTORE pressed, alterations can be made to the program without affecting the contents of the screen at all. On running the program again it saves time not to have to clear the 8000 bytes.

Line 10050: This line clears the normal screen memory area, which is now employed to hold the colour data for each of the 1000 normal character positions.

## Testing Module 3.4.1

On first running the program, the screen should immediately fill with garbage. Gradually this will clear, leaving a screen which may still be covered with coloured squares corresponding to the position of characters on the normal mode screen. These too should then begin to clear and the screen be set to white. When the module is finished, press RUN and RESTORE to return to normal mode.

## MODULE 3.4.2



```
11010 EEM DEHW OH SCEEN
```



```
11030 %=160:T=96:MO=1:FOKE 1024, PEEKC10
249m4240) DE (mub?
11040 TT=FEEKCFFHFF(X)
11042 GET H& IF FLOC"" THEH 1105E
11O44 FOLE FHFF(%),FMFWC%:FDLE FHFF(S),
FHFESO:GOTO 11042
11050 POKE FHFFGS.TT
```







```
+CA=="7" H+II サेO%
```



```
18Q)+10:(A%="G" AND 'r%10)
```





This module allows a flashing pixel to be moved around the screen, inking in and erasing individual pixels.

## Commentary

Line 11030: $X$ and $Y$ are the co-ordinates of the pixel on the $300^{*} 200$ screen. The flashing pixel cursor is set to the middle of the screen. The first position in normal screen memory is POKEd with a value which produces a colour indicator of the current mode (black $=0$, red $=1$, purple $=2$,blue $=3$ ). Effects of modes will be explained later.

Line 11040: The state of the screen at the position at which the cursor is to be flashed is obtained.

Lines 11042-11050: The cursor is flashed on and off until a key is pressed.

Lines 11060-11072: In mode 3, pressing the cursor arrow results in the flashing pixel moving 10 positions in the required direction (within screen limits). In modes 0,1 and 2 the cursor moves only one space at a time.

Line 11075: The unshifted function keys, from top to bottom, are used to set the modes. If the mode is changed the colour indicator is changed.

Lines 11080-11090: If the mode is zero (black) then the pixel at the cursor position is blanked. If the mode is 1 (red) then the pixel is inked in. The remaining two modes allow the cursor to be moved around, slow or fast, without affecting what is on the screen.

Lines 11100-11120: These inputs relate to the next module.

## Testing Module 3.4.2

You should now be able to move the tiny cursor around the screen, drawing or erasing.

## MODULE 3.4.3



```
12OIG FEM LINE DRFIIWG
```



```
1205 '%=1 : Y'%'1
```



```
2-41%
12GS2 1F HESGTYPAESCTX, THEH 1.eDO
```



```
12G4日 FOF I=1 TO HESCD%
12GSU IF MODE=1 THEN FOKE FHPFQ,FPFWCQ
y
IEOGS IF MODE=Q THFH FORE FHFPQ, FHFEOQ
`
12GES IF SLOE THEH Y=%+5DNTM'SL=SL-1:G
OTO 12GEB
12070 SL=SL+FESGMr,TM
```



```
12120 EETUREM
```



```
12е1Q FOR I=1 TO ABS(Try
12е2Q IF MOTE=1 THEN PORE FHPFCQ,FWFUC%
y
```



```
\
```



```
OTO 122S0
12240 SL=EL+HEGCMROM
12250 'T='%'STHDH':HENT T.
12SEE FETUFH
```

This module provides for the drawing of straight lines between points defined by the user. It is an adaptation of a method known as Bresenham's algorithm and a version of it is often used in those Basics which have line drawing commands.

## Commentary

Line 12025: The values X1 and Y1 were defined when the user input 1-at that point they were set equal to the $X$ and $Y$ positions of the cursor. X2 and Y 2 were set on input of 2 . The line will be drawn from $\mathrm{X} 1, \mathrm{Y} 1$.

Line 12030: DX and DY are set equal to the distance between X1 and X2, and Y1 and Y2, plus one. The SGN function means that it does not make any difference if the distance is positive or negative (if it is negative then minus one will be added rather than 1 ).

Line 12032: The line-drawing algorithm uses the greater of the two differences as the basis of its calculations so it is faster to have two separate routines.

Line 12035: SL is the slope, or ratio between DX and DY minus 0.5 .
Lines 12040: The loop is as long as the difference along the X co-ordinate.

Lines 12050-12055: Depending on whether the mode is 0 or 1 , a single dot on the line is erased or drawn. Note that nothing will happen in modes 2 or 3.

Line 12060: According to the ratio between DX and DY, SL may now indicate that the next dot should move up or down the $Y$ axis. If so the $Y$ position is changed and SL is reduced by one.

Line 12070: The slope value is added to SL each time a dot has been printed.

Line 12100: The X position is incremented for each iteration of the loop. Once again the SGN function takes care of lines which move backwards along the axis.

Lines 12200-12250: Exactly the same routine for those cases where DY is greater than DX.

## Testing Module 3.4.3

You should now be able to specify a start and end point for a line ( 1 and 2)then to draw it or erase an existing line, depending upon whether mode 1 or 0 is set.

## Summary

This program is intended as no more than an appetiser for the possibilities raised by the bit-mapped mode. Full use of bit-mapped graphics requires some careful thought as to what you wish to achieve and some often complex mathematics to achieve it. Should you decide to go further, the techniques given here, and the functions used to locate individual pixels, will make the task that much easier.

## Going further

1) Why not add a facility allowing the saving of a screen of graphics onto tape-you'll need a fairly long tape but the routine would be simple enough.
2) Computer graphics books provide a number of algorithms which allow the drawing of circles and arcs. Why not add a module to the end of the program to achieve this-the main drawback will be lack of speed.

## CHAPTER 4

## The 64 as Secretary

Sooner or later, most micro-owners realise that their new digital friend really comes into its own when it is storing information, processing it and presenting it in a variety of ways that would be laborious in the extreme if done manually. They then begin the task of writing simple programs which will store their friends' names and addresses or catalogue their record collection. They may end up with half a dozen programs, each limited to a single use, and yet each program employing much the same methods.

In this chapter we begin a section of more substantial programs by examining how a single program can be written to satisfy a wide variety of filing needs without the constant need for rewriting every time a new application comes along.

### 4.1 UNIFILE

The first program is called Unifile and, in the form presented here, it is capable of storing up to 500 entries, as well as allowing the user to search through them for named items, to amend entries and to delete them. Quite apart from the wide applications of such a program, I hope that the simple act of entering it and understanding the methods used will provide you with a host of ideas for further applications.

## Unifile: Table of Variables

| IN | Flag indicator used to show whether the program has been initialised. |
| :---: | :---: |
| A\%(499,X-1) | Records the length of individual items in each entry. |
| A\$(499) | Main file array. |
| B\$(X-1) | Holds names of item types for each entry. |
| FF | Flag indicator used to determine whether a user search has been successful. |
| IT | Number of entries in file so far. |
| PO | Used in binary search to lidicale number of scarch samples necessary. |
| PP | Pointer to start position of current item to be printed from an entry. |
| R\$ | Separator for use in saving data on tape. |


| S1 | Temporary search pointer for user search module. |
| :--- | :--- |
| SS | Main search pointer in binary search module. |
| T1\$ | Temporary storage string used to build up new entry. |
| TI\%(20) | Temporary storage for length of items being built up <br> into new entry. |
| X | Holds number of items specified for each file. <br> Z |
|  | Indicator for number of program function to be called <br> up from main menu. |

MODULE 4.1.1

|  |  |
| :---: | :---: |
|  |  |
| 1 CO FE |  |
| 11030 FDEE 5S2E1, 7:FRIHT "mIn |  |
|  |  |
| 11040 |  |
| 11.050 |  |
| 1.1060 |  |
| 1.1070 | PEIMT "包 3ITATF FILES" |
| 11060 | FRIMT "M 4 SEET UP HES FILE" |
| 1.1996 | FRIHT "m SISTOF" |
| 11100 | INFUT "M2 HTCH Dio 'MU FEOUIFE:": |
| FREINT | "'7]: |
| 11110 TF こ̧ OE IN=1 THEN 11140 |  |
| 11120 |  |
| IALIGEI 'rET* FOF I $=1 \mathrm{TO}$ 1GEE:HEXT |  |
| 11.30 GOTO 11000 |  |
|  |  |
| , 11150GOTO 1160 O |  |
|  |  |
|  |  |

The purpose of the module is to present all the functions which the program makes available and to allow the user to make a choice between them. As a rule of thumb, any complex program which does not begin with a clear-cut menu of what the program does, is a bad progranl. And if you don't agree with that statement now, you certainly will at some time in the future when you have to return to a complex program which has not been used for a few weeks and find youself spending half an hour going through the listing trying to remind yourself what it does and how.

## Commentary

Line 11030: A typical use of Commodore's flexible cursor control commands. The string clears the screen, moves the cursor down one space, across to the middle of the line, sets the RVS ON characteristic and prints in green.

Lines 11110-11130: No program can be successfully run unless the arrays it uses have been set up. In this program the variable IN is set to 1 when that happens. If IN is not equal to 1 then the only functions available from the menu are initialisation (setting up the arrays) and stop.

Line 11140: For those to whom this command is new, ON...GOSUB and ON...GOTO are simply ways of cutting down on lists of messy IF...THEN...GOSUB (GOTO) statements. The command will choose the destination in the list which is designated by Z .

At this stage, all that can be tested is that the module presents a neatly ordered menu page and accepts an input. The only input that will not produce an error report is 5-program stop.

MODULE 4.1.2


This module performs the essential function of setting up the arrays which will be used to store the program data-until it has been called up, the program cannot be used. Once data has been entered, calling up the module again will result in the loss of all the data-the memory is wiped clean ready for a new set of data. The use of the main variables is explained in the table of variables and during the subsequent commentary on the program.

## Commentary

Line 12030: Note that before any array is dimensioned, the memory must be cleared. Failure to do this results in the REDIMMED ARRAY error message.

Line 12040: Unifile does not dictate to the user how many items the typical entry can contain, it is up to the user to specify. Once this is done the program configures the pointer array $\mathrm{A} \%$ and the item title array $\mathbf{B} \$$ accordingly.

Lines 12050-12060: Having specified the number of items per entry, the items are named eg name, address, telephone number. Note that because the memory has been cleared, the module cannot RETURN to the menu, it has to be given the specific line to GOTO.

## Testing Module 4.1.2

On calling up the module you should be asked to specify the number of items per file and to give names to the items.

## MODULE 4.1.3

|  |  |
| :---: | :---: |
|  | FEM ENTEY OF HEW ITEHS |
| 1.0020 |  |
| $10030 \text { T1 }$ |  |
|  |  |
|  |  |
| T:" ITEMS SO FHR" |  |
| 13050 PRINT "REmCHMFHDS FWHILAELE:" |  |
| 13060 |  |
|  |  |
| MEFUHET |  |
| 3 EEP | FOR $I=0 \mathrm{TO}$ |
|  |  |
|  |  |
| 13100 | FREIHT "ravertey Ton |
| O SOED:HEMT I:RETURH |  |
| 13110 T1妻=T1事+08:TI\% |  |
|  |  |
|  | GUSUE14000:gOSUB 15000:gota |

The purpose of this module is to accept the input of the items specified by the user and to compile them into an entry ready for the main file.

## Commentary

Line 13080: Using the variable $X$ to determine the number of repetitions, the program prompts the user to input each of the named items.

Lines 13090-13100: Individual entries can be a maximum of 255 characters long-the maximum length of a single string on the 64. These lines check that the limit is not being exceeded.

Line 13110: The item input is added to the temporary storage string T1\$ and the length of the entry so far is recorded in TI\%. Note that TI\% was not declared in the initialisation module. Simply mentioning it in the course of the program, automatically dimensions it with 10 elements (0-9). If you want to have entries with more than 10 items then you must declare a bigger TI\% in the initialisation module.

## Testing Module 4.1.3

At this stage, by entering temporary RETURNs at lines 14000 and 15000 , you should be able to call up this module and be prompted to input items under the names you have specified. Note that there is not yet any provision to enter these into the file.

## MODULE 4.1.4



```
4GID EEM EIHAFT SEPRTCH
```



```
14BO IF TT=8 THEH SS=g:RETUFH
```



```
1405G FOR I=FO TD GTEF-1
146ES IF F婁SSOCTIN THEH 5S:ES+E+I
14070 IF FESSS)T1年 THEH SS=65-2TI
140SG IF SECO THEW SS=0
1.4090 IF SSIT-1 THEH SS=IT-1
```



```
14110 RETUFE4
```

Of all the modules in this program, this one is most likely to look like double dutch on first sight. In reality it is very simple, but first you need to understand the basic principles that lie behind a method of searching for something called the binary search, which dramatically reduces the amount of work needed to find the right place for a new item in an ordered list of data.

## Consider the following example:

We have established a file containing 2,000 names in alphabetical order and there is a new name to be inserted, whose rightful place will actually be at position 1731, though this has yet to be determined. The search routine therefore begins by examining the first name in the file, decides that the new name will come after it and moves on to the second name. Eventually, after examining 1732 names, the search routine finds a name which the new name should come before and it knows that it has found the right place to insert the new name. This is a straightforward procedure and one that is easy to program but compare it with this:

The search procedure begins by examining the name in position 1024 of the file, because 1024 is the greatest power of 2 that can be fitted into the total number of names in the file. The name at 1024 is found to be alphabetically less than the new name, so the search routine adds 1024/2 to the original 1024 and moves on to name number 1536. That name is still less than the new name, so $1024 / 4$ is added to 1536 , making 1792 . Now something different happens-name number 1792 is alphabetically greater than the new name-the solution is to subtract $1204 / 8$, giving 1664. The search routine goes on adding or subtracting decreasing powers of 2 to build a search pattern that looks like this:

1644 (then add 64)
1728 (then add 32)
1760 (then subtract 16)
1744 (then subtract 8)
1736 (then subtract 4)
1732 (then subtract 2)
1730 (then add 1)
The number of comparisons needed to find the correct place in the file has been reduced from 1732 to 10 . The power of the binary search should be apparent.

Line 14030: If there are no items in the file yet, then the right position does not have to be calculated.

Line 14040: The LOG function is used to find the maximum power of 2 that will fit the current number of items.

Lines $14050-14100$ : The binary jump is performed, with checks to see that the search is not leaving the ends of the file. One final comparison is made when the loop is finished and the correct position has been determined and stored in the variable SS.

## Testing Module 4.1.4

Full testing of the module will have to wait until the next module has been entered but a check that the syntax is correct can be made by simply calling up the insert module, from which this module is called.

MODULE 4.1.5

$15 B L E$ REM IHEEET

15030 IF IT $=0$ THEH GOTO 15060

I. -1
 ERT J.I

=TIFCI:HERT:IT=IT+1:FETUFH
The correct position having been determined, this module moves all the entries from that position onwards, one space up the file, together with their associated pointers in $\mathrm{A} \%$. The new entry is placed into position SS of the file, and the pointers which show the length of the individual items are placed into the same position in $A \%$.

## Testing Modules 4.1.4 and 4.1.5

You should now be able to input entries to the file which will be placed into alphabetical order. To check this you must stop the program and print out, in direct mode, the contents of $A \$(0), A \$(1)$ etc. You should also check that the pointers stored in the same line of A \% do in fact point to the last character of each item in the entry.

MODULE 4.1.6


```
19010 REM DATA FILES
```



``` 1 SOS0 FRINT "MragITIOH THFE CORRECTLT' THEN REHTEFE - "-
1 BU40 I HFUT "MOTOE HILL ETOF RUTOMATICFL L':":O2:FOKE 192,7:POKE 1.39
IEGSE FRIHT "MFOMMAHISS RUAILABLE:":FRIH
T "㮌 1 DEAvE DATA":PFIHT " 2 OLOAI IATA"
1EDEE IHFUT "RFAICH IU TOU FEDUIFE:":
OH Q BUTG 1gQTa, 1812g:FETUFH
```

```
1EQT0 FOKE 1.7:FOF I=1 TO EOGB:HEGT
1GGEG OFEM 1,1,1."UHIFILE":PRIHT#1,IT,F#
%
1GGEE FOF I=G TO IT-1:FEIHT#1,FWCIS:FOF
T=G TG %-1:FFINT##,F%CT,TY:NENT T,I
```



```
18110 CLOSE1:FETUFH
1812G OFEN 1,1,Q:"UHFFILE":IAFUT#1,IT,M:
IIN EF(X-1),F%(499,*-1%
181%G FOF I=E TG IT-1
```




```
18134 FOF T=G TO &-1:IHFUT#1,H*GI,T):HES
T J.I
1E140 FOR I=G TD %-1:INFUT#1,ESCIO:HEYT
1B150 ELOEE1:FETIFP
```

Now that you can input some data to the file, the first thing to do is to store some data on tape then, as you enter new modules or change lines to correct errors, you will not have to go through the chore of re-entering all the data every time.

## Commentary

Line 18040: Having positioned your tape, you may wish to first place it into RECORD or PLAY mode and run up to precisely the point indicated by the tape counter. When the precise point is reached, pressing RETURN switches off the cassette recorder motor by the use of these two POKEs.

Line 18070: The recorder motor is switched back on before any data is recorded and a header printed in addition to that added automatically by the operating system-this helps to ensure that you do not record on the non-magnetic leader of the cassette if you are starting from the beginnning.

Lines 18120-18140: Data which was printed into the file is now recalled. Note that because the strings in the main tille may be more than 80 characters long, we cannot use the INPUT command. Instead, each character of the strings in the main file is picked up separately using GET, and each entry is considered complete when a carriage return character is picked up from tape.

## Testing Module 4.1.6

The simple test for this module is whether you can input data to the program, save it on tape and then reload it.

MODULE 4.1.7


```
17G1E REM SEFRICH
```




```
"mEFECH"
1FE4L FETHT "MRODMARHIS AUGILFELE:"
17050 PEINT "M WMIPFUT ITEM FOF NOEMFL
SEFRCH"
17GGO FFIHT " wMFEIEEDE HITH "II' FOR
IHITIHL SEFECH"
17070 PRIHT " WDFPECENE WITH SES' FOR
SFELFL SEFFOH"
17GOE FEINT " SMEENTERE FOR FIFST ITEM
OH FILE"
```




```
17104 T1:="":I&FUT"TTBINFUT SEPFCH COMMF
MT:":T1$
```




```
4GDE:SI=S:IF S1YIT-1 THEN RETUFN
17190 GOTO 17240
1714E IF LEFT车(T1支,3)C>"SS" THEN 1T1SE
```



```
FI=S1 TO IT-1:FOF T=1 TOLENCH*CIO)
```



```
    FF=1:SI=I:T=LEWCHECO):I=TT\cdotsI.
17170 HE&T J.I:IF FF=1 THEN T1$="SES"+T1
*:GNTO 17e40
171BE FETUFH
1719G IF TL&="" THEH 17E40
17EGD FF=G:FOFI=S1 TG IT-1:FP=E:FOE T=E
    T0%1
```



```
THE& FF=1:S1=I:T=X-1:I=IT-1
1722Q FF=F%CI,I%:HEXT J:NEXT I:IF FF=I T
HEH 1724g
172कG FETUFH
17240 IF S1>IT-1 THEH S1=IT-1
```

```
17250 IF IT=0 THEH FETUFN
172G0 IF S140 THEH S1=0
1727G FFINT "MIEENTEM ":S1+1;":--.G":FF=G
```




```
172OG PF=A%(S1,I):NE%T I:SI=S1+1:FFIHT "
```




```
LE:"
```



```
17320 FRIHT "m"#FAR" TO FMEHI"
1733Q FRINT " DscCC' TG COHTINUE SERFC
H"
17340 FRINT " W`*#* FOLLONEI ET HO. TO
MOUE FOINTER"
17350 PRINT " matzzz* TO BUIT FUHETIOH*
```



```
E:";F
17370 IF F&="C[0" THEN 17110
1.7388 IF P来="" THEN 1724G
173S0 IF F&="AFA" THEFH GOEUE 1EGOG:GOTO
17240
17400 IF F京="ZこZ" THEN4 FETUFH
1%410 IF LEFT事CF:1)="肘 THEN S1=S1+WFLG
```



```
17420 S1=51-1:G0T0 17240
```

Having placed your data into the 64 it would be nice to think that you could get it back again．The purpose of this module is to enable you to do just that，retrieving the information stored in a variety of ways that make the filing system more useful．

## Commentary

Lines $17110-17130$ ：If the item to be searched for is preceded by the letters III，then the binary search module is called up to find an entry which begins with the letters specified or the one nearest to the right position if there is no correct entry．Note that this will not necessarily be the first item in the file to satisfy the condition，so if you are using the initial search function to find the first entry beginning with $L$ ，for instance，you will get an entry beginning with $L$ and can page backwards to see if it is the first．IIILA would get you closer，while IIILAAAA should do the trick unless you are storing some very unusual names．

Lines 17140-17180: Preceding the item to be searched for with SSS will result in the whole file being scanned for that combination of characters-it doesn't have to be a whole item. SSSLO would pick up any entries containing London, loganberries or hello. This search is necessarily slower than any of the others.

Line 17190: If you have pressed RETURN, without an input, the first item on the file will be displayed.

Lines 17200-17230: Any other input will be understood as a full item to be searched for and only those entries which have an item in exactly that form will be returned. Note, in this routine, how the pointer array A(, which gives the position of the last character of each item in an entry, is used to extract items from the entry even though there is no visible marker for the items if an entry is printed out in direct mode.

Lines 17270-17290: The entry which the search module has discovered is printed onto the screen.

Lines 17300-17420: Having displayed an entry, the program now gives you the option of viewing the next entry, amending the entry, continuing the search specified, moving to another entry by entering NN, where NN is a positive or negative number to move along the file, or returning to the main menu. If a recognisable input is not made, the same entry is displayed again.

## Testing Module 4.1.7

You should now be able to display any data that you have stored and to search through it using the search methods described. You cannot yet amend entries.

## MODULE 4.1.8



```
16010 FEM EHAHGE EHTTHT
```



```
160%0 E1=51-1:T1F=""
16049 FP=G:FOR I=G TO X-1:FRINT "THFENTR
r":E1+1;":--M"
```



```
+1,H(S1,I)-FF)
```



```
Mam|MEHI"
16070 PRINT "MDCOMHFWIS FVFILFELE:"
16GSO FRIHT "O mMRENTERE LEFVES ITEM INA
```

```
CHFHGETI
1EGSE FFIHT " `MiINFUT HEM ITEM TG FEFLFH
CE DPE SHOHH"
IGLOG FRINT " EHi'MIL' DELETES WHOLE EMT
FT'
```



```
FHTGED
16120 D⿻⿻一𠃋十="":IMFIT "NFHHICH TIO TOU FEGUIF
E:":0$
16130 IF Q&="Z2Z" THEH FETUPN
```



```
HFCS1, I M-MFF
15150 IFO早"IDT"THEH GNEUE 1G1EG:FETURH
```



```
TH*:HE%T T:GOSUE 1EIBQ:GOGUE J.4GOE
1617E EI=85:GOEUE 1EGEO:RETUFN
```



```
    K=G TO %-1: F%GT,K=A%CJ+1,KG:FE%T K,T
1E190 IT=IT-1:RETIFH
```

The purpose of this module is to allow you to make changes to items in entries which have already been stored，without having to make the whole entry over again，as well as to delete items or whole entries if desired．

## Commentary

Line 16140：The module＇s method of working is similar to that of the main input module，except that if RETURN is pressed，the item being input is defined as being the current item on display．

Line 16180：This routine moves all the following entries in the file down one place，thus erasing the current entry．

## Testing Module 4．1．8

You should now be able to amend items in an entry arrived at in the search module or to delete the whole entry．If this module is working correctly，then the program is ready for use．

## Summary

You have now completed the entry of a substantial and complex program which I hope you will find useful in a variety of applications． Along with that process you have also learned a number of techniques
which will stand you in good stead whenever you decide on ambitious programs of your own to store and process non-numeric data.

More importantly, however, if you have taken the trouble to understand what you have been entering, tracing through the functions of the individual lines, as well as the overall functions of the modules, you will have gained confidence that substantial and complex programs are not always as awesome as they are made out to be. Using a modular approach, which breaks down the program into a series of manageable tasks, applications like this one can be developed by anyone who is prepared to invest a little time (and a little hair).

## Going Further

1) If you have a printer then you will want to add some provision for outputting entries or groups of entries onto paper. The easiest way to do this would be to add another command to the second part of the Search Module.
2) One interesting challenge would be to see whether you could give the program the ability to deal with numeric data as well as non-numeric. This would involve setting up a numeric array with 500 elements, with provision to input values to it and perhaps some search commands along the lines of 'find any entries which hold a value of greater than $X$ '. There are quite a large range of applications where the ability to store one or more numeric items would be an advantage.

### 4.2 UNIFILE II-DATABASE

After entering Unifile and debugging it, the last thing that you may want to face is a variation on the same theme. If so, feel free to skip this program for the present and move on to greener pastures. At some stage, however, you will want to come back to this program to solve at least some of the problems that Unifile is not designed to cope with. Unifile is fine for files which have a regular structure, and many do. Equally, there are a large number of applications where you simply do not know in advance how many items there are going to be in a particular entry. You may, for instance, want to catalogue your books. You could set up the original Unifile program to request author and title, but with probably many more than one book by most authors, tagging the author's name onto every individual title is going to be a considerable waste of space.

Unifile II is designed to cope with such less structured files. It is more flexible than Unifile in that you can go on adding items to an entry as long as you like within the overall limit of 255 characters and can specify a more complex form of search which will seek out any entries
which contain up to 10 separate search targets. This flexibility has a price, however, in that the program is more complicated to use-there are none of the easy prompts to dictate which item to input next. In addition, if you want to label items within an entry with a title, you will have to specify what those titles are and attach them in a coded form-the program has no idea what is coming next so you have to.

Because the program is similar in structure to Unifile, the easiest way to enter it is to first load Unifile itself. As you enter Unifile II you will find that many of the program lines are identical, or nearly so, even if the numbering differs. Renumbering those lines before going on to deal with the differences will save you an enormous amount of time.

Unifile II: Table of variables
\(\left.$$
\begin{array}{ll}\text { B\$(49) } & \begin{array}{l}\text { Contains the optional item titles specified. } \\
\text { Temporary indicator to show that an extra item has been } \\
\text { added to an entry during the Amend module. }\end{array} \\
\text { FNA(S1) } & \begin{array}{l}\text { Function which extracts from the value of the last } \\
\text { character in an entry the number of items within that } \\
\text { entry. }\end{array} \\
\text { FNB(S1) } & \begin{array}{l}\text { Function which obtains the position of the last character } \\
\text { of an item within an entry. This function must be used } \\
\text { within a loop with a loop variable I specifying the number } \\
\text { of the item. }\end{array}
$$ <br>

Temporary variable registering the number of items\end{array}\right\}\)| Thithin an entry being input. |
| :--- | :--- |

## MODULE 4.2.1



```
1.1016 FEM MEHM1
```





```
11E40 FEIHT "MEREOMMAHTIS FVAILGELE:"
11050 PRINT "酔FG 1)ENTEF INFORMATIOH"
110EQ FRIHT "且 ZSSEARCHMISPLFTTCHFHGE
I
1107g FEINT "@ SMHEN TYPE HFPES"
11gGQ PRIHT "Q 4)DIRTA FILES"
```

```
1109E FRIHT "$ 5DSET UF WEH FILE"
11100 FRTMT "M E)STGF"
1111@ IHFUT "RHAHICH IO TOU REQUIEE:";Z:
PRINT "M";
1112G IF ZO4 OF IN=1 THEH 1115E
```



```
IFLISED 'TET:"FOR I=1 TO 1EGE:NEXT
11140 GOTG 110100
11150 0+ 2 G05UE 13000,17000,19000,20000
12004,11160:G0T0 11000
```



```
SHGTEM CLUSED":EHI
```

A standard menu module．

## MODULE 4．2．2



```
LCOLE FEM IHITIHLTSE FILE
```




```
1.
12040 DEF FHFCS1)=FSC(FIGHT&GASCS1%,1%)+
1
```



```
81`-1+1%)
12060 GOTO 1100E
```

The module initialises the arrays and returns immediately to the menu．
MODULE 4．2．3


```
13E10 FEM EHTET OF HEN ITEME
```






```
T:" ITEHE EO FAR:"
13OEG FEINT "MEDOMMHNDS AVHILHELE:"
13OEG FRINT "M⿴囗|ENTER ITEM TG EE IHFUT"
12GTG PEIHT "DIENTEF,串" TO TEEMIHATE T
HIE FECOFT"
```



```
E"
13DGE FRIHT "m`INFUT `ZZZ" TG FETUFH TO
    MEFHOMTM"
1Э1EQ IHFUT Q未:IF Qक="こZZ" THEN RETUFH
13110 IF D&="ZZZ" THEH EETUFP&
13120 IF LEFT*COw, 1<>"巾 THEN 1S150
13130 TH=WFILMID*&O*,2):TH=TH+10
13140 FRINT"7":BFTH-11):":";:GOTO13100
1315Q IF THOE THEN O$=0%+"+"+|II&OSTEsC
THO,2;:TH=0
```



```
    131EG
1317E PRIHT "rEHTEM TON LOHG*"FORE T=1 T
0 3GGQ:HEKT J:FETUFH
1318G IF O井"涑" THEN GOTO LSEGE
```



```
H+1:G0TO 13100
```




```
13210 FRIHT "暞MAT":GOSUBI4GGG:GOSUE 15
6066:gu1U 1%66046
```

This module is equivalent to the entry module of Unifile but is more complex for two reasons：

1）

2）

There must be provision within the module to tell the program when an entry is finished．This is done by entering an asterisk without other input．
Since there is no regular structure to the file，regular prompts for the names of items to be input cannot be provided．There is，however，provision in the program for items to be named．Such names，and the numbers to be given to them are defined by a subsequent module－in this module the item name can be attached to an item by first of all entering the＇$\uparrow$＇symbol followed by the number previously given to the desired type name．

## Commentary

Lines 13100－13140：If an entry begins with the＇$\uparrow$＇symbol then the characters following it are taken to be the number of an item name to be attached to the item about to be input．The input prompt is now repeated under that type name．The type number is stored at the end of the item，its value increased by ten so that it will always be a two digit number（there are 50 possible type numbers／names）．

Line 13200: To the string of items which has been built up is now added a number of characters whose code value is equal to the position of the last character of each item. To the very end of the string is added another character whose code value is equal to the number of items in the entry. Note that when saving the entries onto tape, these characters must be translated into numbers since the characters may fall outside the range of those which can be saved in character form.

## Testing Module 4.2.3

The module cannot be fully tested but a running check can be made by entering temporary RETURNs at 14000 and 15000 . You should then be able to enter items and terminate the entry with an asterisk.

## MODULE 4.2.4



```
14010 EEM EIHFFTT SERECH
```



```
14日SQ IF IT=G THEN SS=g:FETUPH
14040 PO=INTCLODGTY,LOG(2):SS=2TFO-1
14UGG FOE I=FO TO Q STEF-1
1.4GEO IF FकCSS\T1& THEH 5S=5S+2TI
14070 IF F*(SS)>T1:* THEH SS=SS-2*I
140ED IF SECO THEH SS=0
14GES IF SEIT -1 THEH SS=IT-1
14100 HE%T I IF FकGSS\TIs THEH SS=SS+1
141E FETUFH
```

A standard binary search module as in Unifile.

## MODULE 4.2.5



```
15gl0 EEM IHEEET
```



```
150%O IF IT=0] THEHGOTO 15050
```



```
1-1% FEEM
15050 H20GO=T1娄:JT=IT+1:PETUPEN
```

A straightforward insertion module.

## Testing Module 4．2．4 and 4．2．5

You should now be able to enter items and have them saved in the main file array（A\＄）．This can only be checked in direct mode．

MODULE 4．2．6


```
19010 REM ITEM TYFE FFHES
```



```
15GSQ FDF I=D TO 49 STEF 10
```



```
"
19G5G PRIHT "G"::FOR T=I TO I+1G:FRINT I
+1:")";BEOTY:ME%T J
190EU FRIMT "MEOMMAHIS FVFILFBLE:"
```



```
190E0 FRINT " \\III'=ITEMTIELETE"
```



```
151EQ IHFUT "BAHICH IO TDU REQUIEE:":Q*:
IF D{="Z己Z" THEH FETURH
19110 IF Q韦"HH|| THEH HENT I:FETUPH
19120 IF O& "III" THEH GOTO 19000
13130 IHFUT "㴗OSITIDH HUMEEF:";0
```



```
OELETE:"
```



```
0
```

This is a new module enabling the user to define item types．The module simply displays the contents of the array $\mathbf{B} \$$ in groups of 11 and gives the user the option to input a type name to a particular position in the array．Once entered，a type name can be attached to an item or input as described under Module 4．Type names can be redefined simply by entering a new name in the position occupied by an old one or deleted by pressing RETURN when asked for a type name．

## Testing Module 4．2．6

Enter some type names then go back to the main input module and enter＂$\uparrow$＇followed by the number of a type name you have defined．The prompt should be repeated under the desired type name．

MODULE 4．2．7


```
2OG10 FEM DATH FILES
```



```
2GGSO FEIHT "MROGITIOH TAFE COPRECTL'T
THEH TEMTERE--""
2GO4G IHFUT "MOTOR WILL STOF FUTOMATIEAL
L'T'":Q&:FOKE 192.7:FOKE 1.39
20G50 FRIHT "RHCOMMFHIS FUAILAELE:":PRIN
```



```
2GGEG IHFUT "MRAHICH ID YOU FEOUIRE:":Q:
OH Q GOTD 2GQTG,2g1EG:FETUFH
2GGTG FDKE 1.7:FOR I=1 TO 2GGG:HE,%T
2Ggeg OFEN 1,1.1."UFIIFILE":FRINT#1.IT
2gge FOE S1=G TG IT-1:FRIHT#1,FHF(S1)
2010G FOR I=1 TG FHFCSI,-1:FRINT#1, FHECS
1):HEKT I
```



```
HF61%品㫙暞 S1
20120 FOR I=0 TO ag:IF E*&I)="" THEH B*G
I`=" "
```



```
20140 CLOSE1:FETUFH
20150 OFEH 1.1,0, "UHIFTLE":IHFUTH1,IT
20160 FOF S1=0 TO IT-1:IHFUT#1, 林
```





```
1)=F:5\S1)+T悉:G0T0 20180
```




```
2O2gG CLOSE1: RETUFH
A standard data－file module．
MODULE 4．2．8
\begin{tabular}{|c|c|}
\hline 0 & \\
\hline 10 & FUPCT TOHAL SUERDUT I．AES \\
\hline 21020 &  \\
\hline 21930 & SSt MIDECHESS，PF＋1，FHEC \\
\hline TUPH & \\
\hline 4 C &  \\
\hline F \(52=\) & 1 TO IT \(\cdots\)－FOR I＝ 1 TO LE \\
\hline
\end{tabular}
```



```
H FF=1:S1=62:J=LEHCA#(S2)):S2=IT-1
21UEE HEQT I.SE:FETUFH
2107G FF=G:FOR S2=S1 TO IT-1:FF=G:FOF I=
1. TO FHF(S2)-1:GOGUE 21030
21gg0 JF SG井1事 THEH FF=1:S1=E2:I=FHFCE
9j-1:52=IT-1:00T0 21120
21090 IF LEHSSESM4 THEH 21110
21100 IF MID&SS&:LEHCSS&-2,1)="中" THEH
```



```
21110 FF=FHBCS2)
21120 HEKT I,E2:FETURH
```

The module consists of three routines which are more economically placed here since they are called by different parts of the program．

## Commentary

Line 21030：This line can be called from within two loops：an S2 loo specifying the line in the main file and an I loop specifying the item number within the particular entry．It then extracts，in the form of SS\＄， item I of entry S2．
Lines 21040－21060：Equivalent to the special search routine in Unifile．
Lines 21070－21120：A straightforward item search．The I loop uses FNA to discover how many items there are in the entry（FNA（S2）$=$ the number of items there are in entry S2 plus 1 for the indicator at the end） and then calls up 21030 to extract the individual items．Items with type indicator are compared with and without the type suffix．

## Testing Module 4．2．8

The module cannot be checked until the following module has been entered．

MODULE 4．2．9


```
1.7010 FEM SEFRCH
```




```
FimEFRECH"
17040 FEIHT "RWOHMAFIIS FUHILFELE:"
17050 FFINT "N WITHFIT ITEM FOF HOPMFL
SEFFTCH"
```



```
IHJTIHL SEAFCH"
```



```
SPETHL SEAFCH"
```



```
OH FILE"
17GOG FEINT " w%%m|N FOR MULTIFLE SERE
CH"
```




```
17110 T1$="":IPFUT "REEFECH COMNF|II:";T1
*:IF LEFTकC1$,1)<"","THEH 17130
```



```
119
17130 IF TH&G THEN LET T1韦=T1&+"\uparrow"+MID*
GTREGTH,2%:THEE
17140 IF LEFT&CT1*,3)्"III" THEN 17170
```



```
4090:51=5S:IF SISIT-1 THEN RETUFH
17160 T1&="III"+T1丰:GOT0 17S10
17170 IF LEFT:CT1&S\C"SES" THEH 1720E
1718G GOSUE 21046:IF FF=1 THEH T1##"SSS"
+T1$:G0T0 17310
17190 RETUFN
17egu IF LEFTक<T1*:3)`"Mm" THEH 17e7E
1.21E GETZ*:IHFUT "酔HUNEEF OF ITEME TO
SERFCH FOF:",H
1,22g FOF K-G TG HM-1:FEINT "SEFFUH ITEM
":K+1::INFIT MSCOSHEXT K
```



```
SUBC1g70:IF FF=G THEN FETUNW
17246 TF SS@S1 THEN 172SO
1725E HENT F
172GQ LEET T1年="吽性":GOTO 17310
17270 IF T1:="" THEN 17S1G
17200 G08U8 21070
172gG IF FF=1 THEN 17310
1.73GG RETUFH
1731日 IF S1>IT-1 THEH S1=IT-1
17SEQ IF IT=@ THEH FETUFH
17SE JF S1CE THEH S1=E
```



```
S2S1:FOF I=1 TO FFTGS1)-1
17945 IF IML2=IHT(IG12) THEH IHFUT " mOF
E";TT*
17050 gosuE 21g9g:IF LEHCSESN4 THEH 17%
80
```

The Working Commodore 64


```
EH 17380
```




```
17385 FRINT Sक$
1.500 FF=FFUCS1%:UEXT I:SL=51+1
174OB FEIHT "MmFEAFCHE mCOMHFHTIE FMHILF
BLE::
1.740 FETHT "M %m&EHTEFM FOE HENT ITEN"
1742G PRTHT " ASAFH' TO GMEHI'
```



```
H"
```



```
MOYE FOIHTEE"
17450 FFIHT " M& E2z* TO DUIT FINHTJOH"
```



```
E:";来
17470 IF T1年="MHm" FHID S1CIT THEN 17es@
174BG IF F&="GCE" RHIS EICIT THEN 17140
17490 IF F&="" THEN 17310
```



```
17310
17SIG IF FS="2ZZ" THEH RETUPH
```



```
MID&P$,2), 1:GOTO 17%10
1750 S1=51-1:g0T0 17310
```

Similar to the Search module in Unifile, but making provision for the multiple search and for type names.

## Commentary

Lines 17110-17130: Note the way in which this routine detects whether an item with a type number attached is being searched for and then requests input under that type heading, tagging the type number onto the end of the item.

Lines 17140-17160: An initial search as in Unifile.
Lines 17170-17190: Special search making use of the routine in the previous module.

Lines 17200-17260: The new multiple search routine. It requests the user to specify the number of items to be searched for, then to input the individual item (type numbers are not dealt with). A search routine is called up at $21070-21120$. Before each search item is specified, a record is taken in the form of the variable S3 of the value of the search pointer S1. When the routine at 21070 returns to this routine the value of S 3 is
again compared with $S 1$. If S 1 is different from S 3 then it is clear that the two items were not present in the same entry. On first finding one of the specified search items, the search is reset to the first of the specified search items in order to ensure that the whole list of search items is compared with the items in the entry.

Line 17280: If the search has reached this point the input is assumed to be an item to be searched for with a normal search and the search routine at 21070 is called up. Note the use of the flag FF in all these search routines to indicate whether something has in fact been found.

Lines 17340-17390: Starting at the beginning of the chosen record, the routine at 21030 is called up to extract individual items. Type names are printed where the ' $\uparrow$ ' symbol is present 2 characters from the end of the item.

## Testing Module 4.2.9

You should now be able to page backwards and forwards through the entries and search using the methods described in the commentary.

MODULE 4.2.10


This one line routine telescopes the file when deletions are being made.
MODULE 4.2.11


```
JESIE FEM EHFHSE EHTFIES
```




```
1ES4G FF=G:GQ=S1:FOR I=1 TO FFHGS1%-1
1EGEG FEIFIT ""INEMTFT' ":SI+1:":-"
1EGEG GOSUB Z1GSG:IF LEHGOS%4 THEH 1EG
5 0
```



```
| J6ge
```



```
"LEFT事GS,LEFGSG$%-3%:GOTO 1E1EG
1ESE FRTHT GSN
```




```
GHFHGED"
```



```
<"
```



```
FLFTEEI"
```



```
MGES"
IEISG FRIHT " |%MDDN MELETES THE WHOLE
    ENTET"
1E1GE FPIHT " %WGRE" FEMOUES THIS ITEM
    FFOM EHTE:T:
15170 Ot="":IFPUT "raHIOH DO TOU FEOUIEE
:":0*
1G18G IF Q&="ZZZ" THEH RETUFH
1G1GU IF DS="FPE" THEH GOTO 1ESGE
1620日 IF Q&="IDT" THEH BOGUE 1SEOQ:RETUE
H
```



```
GOTO 162%4
1EECQ FRIHT "FBEHTET TOO LOHG":FOF J=1 TO
    SUGE:HENT FETURH
```








```
11):":":0安="":INFUT Dक 
```




```
N+1
16290 IF E%=1 THEH 16050
16300 PP=FHECS1):NE:T I
```





```
4064:GOSUE 15GGQ:FETUPH
```

Equivalent to the Unifile change module.

## Commentary

Line 16230: Entering an item ending with a * indicates that a new item is to be placed into the entry before the item currently on display. The
variable EX (EXtra) is set to one to show that this has happened. In Line 16290 this variable is used to ensure that the item on display is not lost.

## Testing Module 4.2.11

You should now be able to delete entries, to change items or to insert items. If this module is functioning correctly then the program is ready for use.

## Summary

Given that their applications will be different, this program has all the strengths of the original Unifile program and I hope you find it useful.

In addition, I hope that entering the program has given you some insights into the advantages of a modular style of programming. On the basis of the original Unifile modules the original version of this program took less than a single morning to write for the simple reason that the clear structure provided by a modular program makes it absolutely clear where any necessary changes have to be made.

Provided that you are not absolutely desperate for memory space, you will save time and tears in your programming by setting out your programs in clearly defined functional units. Not only does this make the programs more readable, it increases the likelihood that you will be able to call the same routine from different parts of the program, eases replacement of functions you think you can improve on at a later date and, not least, makes it easier to lift whole sections out of the program for subsequent use in other applications.

## Going Further

1) 
2) 

The multiple search routine makes no provision for specifying the type names of items. Lines 17110-17130 provide a clear example of how such an ability could be provided.
2) Professional databases usually have the ability to search for entries which have, say, four out of eight search targets present. Could you adapt the present program to achieve the same.

### 4.3 NNUMBER

Having entered two programs which are capable of dealing with a variety of needs in the field of storing non-numeric data, we turn our attention now to the problems of keeping track of numbers. Although most numeric applications need to be specifically addressed to a particular problem, NNumber (short for Name and Number) is very
much like the two Unifile programs in that it is intended to be a general purpose tool for applications where you need to store the names of items, units of quantity associated with them and to be able to add together the items in varying quantities. In case it seems to you that you never want to do that, perhaps I should say that the idea the program grew out of was a calorie counter that enabled the user to store a dictionary of up to 500 foods and to calculate with ease the calorific cost of a day's or a week's meals. The present program is just as capable, without alteration, of calculating invoices as it is of helping with weight watching.

Because the style of the program is very similar to the two Unifiles, and many of the functions similar, comments and testing suggestions have been abbreviated as much as possible.

## NNumber: Table of variables

| A $\$(499,1)$ | Main dictionary array. |
| :---: | :---: |
| C(499) | Values associated with units specified in main dictionary. |
| CT | Temporary variable used to cumulate the sum of items in current list. |
| CU | Number of items in current list. |
| NN\$ | General name for items being recorded. |
| IN | Initialisation flag. |
| IT | Number of items stored in main dictionary. |
| NN | Temporary storage for value associated with new item being input. |
| PO | Used to determine number of comparisons in binary search module. |
| QQ\$ | General name for quantities associated with items being recorded. |
| R\$ | Separator used in data file saving. |
| SS | Search pointer for binary search. |
| T(49) | Values associated with items stored in $\mathrm{T} \$$. |
| T\$(49,1) | Storage of current list. |
| T1\$ | Temporary storage of item name being input. |
| T2\$ | Temporary storage of units associated with T1\$. |

MODULE 4.3.1

[^1]

```
T"
ADEGFFIMT " EMTHWT TO ELFEEMT LIST"
11GG FFTHT " %%THFT FRESH LIET"
1.@GFFIHT " 4ODELETE FFOH EIFFEFT LI
E"
```



```
111EG PFIHT " GMDSFLHT DIETIGHFF:"
II|EFFINT " FINTH FTLES"
1IEG FETHT " SOTHTTIFLIEE"
11.3Q FFINT " g'STGF"
1114G IFFUT "WWMHTEH TUO MOUN FEQUIFE:"Z:
FFINT ":"#
1ISG IF IVOQ OF Z=S OF Z=9 THEH GUTM 1
1185
```



```
HTTFLTSET 'RET"
```



```
111SEIF ITO OF Z=2 OF Z=G OF Z=% OF z=
TGF Z=S OF Z=g THEH 1121E
```



```
    THTH 'TET"
AEGO FGF I=1 TG OEGE:FEYT:GMTG 11GGE
```




```
11220 50TO 11g%0
```



```
ME FHD HUNEEF"
```



```
HFTET":ENT
```

Standard menu module.
MODULE 4.3.2

| 120068 |  |
| :---: | :---: |
|  |  |
| 120¢ |  |
| 12030 |  |
|  |  |
| 12GS IHPUT "BAFEE YOU LOAIIHG FFOH TAFE <br>  |  |
|  |  |
|  |  |
| 12050 IHPUT "MHAME FOF HEEDUTHTET OUHHTI |  |
|  |  |

Initialisation of variables. The module also allows the user to specify the name of the item type to be stored and the general name of the units e.g. Food/Units, Product/Package type.

MODULE 4.3.3


```
15G15 FEM ERTEHO IICTIDHFT
```



```
15ESO TF ITEHEGSOE THEH 15GSO
```



```
HFFT'"FOR I=1 TO 2DGG:NENT:RETUFH
```



```
GTIOHFR!M
```




```
15日T0 IF T1$="2Z2" THEH FETUNH
15080 FRIHT "M";DDF:: IHFUT ":";Teq
15090 PRIHT "MOUFHTIT'' PEE ":TE$;:INFUT
+,H
15100 IHFUT "MBEE THESE COREECT &T,N:"
ODS:IF DS="H" THEN GOTO IFOSE
15110 G0SUE 1EGEG:GOEUE 1.7EDG:IT=IT+1:GO
T0 15050
```

The input module for the main dictionary. Having specified the general name for the items and their units, the user is requested to input item name, unit name and basic quantity per unit (ie calories, price, volume).

MODULE 4.3.4


```
1GG1G EEM ETHAFTT SEARTH
```



```
160S0 IF IT TG THEH SG=O:FETUFH
1604Q PO=INTGOG<IT,4DOC2):55=2TFO-1
16050 FGF I=FO TG E STEF -1
```



```
16070 IF Ha*SS,9%T1车 THEN SS=6S-2+I
16080 IF SECE THEH SG=0
1E090 IF SE>IT - THEN SE=IT-1
1E10D HEXT I
```



```
16120 RETURH
```

A standard binary search module．
MODULE 4．3．5


```
1701Q REM INSERT ITEM
```



```
170S0 IF IT=0 THEN GOTD 170E0
17040 FOR I=IT TO SS+1 STEF-1:F#SI,G%=A事
(I-1,G):A&CI,1)=G*(I-1,1)
17050 C(I)=C(I-1):HEXT
```



```
:RETURW
```

A standard insertion module．

## MODULE 4．3．6



```
1BO10 REM USER SEARCH
```



```
18030 55=0:T1多="秉1"
```



```
13050 FRIHT "%RITEM HUMEER:";SS+1
```




```
18080 PRINT "MOUFHTIT'T FER ";F象SS,1%;":
":E(6S)
```




```
18100 PRIHT "mCOMMFHDS FVAILABLEE:"
18110 PRINT "MWG \ITEN TO EE SEARCHED F
OR"
18120 PRINT " >'** THEH HUMBER TO MOVE
    FOINTEE"
18130 PRIHT " >"DDT TO TELETE ITEM"
1814Q FRINT " >'ZZZ' TO DUIT"
```



```
RE:";T1生
18160 IF T1s人)"DDD" THEN 18190
18170 FOR I=SS TO IT-1:A*(I, 0)=F象(I+1,0)
:A&(I,1)=F&(I+1,1):IC(I)=I(I+1):HEKT
```

```
1G1EG 1T=IT-1:GOTD 1EG40
1SLGG IF TL&*"ZZ" THEP FETLEF
```



```
GEQ:GOTG 1EQZO
```



```
1S2GG IF SSOIT*- THEF SG=IT-1.
1BES IF E&E THEH ES=0
1E4G GOTG 1SG4Q
```

The main user search module.
Testing Modules 4.3.1-4.3.6
You should now be able to enter data and to check its proper insertion into the main dictionary (sorted by item name) by using the search module.

## MODULE 4.3.7

 EGE1E FEM IHTH FILEE
 EESE PFIHT "WFOEITIDY TFFE COFFEETL'T',

EGAO IFFUT $M O T O F ~ W I L L E T O F ~ F U T M H E T G F L$




GH O GOTM EGOGG: EIAE:FETUFH



$2 \mathrm{OLG} \mathrm{IF} \mathrm{O}=\mathrm{OH} \mathrm{TH} \mathrm{OL} \mathrm{O}$


2g11E TF TT=G THE 2 OL G


Q4OE CLOEE1. FETUFT

Es, CU, IT




```
20170 IF IT=E THEH 20150
```



```
GI,1),COT\WENT
2U196 CLISE1:FETUFH
```

A standard data-file module. Save your data!
MODULE 4.3.8


```
14B1G REM ERTEHD LURFEHT LIST
```






```
ENT LIETM"
```



```
": IHPUTT TLF:IF T1&="Z又Z" THEH FETUFYA
14GE GNGUB IGQEE: IF F&(SS,0)=T1来 THEH I
OT0 146ED
14G7G PRIHT "MHWMOD UHHOHN: FLEFEE CHE
CK""FOF I=1 TU 2GGG:FEKT:FETUFH
14080 FRIHT "g";OOt:":":H&CS,1%:IHFUT "
gWUHNTITH:":O
```



```
":O&:IF D&="H" THEH 14EDE
```




```
14110 G1TM 14605
```

Up to this point you have been able to input to the main dictionary and manipulate the data but the main point of the program is what can be extracted from the dictionary and stored in a temporary list known as the current list. This module begins the process by allowing the user to name an item in the dictionary and to specify how many units of that item are to be added to the current list. The binary search module is called up to check that the item input is actually present in the dictionary.

MODULE 4.3.9

[^2]```
13030 IF CU=0 THEH RETURH
13040 PRIHT"M":CT=0:FOR I=0 TO CU-1:FRIH
```




```
DUFNTITY:";TCI)
```



```
000000000000000"
13070 INPUT "PRESS %RETUPH祭 FOR HENT ITE
M:":0%:FRINT ":T"
13080 FRINT "
TT]"
13090 CT=CT+T(I):FEKT I
13100 PRINT "组䬱OTAL.:四";T
```



```
TO MEHU";Q车:RETURH
```

Having input items to the current list，this module allows the current list to be output to the screen and creates a total of the values associated with the items in the current list．

MODULE 4．3．10


```
19010 REM CURRENT LIST DELETIONS
```



```
19030 IF CI=O THEH RETUEH
19040 FOF I=0 T0 CU-1:0害="":FRIHT "&m":T
```




```
    GZZ=DUIT:";Q⿻三丨口:IF Q&="ZZZ" THEN RETURH
19060 IF Q%<>"DOD" THEH HEST I:RETUFH
19070 FOR T=I T0 CU-1:T我(J, O)=T事(J+1,0):
T央(T,1)=T争(T+1,1):T(J)=T(J+1):NEXT
19080 CU=CU-1:RETURN
19090 STOP
```

The purpose of this module is to allw the user to page through the entries to the current list and to delete at will．There are no complex search functions，it is simply a matter of paging through each item，one at a time．

## Testing Modules 4．3．8－4．3．10

You should now be able to set up a current list，to display it and delete from it at will．

## MODULE 4.3.11



Since the current list is only meant to be a temporary one, which may be reset frequently, this module empties the current list arrays and zeros the current list pointer. If the module functions correctly, the program is ready for use.

## Summary

This program is yet another example of the power of modular programming. Despite the fact that the application is very different, many of the modules have been lifted, with or without modification, from the previous two programs.
As you progress as a programmer you will quickly learn that, written into functional units which are properly separated from each other, a collection of methods of doing things is even more important than a collection of programs. A library of programs will stand you in good stead until a new application comes along. A library of methods, properly expressed in working modules, will enable you to tackle those new applications with hardly any effort at all. New methods are all around you in magazines and books like this one (of course there are no books quite like this one) so do try to keep track of them if they look good, even if you can't quite see their relevance at the moment. Within a week or two you may well find that they are just what you are looking for to complete that program that is giving you so much trouble.....

## CHAPTER 5

## Home Education

One field where micro computers are really only just beginning to make their mark is that of education. No school is complete today without one or two computers scattered around. But it's not just in the classroom that computer-aided learning is relevant-affordable computing power means that all the benefits can be brought home. In this chapter there are three programs which provide a sampler of educational applications, whatever your age.

### 5.1 MULTIQ

This program is a favourite of mine. When I wrote it I was satisfied that it was a competent piece of work that would do the job that it was designed for. It was not until I entered a mass of questions and tried it out on people that I realised that such programs make learning as addictive as any game.

Like Unifile, this program is a chameleon, designed to change its colour to suit your need. At one moment it may be a French tutor, a few minutes later you may have it setting complex questions on 19th century history. The aim of the program is to allow you to do all this and more, without making any changes in the program itself.

Multiq: Table of variables
AA Temporary variable storing answer selected by user.
$\mathrm{A} \$(1,499) \quad$ Main array containing questions and answers.
$D(1,9) \quad$ Pointer to beginning of groups of item types in main array.
$\mathrm{D} \$(9) \quad$ Array containing item types.
IT Number of items stored in main array.
NA\$(1) Array containing general names for questions and answers.
P1,P2 Pointers to range of files to be drawn on to generate questions.
PP Pointer to wrong answer being selected from array.
Q(4) Used in setting up multiple choice test.
Q1 Position of random answer drawn from file.
Q2 Position of correct answer in possible answer array Q.

| QT | Total questions asked. |
| :--- | :--- |
| QU | Indicator to type of questions required in question <br> generating module. |
| R\$ | Data file separator. <br> RR |
| SU | Right answers. |
| TY | Temporary variable used in calculating groups in array |
| D. | Number of type names entered. |

MODULE 5.1.1


```
1101E FEM MEH|
```




```
MH*NULTID"
11夕4E FRINT "MCDHIFHIIG FHAILHELE:"
11050 FFIFT "M :$1Y IFFUT FEW ITEMS"
11EEE FRIHT " בSSEFPCH,DELETE"
110TE FEIHT "SEHTEF HEN T'TFES"
11OSG FRIHT " 4OEHEFATE BUESTIOHE"
1\GOG FFIHT "SDTSFLFT GF FESET EODFE"
111@E FFIHT " GINTH FILES"
11110 FFIHT " F)IHITTALIEE"
111玉G FFIHT " SSSTOF"
111S0 IHFUT "GXNHIEH TIO YOU FEOUIPE:"Z:
FEIHT "m":
```





```
CLFSGFOMH ELOSED":EHD
```

A standard menu module.

## MODULE 5.1.2

 12010 FEM INTTIFLISE





120 EGFFIH " E:


```
120TQ INFUT "M⿴囗十|NE FOR OUESTION:":NFWC1
j
12geg IHFUT "GXGPE THESE COREEST EYMH:"
O&:1F OT="&" THEN 12G5Q
12090 T& (E)="LHTTPEI":T'T=1
```



```
IZ110 FRIHT "䬱INFUT "ZZZ" TO DUIT:"
12120 FFIHT "OATTFES IHFUT EO FAR:--";:IF
    T'T=1 THEH PEIHT "MHIHE"
12130 IF TYQ1. THEN FRINT "四:FOR I=G TO
```




```
    THEH 11ESG
I2150 IHFUT "MIS THIS EORRETT (THD:";Q
1क:IF O1.="H" THEH 1210S
121G0 IF T'T'=10 THEH FFIHT ",MFHOU MOFE FODO
M":FOF I=1 TO 2DGQ:HENT:GOTG 110EG
```



This module initialises the main variables and allows the user to specify the general name for questions and answers．The user may also specify up to nine type names which will be used later on to make the tests more difficult．

## MODULE 5．1．3



```
1301E FEM IHFIIT DF HEN ITEME
```




```
:PFINT "mETZZ2* TO DUIT"
```



```
OMM:FOR I=1 TO 2QGO:FENT:FETUFH
1305g FRIHT "四":HF&(E);":";:IHFUT T1事:I
F T1F="こここ" THEN 1316@
```



```
F T2$="ZZZ" THEN FETUNH
150T0 IF TY}=1\mathrm{ THEN T=0:GOTO 191gE
15OEQ FEIHT "WT'FE:":FOP I=1 TG T'T:FRIHT
    I;TE(T-i):NEXT I
```







```
E THESE TOFREET &Y,W\:":Qt
```




```
13150 G05UB 14000:GNEUE 15gC0:GOTO1SGED
```



```
IGG, I : FENT:FETUFY
```

This module accepts input of questions and answers under the headings specified by the user, allowing a type to be attached if types have been entered.

## Commentary

Line 13070: If TY is equal to 1 , no type names have been entered and the type is set to 'Untyped'.

Line 13140: The relevant element in the first column of the array D is increased by 1 , registering the fact that the type group has increased. The type number is attached to the front of the answer in the form of a character between 0 and 9 .

Line 13160: The second column of the array $D$ is adjusted so that it contains the start position of each type group.

MODULE 5.1.4


```
14010 FEEM EIHFHT SEFFTH
```



```
1.4030 IF IT=0 THEN SSED:RETUFH
1404G FO=INTGOGGIT) LOGG(2):SS=2TFO-1.
140SO FOF I=FU TO S STEFW1
14660 IF H*CD,SSOC1% THEN SE=SE+NT
14070 IF FWGESS)T1.* THEN SS=S5-2けI
140GQ IF SECO THEN SS=0
14090 IF SS\IT-1 THEH SS=IT-1.
```



```
1
1411G FETURN
```

A standard binary search module. Note that since the items are sorted by answer and the answers have the type group character attached to the
front, the actual sort is first of all by type-untyped groups will occur first in the file.

## MODULE 5.1.5



```
15OLE EEM IHSEFT
```



```
15050 IF IT =0 THEH 15GE0
1504G FOF I=IT TG SS+1 STEF -1
```



```
T J.I
```



```
FETUPG
```

A standard insertion module.

## Testing Modules 5.1.1-5.1.5

You should now be able to enter data and store it in the main arrays, sorted by type number.

```
MODULE 5.1.6
```



```
1GOIE FEM THTA FILES
```



```
19g30 FFIHT "REmOEITIDH TAPE COFEESTL'r T
HEH WFETUFHM-"."
1%4G INFUT "MOTOE MILL STOF FUTOMATICAL
LT:":Oक:FOKE 192,7:FOKE 1,SG
IOEGG FRIMT "潩OMIDHIDS FUGILFELE:":PETH
T "Wi 1.SGVE IATA",:," 2\LOATI IMTF"
1GGEG IHFUT "WHHIGH JO TOU FEGUIFE:":O:G
H000TO 15070, 19130:RETUFH
19070 FOUE 1,7:FOR I=1 TO 2OED:NEKT
```



```
T
```





```
;HC1,IT:NEXT
```



```
19LE CLDSE, FETURH
19150 OPEH1,1,G: "FULTIQ":IHFUT#1,IT,T'
1G|40 FOF I=G TO TT-1:INFUT#,I半GS,IGE:
```

```
I).DC1,I):WE:ST
19150 FOR I=Q TG IT-1:IHFUT#1,F*OG,I%,AN
(1,I):NEKT
1916B IHFUT##,明事O%,明象1)
19170 CLOEE1:RETINFH
A standard data－file module．
MODULE 5．1．7
```



```
16010 FEM ISER SERFTHTIELETE
1602 EEFM
16096506
```



```
16056 IF \(S S I T-1\) THEH \(S S=I T-1\)
160 OD IF SCG THEH SS＝0
```



```
ITETS＝＂：IT－1
16 BE FRIHT ＂REDHAFHS FWAILABLE：＂
```



``` ＂
```



``` FOIMTEE＂
1E11E FRINT＂略 DID＂TG DELETE ITEM＂
```



```
1613 FEIHT ＂盺；：FOF \(I=1 \quad \mathrm{TO} 10\)
```



```
＂：HEMT
16150 FFIHT＂ mTITITITEHTFr HO：－＂： \(\mathrm{BE}+1\)
```




``` YHLCEETSCHECD，S6），19）
```



```
IEE：＂：Q1来
16180 IF O1G6＂DOI＂THEH 1Ge10
```



```
IT－1： \(\mathrm{FB}(\mathrm{B}: I)=\mathrm{AB}(\mathrm{D} \cdot \mathrm{I}+1)\)
```



```
DEIE 131E日：gOTO 1EL4
JE21E IF D1F＝＂222＂THEH FETUFH
16220 IF D1年＝＂＂THEH SSESE＋1：GOTO 1694E
```



```
\(1624060 T 016240\)
A straightforward user search module．
```

MODULE 5.1.8


```
17010 EEH FHWDOM DIESTIOH
```



```
\(1709001=0\)
```




```
E: DEFHM OHLT'M
17GES IHFUT "FROM THE SAME DUEETIOH T'TFE
    (THO: "OD:PETHT "m":
```






```
139 9 THEF 1711 Q
```




```
17110 FOF I \(=6\) TG 4:IF I=O2 THEH 17150
```



```
HEH 17120
17130 FOFT=G TO I : IF FF=OCTY THEH 17120
\(1714 \mathrm{GEPT} \mathrm{J}: \mathrm{QCI}=\mathrm{FF}\)
17150 HEST I
```



```
1)
```



```
1718G FOF I=0 TG 4:PETHT I+1;"; ":MID中6
```



```
17198 FEINT "酔HTCH DM TOU THIHE IS THE
    FTGHT FHENEP?"
17ege IHFUT "MTTPE IH THE HIMEER:";FA:Q
\(T=0 T+1\)
17210 IF FF-1=02 THEH 1.7250
```



```
    CAF: "
```



```
70
17249 PDEE 5921.0
```



```
HT " RIGHT!":HENT
172GE FOF I=1 TG 15:POKE 532B1, I:FOR J=1
```



```
\(1727 G \mathrm{FFINT}\) "MEFETUPN FOF FEM DUESTIOH
```

```
    OF 222 TO GUIT FINGTIOH:"
172EQ Q&="":IHFUT Q*:IF Q未="ZZZ" THEH RE
TIIFH
17200 FRINT "m";:00TO 17080
```

This is the only really original module in the program. Its purpose is to generate a random question, to display five possible answers on the screen and to accept an input from the user specifying the right answer-or at least attempting to.

## Commentary

Lines 17050-17070: This routine sets the difficulty of the test. Possible answers will either be drawn from the whole of the file, in which case many of them will probably be inappropriate and make the task of selecting the right answer much easier. Alternatively, answers can be drawn only from the same type, making the task more difficult, since all the answers will look at least possible.

Line 17080: A random question is drawn from the file and a random position for its position number chosen in the array Q .

Lines 17090-17100: If QU is zero, or if there are not five answers in the type group, then the range of possible alternative answers is the whole file P1-P2. If QU is 1 and there are at least five answers in the same group as the right answer, P1 and P2 are reset to the beginning and end of that group.

Lines 17110-17150: Four random answers are chosen from the range set by P1 and P2. A check is made that the randomly selected answer is not the same as the correct answer or a previously selected random answer.

Lines 17160-17200: The question is printed, together with the five possible answers and the user is asked to specify which is correct. The variable QT, recording the total number of questions, is incremented.

Lines 17240-17260: The user is rewarded by a multi-coloured series of screen background changes and the variable RR is incremented.

## Testing Module 5.1.8

If you have some data ready to reload, you should now be able to generate your own multiple choice tests. You will only be able to generate the harder form of test if you have entered sufficient data for the program to regularly light upon a group of five answers of the same type.

MODULE 5.1.9


```
1BO10 FEM GCOFE
```




```
F OT=O THEH RETINFH
1GE4E FFTHT "MGITOTHL QUESTIOHE:":OT
16050 PFIHT "BLOPEEET FH&HEFG:":PR
```



```
T漸,8%9*1E0;"*"
1EOTQ IHPUT "MIM TOU AISH TO ZEFO SCOFE
    (TrW!":家
```



```
1EGGO FETIIFH
```

This module keeps the score, adjusted for the fact that one in five answers would be correct if the answers were only chosen randomly.

## Summary

This is quite a powerful program, but remember that you will only confirm that for yourself by entering enough data to make it enjoyable. The program is also a reminder that whenever possible, if you are going to write a complex program, you may as well go a little further and write a multi-purpose one, saving yourself a great deal of work in the future.

## Going further

1) As presently constituted, the program checks that the same answer is not displayed twice for a question. What it does not do is to check that two different answers might actually be the same. Could you insert a check to deal with this.
2) The question of rewards for success is an interesting one-adults seem to find success its own reward when playing with, I mean using, this program. For children, however, all manner of rewards are possible. What about tagging a short game onto the program which can only be accessed for three minutes or so when a number of answers are answered correctly.

### 5.2 WORDS

Once you have a program that works well, you soon find that it suggests other uses to you. Such was the case with MultiQ, and the result was this program, which can be used as an enjoyable word-learning aid for
children in the earliest stages of reading. The only real difference between this program and MultiQ is that the questions take the form of pictures and the answers are possible words to go with the pictures.

As for the pictures themselves, they are no more than the output from another program in the book, Artist, picked up from tape and loaded into this program's dictionary. The capacity of the program, as presented here is 50 pictures, though another set could be picked up from tape if so desired. Designs meant to be used by this program must use only the bottom 10 lines of the screen, since the top part of the screen is needed for the questions and prompts.

## Words: Table of Variables

| A\% | Stores data for design characters and colours. |
| :--- | :--- |
| B\% | Co-ordinates of corners of designs. |
| FNA(SS) | Value of element in A\% whose position is dictated by the <br> location of the corners of the design. |
| FNB(SS) | Actual character code derived from FNA. |
| WW\$ | Answer input in response to question module. |

## MODULE 5.2.1



```
11010 FEM MEH|
```




```
M***OFDS"
11048 PRIHT "MGOHNFHIS H'MILGBLE:"
11050 FRIHT "Q N1`IHFUT HEW ITEMS"
1.1060 FRIHT " 2,SEFRIHMDELETE"
11E7E PRIHT " 3)GENEFHTE SUESTIOHS"
11ESQ PRIHT " 4DISFLFH'DF FESET SCDPE"
110G0 PRINT " 5DFTA FILES"
1110日 FFIHT " S%IFITIRLISE"
11110 FRIHT " %)STOP"
1112O IFFUT "MF#HIEH DO YOU FEDUIFE:":Z:
FRIHT "#";
11130 DH z 505UE 13000, 15000,16000,17000
,18006,12006,11140:G0TD 11060
```




A standard menu module.

## MODULE 5.2.2



```
120IE FEM IHITIFLISE
```




```
49:4):IT=B:EF=CHES(13)
19440 00T0 11000
12060 50T0 11000
```

Initialisation of the main variables.

MODULE 5.2.3


```
13O1Q EEM IHFUT OF HEW ITEMS
```





```
OOH:FOE I=1 TG 2GGO:HENT:FETUFH
1905E IHFUT "MRFOSTIOH TAPE EORRECTL'T.
```



```
1.GGES FRIHT "#":OPEH 1,1,G,"FIETIST":FOF
I=0 TO 4:IHPUT##, E%CIT,I):HE%T
```



```
2
15GEQ H%CIT.I =25E4T1+N2-92TGT:HERT I:CL
OGE1:SS=IT
130g0 FRIHT "m":!GOEUB 140BE
13100 IHFUT "SELM TOU WPHT THLS (T/H:":
Q*:IF Cl="R" THEN RETINEH
1311g IHFUT "HOETI TO GO GITH FICTIFE:";|
$
```



```
IF [5:m"H" THEH 13090
13130 FECITY=|$:IT=IT+1
13140 INFUT "FHOTHEF FICTURE (P'H:";Ot:
IF OF="Y" THEH 13000
1315G FETUFW
```

This module picks up from tape designs created by Artist and allows the user to tag the right word onto them.

MODULE 5.2.4


```
1401E FEM FEIHT DESIDH
```



```
1403G FF=g:FDF I=E%(ES,1)+1 TG E%CSS,3)-
1
1.404日 FOF T=E%CSS,Gy+1. TO E%CSE,2%-1
14050 PF=FF+1:T1=FRGSE,FFP+S27G7:FOKE 10
24+40*I+T,IHT(T1,256)
```



```
Y:HERT I,I
14670 FETINFH
```

This module makes use of the two defined functions to extract the correct characters and colours from the numeric values saved by Artist and to POKE these onto the screen and into the colour memory.

## Commentary

Line 14030: $\mathrm{B} \%(\mathrm{SS}, 1)$ and $\mathrm{B} \%(\mathrm{SS}, 3)$ record the vertical co-ordinates of the top left and bottom right corners of the design.

Line 14040: $\mathrm{B} \%(\mathrm{SS}, 0)$ and $\mathrm{B} \%(\mathrm{SS}, 2)$ record the horizontal co-ordinates of the same corners.

Testing Modules 5.2.1-5.2.4
You should now be able to load designs created by Artist, see them reprinted on the screen and then loaded into the main array with a chosen word associated with them.

MODULE 5.2.5


```
1BQ10 REM DATA FILES
```



```
18GSU FRINT "MPOSITION TAFE CORRECTL''T
HEN BPETUPH复-"
```



```
LT:":Q#:POKE 19E,P:FOKE 1,39
10050 PRIHT "graOMMFHIS AYMILFBLE:":FRIN
```



```
16069 IHFUT "HHICH DO 'OU FEDUIRE:":Q:O
N Q GOTO 18G70.13130:RETUFH
18070 FOKE 1,7:FOP I=1 TO 2GOG:HEKT
```

```
160EG OFEN1.1.1,"MORTS":PRINT#1,IT
```



```
*I,4%
1BLDQ FOR T=G TO E%GL,4)-1:PEINT#1, F%GI,
J:FEET I
```



```
I.I
1B12G CLOEE1:RETURH
18130 OPEH1,1,G,"MOROS":IHFUTH1.IT
1B14G FOR I=Q TO IT-1:IMPUT#1, FकCID,F%GI
4)
18150 FOF J=0 TO B%GI,4)-1:IHFUT#1:M%GI,
J:FHEXT I
1B1EQ FOR J=E TO 3:IHFUT#1, E%GI,T:HEXT
I.I
18170 CLOSE1:RETUPH
```

A standard data-file module.
MODULE 5.2.6

| $\begin{aligned} & 15096 \\ & 15010 \end{aligned}$ |  FEM USER SEARCHCDELETE |
| :---: | :---: |
| 15020 |  |
| 15050 | SEES:IF IT $=0$ THEH RETUFH |
| 15040 |  |
| 1.5050 | IF SSDIT-1 THEH SS=IT-1 |
| 15060 | IF SSCOTHEN SS=0 |
| 15070 |  |
| ITEHE | =": $]$ T |
| 15050 | PRIHT "amolvallis myallable |
| 15090 |  |
| 15100 |  |
| POIHTE |  |
| 15116 |  |
| 15120 |  |
| 15130 |  |
| 15140 |  |
| Di) EE | 2UIEE: " 0 束 |
| 1515 | IF $\mathrm{S}^{(2)}$ "DDD" THEN 15190 |
| 15160 | FOF I $=$ S TG TT-1:FQR J=0 T0 2SS:F\% |
| (I) T) | FH\%CI + 1, J) HECT J.I |
| 15170 |  |

```
I=0 TO 4:B%CI,JO=E%CI+1,J):HEXT I.I
15180 IT=IT-1:GOTO 15044
15190 IF 日年="こ己ご THEN FETUFH
15egM IF Q&="" THEN 5S=S5+1:GOTO 15g40
15210 55=55+4FL(02):00TO 15040
15220 00T0 15200
```

A simple user search module．
MODULE 5．2．7


```
16010 FEM FHHIDM DUESTIINS
```




```
:Oपe\=01
1G040 FOF I=0 TO 4:IF I=R2 THEN IGGOE
1605G PF=INTGFHDCO)*IT
16060 IF FF=W1 THEH 1605E
16070 FOR TmG TO I:IF FF=NOJ THEN1EO5G
1EESC HEMT J:OCIS#PF
160GE NEXT I
```



```
16110 FRINT "SM";:FOR I.=G TO 4:FRINT "界"
:H革COID):NEMT
1G120 FRIHT "METHFE IH THE FIGHT WORII FO
F THE FICTUFE:":IFFUT WU&:QT=DT+1
```






```
1E15G FOR I=G TO 15:POKE 5%QE1,I:FOR I=1
    TO 15G:FENT J.I
```



```
THEN 160GG
1G17E FETUFH
```

This module is equivalent to the random question generator of MultiQ but simpler in that it always chooses possible answers from the whole of the file of items present．

MODULE 5．2．8
 17010 FEM SCDFE


```
17 BO IF DT=E THEH FETURH
```



```
17050 FEIHT "REMTGTFL DUESTIOHS:":DT
17060 FEIHT "MEDREET FHENEES:"; FE
```




```
17 GE IHFUT "D⿴囗 TOU MISH TD ZEFO SCOEE
    (TMO:": D
1790 IF Ot="'T" THEH QT=0: \(\mathrm{FE}=\mathrm{E}\)
1710 EETUFH
```

The same function as the score module in MultiQ.

## Summary

This again is a program which requires some work if it is to be of any use, since the small designs it uses take some time to build up in quantity. One easy answer would be to get together with some other 64 owners and swap tapes of designs. Micro-computing doesn't have to isolate you from the rest of the world!

## Going further

1) The question of rewards rears its ugly head even more pronouncedly with this program-try to think of ways in which a correct answer can be more excitingly rewarded.

### 5.3 TYPIST

Not all education is about manipulating complex data. Much of the most important learning we do involves the training of responses and computers excel at that, which is why pilots, navigators and the like now begin their careers in front of computer simulators rather than the expensive and risky real thing. This program is not quite as grandiose as that, but it is nevertheless an extremely effective learning tool.

Of all the programs that I have written, this one must come close to being my favourite. Its presence here proves that a program doesn't have to be long to be useful. This one is short, neat and good at what it sets out to do, which was to help me improve my touch typing. Of all the versions that have been written, the 64 version is by far the best, so I hope it finds a place in your collection.

## Typist: Table of Variables

$\begin{array}{ll}\text { C\$ } & \text { Line of spaces used to clear lines of text. } \\ \text { CH } & \text { Number of characters in tests so far. }\end{array}$

| RIGHT | Number of correct characters． |
| :--- | :--- |
| SUM | Number of characters entered． <br> TI |
| System yariable counting time elapsed in 60ths of a <br> second． |  |
| TT\＄ | Temporary storage for time taken． |

MODULE 5．3．1

11010 REM FRINT KEYBOARD

11030 FOKE 53281.6


```
11050 月丰="ヶ1234567890+--£"
110EQ PRIHT " ";:FOR I=1 TO 14:FRIHT
```




```
11080 FRINT " 园
```




11110 PRIHT "
11120 PRIHT " 棥
11130 月韦="FGDFGHJKL : ; $=$ "


ID乘(FD, I, 1): :NEKT


11180 PRINT "




11220 FRINT " 뿡
1123 PRIHT " 困时

The purpose of this module is simply to print out a fairly crude copy of the 64＇s keyboard on the screen，thus allowing the user to look at the screen rather than at the keyboard when an input is being made．

## Commentary

Lines 11050－11070：This section，like those that follow，prints out the irregular ends of the keyboard（things like the RETURN and RESTORE keys）which spoil the regular pattern，then prints out a line of black inverse spaces and superimposes upon that line the names of the alphanumeric keys in the appropriate places．A black inverse line is then placed underneath the row of keys．

## Testing Module 5．3．1

The module should print a copy of the keyboard in the top half of the screen．
MODULE 5．3．2

12 II FEN FCTEFT IHFUT

 Q065＂
12046 C $=$

30

12GTG FOR LINE＝1 TG 3：FRINT EF：PNEKT：PRI HT＂TIT］＂
120 E IF LEHGAB）SS THEH FRIHT＂ETRIHGT 00 LOHG＂：STOF

TO LENCHO






H＂： GOTO 12100
$1215 \mathrm{EIGHT}=\mathrm{RIGHT}+1: H E \% T$ I：FEIHT＂要＂： $\mathrm{EH}=$ EH＋LEHCR末：TT末＝TI＊

gerfas：＂：＂

：＂EPS
1218Q IHFUT＂MORE（THN：＂；D＊
12190 FOKE TEQ，O：FOKE TS1：21：POKE FEQ， $9:$

ETS 655eg:FRIHT C\&
12200 IF R车)"H" THEN 12050
12210 EHD
This module prints out a line of text to be copied, then accepts key by key input, keeping track of time, success rate and indicating errors.

## Commentary

Line 12050: Text to be copied is stored in DATA statements at the end of the program. These DATA statements should be terminated with a line reading simply STOP, as in the example lines given, which causes the program to begin READing again.

Lines 12060-12090: These lines use the string of spaces (C\$) to clear the area where text is to be printed, print the text and move the print position down to accept input on the line beneath.

Line 12110: Cursor move arrows are not accepted as an input.

Line 12120: The program keeps track of the time taken to input the text, but timing commences only after the first letter of each line is input and is suspended between lines. The total time taken so far is stored in TT\$, to which TI\$ (see last program) is set at the beginning of each line.

Lines 12130-12150: The last letter input is printed. If it is wrong it is indicated by an error and the print position is returned to that point. Total number of keys pressed and the number correct are recorded.

Lines 12160 - 12180: On finishing the line the percentage success rate is displayed. The system variable TI, which stores the same value as TI\$, but expressed in 60 ths of a second, is used to calculate the number of characters per second input. The seemingly convoluted formula ensures that two decimal places are normally printed.

Line 12190: This line demonstrates an alternative method of dictating the position at which the next character is to be printed. To use this method, zero must be POKEd into location 780, the row position into 781 and the column into 782. Calling the ROM routine al 65520 then moves the print position to that point. This method can be used to replace strings using cursor control characters. Here it is simply used to dictate that the MORE. prompt is overprinted with a line of spaces if the program is continuing.

## Testing Module 5.3.2

This module cannot be tested until some DATA is entered for the program to READ. Enter another module at 13000, consisting of the text you wish to practise on, terminate it with a DATA line reading STOP and then run the program. You should be faced with the first line of text stored as DATA and be tested as described in the commentary.

## EXAMPLE OF PRACTICE TEXT


$1301 E$ EEM IIATA FQR TESTS

13030 DHTH "REDF : LKT HEDF : LKT HEDF ; LK
1 AS"
13049 IATA "FBJF : LKT FEDF :LKT AGIF : LK T FE'

HLLE"
1306 DATH "A FI FDI FDDS; AEK LAI FLL F HLLS"
13070 IHTH "H FII FII RIIE; FEK LAI FLL F FLLE'
13 GE IATA ETGF

## Summary

This is a program which can only really work for you if you use it seriously. One way of making the best use of it is to get hold of a book of typing exercises and use that as the basis of the data you enter. Given the effort you will find it an effective tool in improving your touch typing.

## Going further

Correct technique in typing depends upon using the right finger for the key. Drawing upon a typing tutor it should be a simple matter to colour the keys on the key board to give an indication of which finger should be used. At the very least it would be good practice in using the colour characteristics within a string.

## CHAPTER 6

## High Micro-Finance

Despite the jokes about $£ 1$ million gas bills, one thing that computers do superbly well is to handle financial information. It is not only the fact that they are able to store and process the data so much more quickly than a human being, it is as much to do with their ability to present the facts in clear, understandable ways. In this chapter you will find three home finance programs that use both the 64's calculating abilities and its flexible screen handling to take some of the mystery out of money.

### 6.1 BANKER

Our first program is Banker, a simple tool which is designed to allow you to keep up with the state of your bank account before the dreaded envelope from the bank drops onto the doormat. The program deals with payments and receipts, regular payments and one-off items, producing a neatly formatted statement for any month you care to specify. In the course of the program you will begin to tackle some of the problems of setting out numeric data in a comprehensible form on the screen.

## Banker: Table of Variables

| A(99,1) | Storage of payment amounts and day of payment. |
| :---: | :---: |
| A $\$(99,1)$ | Storage of payment names and months in which payment is to be made. |
| CD | Flag indicating whether payment is credit or debit. |
| CR\$ | Separator for data files. |
| IN | Initialisation flag. |
| M | Month number minus 1. |
| MM | Temporary variable used in formatting payment amounts. |
| MM\$ | Used to contain the formatted payment amount. |
| MO\$ | Storage of names of months. |
| PA | Number of payments stored. |
| R\$ | Temporary string storing months in which payment is to be made. |
| S | Temporary storage for day of payment in month specified. |

MODULE 6.1.1


```
11010 REM NEFHD
```





```
11040 PRIHT "MTMOHNFHIS FUAILFENE:"
11050 FRIHT "目 1)NEM FFHMENTS"
110ES PRIHT "M ESEMHIHETDELETE FHTMEH
Ts'
11BPG FRIHT "Q 3PFRINT STHTEMEHT"
110E0 FEIHT "M 4,IMTA FILES"
11gga PRIMT "M SIMITTHLISE"
111D0 PRIHT "M E>STOF"
1111g IFFUT "MTRMHICH ID YOU FEOUIFE:":Z
:FRINT "m":
11120 IF z=5 OF z=E OR IN=1 THEN 1114E
```



```
SET.":FOR I=1 TO 2GGE:HENT:GOTO 110GE
11140 IF PHC%O OF (2¢% FHD Z<%) THEN 1
1160
```



```
T'ET,":FOR I=1 TO 2DGG:&EXT:GOTG 11GED
11160 OH Z GOSUE 13000,1.4000.15000.16000
,12000.11180
1.170 G0T0 11000
```



```
#HEAH+GER"
```



```
IHESS"
11200 EHII
```

A standard menu module.
MODULE 6.1.2

12010 REM WHFIHELES

 $19=999$
12050 FESTORE

```
126E S家""
1207E ITH MOLCL13:FOF I=G TO 11:FEGT F车:
```




```
MF'r, JUHE, ILL'r, FUGIGT, SEFTEMEFF, DITTGEFF
IEGG IIFTH FIMENHEF, IECEMEEFM
1210G BOTO 110G0
```

Initialises variables and then places month names into MO\＄．

```
MODULE 6.1.3
```



```
1O10 REM EHTEF F&EH ITEHS
```




```
"man'
1O4G FPIHT " IOPEDIT":FRTHT " ESTEEI
T"
```



```
:CI=CIL-1
```



```
ABMO IHFIIT "MFPNIUHT:":O
13GG THFUT "MHIMTHS &E,G. G1G4OT1G%:";F
```



```
#EGG FQF I=1 TO LEHCFO% ETEF 2:LET M=|A
```



```
1SE IF M=G FHD MC=11 THEH GOTO 131SO
IS11G FFIHT:FEIHT "TIHWHLIT MIHTTH IHFUT
                                    'I]'
\SG FOF J=1 TD EGGG:FE:TT:GOTG 1SEEG
```



```
1314G IHFUT "MTDA'r DF FHYPEHT:";S
1S15E IHFUIT "MIMFHEE THESE EOPFECT GT,N:
";T年:IF T事:"抽" THEY FFIHT""#";:GOTO 1SGGG
121EG FF=FF+1:FDFT J=FF-1 TO S ETEF-1
```





```
131日G FOF I=1 TO LEH(F悉 STEF 2:M=MFLOMI
```







```
1ESE FETUPH
```

The purpose of this module is to allow the input of payment names and the associated data．

## Commentary

Lines 13080－13130：The months in which a payment is made can vary between one for a one－off payment and 12 for a regular standing order． Months are input in the form of a string of two digit numbers which are read and checked，then the month names are printed on the screen as a check．This simple method of entry allows a high degree of flexibility without complex programming．

Line 13170：Payments are stored in a single array according to their date of payment．Insertion is accomplished by simply scanning the file from the highest day value．

Lines 13180－13200：These lines set up a month indicator consisting of 12 zeros．The months specified are then scanned and the corresponding positions in the indicator are set to 1 ．

Lines 13220：Payments and receipts are both input as positive sums．If a debit is specified by the variable CD，the amount is multiplied by minus one．

MODULE 6．1．4


```
14010 FEM EMPMIHESDELETE ITEMS
```



```
14090 FOR I=0 TO PA-1:FRINT "G":
1404G FRINT "GPHTMEHT:":H事ISG
14EEE FRIMT "MFHOUHT:";FCI.OS
14060 FRIHT "GHOHTHS:";:FOE T=1 TO 12
1467日 IF MID舟㭋&I,1%,T,19="1" THEH FRIN
T M0$(T-1);";";
140EG HEYT T:FFIHT
14050 PEIMT "MIFH DF PH'MEHT:":FCI:1%
```




```
14110 FEIHT "&2 - DUIT":FRIHT "ME - DELE
TE ITEM"
1412g FRINT "MmAHICH DO YOU FEQUIFE:9|"
14130 EET 2t:IF Q&="" THEN 14130
1.4148 IF ASCCQ&)\140 THEN 14170
14150 FOF J=I TO FH-1:FOR K=O TD I:F乐(J,
```



```
141E0 PH=PH-1:FETUFH
1417日 IF HECUOF\=13S THEH NEMT I
1.41EG RETUFN
```

A simple user－search module which prints out payments and the months in which they are to be made and allows deletion using three of the function keys to input commands．

Testing Modules 6．1．1－6．1．4
You should now be able to input payments and the months in which they are to be made and to scan through them，deleting as you wish．

## MODULE 6．1．5



```
1GGIE FEM DATA FILES
```



```
JGESQ FEIFTT "FOGITIOH THFE. THEUH :HETLIEH
## ": IMPUT"GAUTOMATIL MOTOF STOF':":O*
16040 FOKE 192,7:FOKE 1.3g
16Q5E FPIHT " FLACE FECOPDEE IH GOREEGT
MODE:":IHFUT "THEN FRESE GFETURH憏:":Q4
1FGEQ POKE 1G2, T:FOKE 1,3O
16GTG FRINT "GRFINUTIOHE HMAILHELE:":PEI
NT "GTH1\SAvE RITH":FRTHT "MEYLOFII IATA"
IGOEG IVFUT "MENHIOH IN TOU FEOUIEE:":O:
ON GOTO 1EIGO, IEISE
1GQGE FETURH
1610G FOKE 192,G:FOF I=1 TO 5OGG:NEST
16110 DFEH 1.1,2, "EHHEF"
15120 FFIHT#1,PH
16130 FOF I=0 TG FF-1:FEIHT明,F事CI,G%,GF
```



```
16148 CLDSE1:FETIJFH
1.615G DPEH 1:1,0, "EHHKEF"
1EIEG IMPUT##,PF
```



```
(I,1),FCI,B),HCI,1):WE,GT
1E1EG CLOSE1
16190 GOTO 11000
```

A standard data－file module．

MODULE 6.1.6


```
17G10 FEM FOFMAT MOHET
```



```
17050 HM=rM+16000,001
```




```
17050 FOF FF=1 TO 7:IF MIDW@N:FF,1)G"Q
" THEH FETUFH
```



```
FF%:HEST FF
```

This short module is a simple method of achieving a standardised format for the amounts of money that are to be printed by the next module.

## Commentary

Line 17030: This module is called up from a variety of places in the next module of the program and works on values drawn from different variables. In order to achieve this, the value to be formatted must first be stored in the variable MM. The first step of the formatting process is, assuming that the amount will not exceed $£ 9999.99$ p, that 10000.001 is added to the amount. This gives a standardised length of nine characters (including the decimal point), of which the first and last characters are redundant.

Lines 17040: The value is now converted to a string and stripped of its first and last character (the 1s). Note that when converting a number to a string using the STR\$ function, a space is automatically added to the front so that the second character of the number will actually be in position 3 in the string.

Lines 17050-17060: In this particular program we do not require leading zeros, so this routine scans the string converting any leading zeros to spaces. The result is a string which is invariably seven characters long, including two decimal places. Such strings can be printed in columns in the confidence that the positions of their decimal points will always coincide.

MODULE 6.1.7

15005 FEM COMFILE STATEMEHT



```
5uM=0
1EG%G IHFIIT "MHMEER OF HOHTH FOR STATEM
EHT:":G
15040 IF G=1 THEN 15GEO
15GG FOF Q1=1 TO O-1:FDF I=G TD PA-1:IF
    MII&G##CI,1),01,1)<""1" THEN 15070
150E0 SUM=EUM+F\I.G%
150T0 HENT I.O1
```







```
15110 IF SUMCE THEH PFIHT "{":
15120 LET MM=FESGUM\:GOSUE 17GGG:FFIHT
```



```
1513G FOF I=G TO FR-1
1514@ IF MII*GF&GI,1), (1)@"1" THEN 152
20
1515G LET MM=FCI,1%:GOSUE 17GOG:FEINT "m
```



```
15160 IF HCT,G)CG THEH FRIHT "ra";
15170 FRINT FECI,0)
```



```
MM=FEGCHCI,G%):GOSUE 1PGOG:FRIHT M寺:
```



```
0 THEN FFIMT "ri";
```



```
15210 EET R*:IF FOW="" THEH 1521G
```



```
:":%
152SO RETUPH
```

This module produces neatly formatted monthly statements-the whole point of the program.

## Commentary

Lines 15030-15070: The month indicators of all the payments stored are scanned to see if any payments have been made under the headings for months prior to the statement. Such payments are cumulated to provide a balance of the account at the beginning of the specified month.

Lines $15100-15120$ : The balance is printed, making use of the previous module to format it. Note how easily a negative balance can be indicated by printing the red control character.

Lines 15130-15220: The file of payments is now scanned for those which apply to the current month. Each time a relevant payment is found, the day is printed on the left hand side of the screen, using the format module to standardise the printing, but cutting off the added decimal points. Then the payment name is printed, then the amount, with the red control character added if a debit is referred to. Finally, the payment is added to the variable SUM and the current balance is printed next to the amount of the payment, again in red if the balance is negative. The 64 's flexible cursor control makes the construction of such tables a matter of ease-if it doesn't look right, simply add one more or less cursor moves until it does.

Line 15210: Payments are printed one at a time, the next payment awaiting the pressing of any key. This prevents payments scrolling off the top of the screen before they can be examined.

## Testing Modules 6.1.6-6.1.7

If you have saved some data you should now be able to load it back into the 64 and call up a monthly statement, with the amounts and payment titles neatly formatted in columns. If the formatting of the monthly statement is correct then the program is ready for use.

## Summary

This straightforward program raises some interesting questions about the degree of sophistication required to make a program useful. Inputting the months in the form of a string is, in many ways, rather crude compared to specifying whether the payment is to be made monthly, quarterly or annually and leaving it to the program to insert the payment in the relevant months. Such an added facility would be easily possible but it would increase the program length and reduce the flexibility inherent in specifying months in a straightforward way, which allows even irregular months to be entered. When designing your own programs you will need to be constantly aware of this tension between what it is worth doing automatically and what it is worth leaving to the user-the answer may well vary from user to user but complexity for the sake of it can be costly in terms of memory and can actually reduce the usefulness of a program.

## Going further

1) The deletion module is extremely crude in that it only allows the user to page through the entries one by one. Why not add a facility to specify a positive or negative jump, using one of the previous programs as an example.
2) Another improvement would be to add a binary search module to replace the present scan from the end of the file when inserting items.
3) The month indicators use a whole 12 bytes for each payment. Using what you have learned about AND and OR, you should be able to store and retrieve the same information from 2 bytes (ie one element in an integer array).

### 6.2 ACCOUNTANT

This program won't actually cook the books for you but it will make them very much easier to keep and will present them in an orderly format whenever you wish, with provision for single items, main headings and sub-headings in the printing of the actual accounts.

## Accountant: Table of variables

| A $\$(1,99)$ | Main file of names of payments. |
| :---: | :---: |
| A $(1,99)$ | Main file of amounts of payments. |
| C\$ | Line of spaces used in clearing text. |
| C(1) | Array storing number of items on credit/debit side of accounts. |
| CD | Indicator of whether item is a credit or debit. |
| CR\$ | Data file separator. |
| GR | Used to record the number of items under a single main heading. |
| HH\$ | Temporary storage of main heading name in user search module. |
| IN | Initialisation indicator. |
| M \$ | String in which formatted money amount is stored. |
| MM | Temporary variable used in formatting money. |
| PL | Place in file for insertion of new sub-heading. |
| SS | Temporary variable used to cumulate items under a main heading. |
| TT | Used to cumulate items in accounts. |

MODULE 6.2.1

$$
\begin{aligned}
& 1101 \mathrm{G} \text { REM MEFU }
\end{aligned}
$$

```
###FCCOUNTTFHTE"
1104G FEIHT "mTHMCDMFHIE FUHILAELE:"
```



```
110EG FRINT "O z)CHFNGETIELETE ITEME"
1.1070 FRIHT "回 SFRINT FCDOUHTS"
110EE FEINT "m 4'IIATH FILES"
110S0 FRINT "m 5%IHITIFLISE FICOUHTS"
1110G FRIHT "四 E\STOF
1111E INFUT "MTREMICH DO 'TOU FEDUIRE:":Z
:FRINT "m";
11120 IF Z<1 OR Z>4 DR IN=| THEN 11140
```



```
FLIEED":FOR I=1 TO 2OGQ:HEST:GOTO 1100G
11140 IF 2C4 FHII Z>O THEN GOSUE 13GQE:FF
IHT "#";
111500H 2 GOEUE 14000, 17000,19000.20000
12000.11170:2=0:50T0 11000
1.160
```





```
HTEI": EHI
```

Standard menu module.
MODULE 6.2.2


```
12G1G FEM IHITIFLISE
```




```
13)
12040 C= ="
12050 IN=1:GOT0 11000
```

Initialisation module.
MODULE 6.2.3

| 9160 | FE |
| :---: | :---: |
| 13010 | FEM CREDIT OR DEEIT? |
| 13020 |  |
| 13030 |  |




```
FEQUIPE:":CI:CT=CL-1:FETUFH
```

Before the input of any item the user is asked to specify whether the item is a credit or debit．

MODULE 6．2．4


```
1401D FEM IHPUT HERDIWGS
```




```
":IF EI=G THEH FRIHT "CEEIIT"
14040 TF CI=1 THEN FEIHT "DEEIT"
14@SG FFIHT "MESIS THE ITEM:":FRINT "鳃
    1) SIMGLE ITEM"
140ES FFIHT "思 ODF MAIH HEFDIHG":FEIHT
"$ 3\H OLETHEFIIHG"
140%G FEIHT "思 IFHPIT GG IF YOU MISH TG
    BuIT"
14EEQ IHFUT "M&FLEASE SFECIFY:":TPPE
14090 OH TTPE GDTG 15gG0,15040,16000
141EW FETUFN
```

When inputting an item the user is asked to specify whether it is a main heading，a sub－heading or a single item．When the accounts are printed， main headings have no sums placed against them，sub－headings are placed underneath their respective main headings and a sub－total printed for the group，and single items stand alone with a sum against them．

MODULE 6．2．5


```
15010 REM SIHGILE ITEM OF MAIH HEFIIING
```




```
15 G40 IF TYFES 2 THEN IHFUT "MFMOUHT FOR
    ITEM:";Q
15 ESE INFUT "MEIS THIS COPEEET (THO:";
末: IF Fa:="W" THEH 14060
```



```
味も来, 2)
```



```
=C(CN)+1:GOTO 14000
```

This module receives the input of main headings or single items．

## Commentary

Line 15040：An amount is only requested if the item is not a main heading．

Line 15060：An indicator is tagged to the beginning of the item－$\%$ for a single item，＊for a main heading．These will never be printed but will be used by the program to identify the different types．

Line 15070：Note how the variable CD is used to specify which side of the main arrays the name and amount will be stored．

MODULE 6．2．6


```
16010 REM SUE-HEHDIING
```






```
THEN 160EG
16050 HENT:PRINT "EORET, NO HEAIING OF T
HAT FMPTE!":FOR I=1 TO ZGOQ:PENT
1EOEG FL=I+1:IHFUT "RIMHE OF SUE-HEFOIH
G:":事
16070 IHFUT "MFMOUHT FOR SUB-HEFDIHG:";O
160G0 IWFUT "maffe THESE EOREEET (TGH):"
;R央:IF R&="H" THEN GOTO 14GOL
1.6990 D&="来"+0主
1G10E FOF I=CCOT+1 TO FL+1 STEF - 1:FEC[
```




```
3+1:GOTO 14000
```

This module accepts the input of sub－headings．

## Commentary

Lines $16030-16050$ ：The name of the relevant main heading is requested and checked against the headings in the file．If the main heading is not present then an error message is generated．Note the way a loop is used
to conduct the search, with the program dropping out of the loop if the item is found and the value of the loop variable I being used to determine the point at which the sub-heading will be inserted. Completing the loop means that the main heading is not present.

Lines 16090-16110: The sub-heading is tagged with a $\$$ symbol and added to the main file immediately following the relevant main heading.

Testing Modules 6.2.1-6.2.6
You should now be able to input credit or debit items to the account and have them properly inserted into the correct side of the main file (credit side $=0$, debit side $=1$ ). This can only be checked in direct mode.

MODULE 6.2.7


```
2010 FEM DATH FILES
```



```
2GOB FEIHT "RFOSTIOH TAFE COFEELTL'T': T
HEN EFETINFHE--.."
2GE4G IHFUT "MOTOF MILL STOF FUTOHATICFL
L''":DF:FOKE 192:T:FOKE 1,39
OG50 PRIHT "RTANOMNANIS AWRILAELE:":PRI
HT "TIR1:SAQE IATA":PRIHT "MESLIAL IATH"
2GG60 IHFUT "MFHHIEH DD TOU| FEDUIFE:":Q:
OH D GOTO 2QDSQ,2Q140
2OETG FETURN
2gGEQ FOF I=0 TD 1:IF AS(I,G)="" THEN F车
G,O)=" ":HENT
2GOg0 POKE 1.7:FOR I=1 TO 2GEG:HEKT
201g[ DPEA 1.1.2."FCCOUHTS"
20110 FOF I=G TO 1:FRIHT#1,EGI):IF [CI)=
\square THEN 2O130
```



```
CFS,HCI,J):WENT I
2G1GG HENTI:CLOSE1:RETUFN
20140 IFEN 1.1,G,"FICOOUNTS"
2G15G FOF I=O TG 1:INFUT#1.CGI):IF CGI=
O THEN 2OLPE
```



```
HCI,J):NENT J
201TE HENT I:CLOSEI:RETUFH
```

A standard data-file module.

MODULE 6．2．8


```
21010 FET FOFMAT MOHE'T'
```




```
,7
21040 FOF F=1 TD S
```




```
21EEG FETUFH
```

This module performs the same function as the formatting module in the last program．

## MODULE 6．2．9


1 PO1E REM CHFHGES FHI IELETIOHS

$17 \mathrm{GO} \mathrm{FOR} \mathrm{I}=\mathrm{D}$ TO C（CDO－1
 LETE異＂

```
17050 IF LEFTb&FWCOD,I%,19`"象" THEH FEI
```



HHF=MITFGAFCI, I., 2):FEIHT




): GUEIE 2109G:PFIHT M*

LE OH FIUHTIDH KETS:"
17110 PEIHT "M F1 - HENT ITEM"
17120 FRIHT "A FS -- GHPHEE FMOHHT"
1.713Q FRIHT "M FS - FETUPN TG MEFH"
171.40 PRIHT "M FE -- DELETE ITEM"
17150 FRIMT "HTM组UICH DO TOU REDUIFE:?"


ETUFH


.1) ="束" THEN DOTG 17240

```
172GG IHFUT "mMam&OUHT TO EE FDDET:":Q
17215 INFUT "MfIS THAT EOEFECT (THD:";E
$
172eU IF Fa&%"H" THEH F(CI, I)=ACCD,IO+G:
00T0 17040
172EQ FFINT "TTIT"::FOR L=1 TO S:FRINT C
```



```
1724E HENT I:RETUPH
```

This module allows the user to page through the items on the specified side of the accounts and to change or delete items.

## Commentary

Lines 17050-17090: These conditions deal with formatting the different types of item. If the item is not a sub-heading then the item name is printed, its name also being stored in $\mathrm{HH} \$$ if it is a main heading. If the item is a sub-heading then the previously stored main heading title is printed above it to indicate the group in which it falls. Finally, if the item is a single item or a sub-heading then the previous module is used to format the amount associated with it before printing.

Lines 17190-17230: If the f3 key is pressed for a single item or sub-heading, the user has the option to change the amount associated with an item by inputting a positive or negative number. Note the use of $\mathrm{C} \$$ to clear the prompts if an error is made.

MODULE 6.2.10


```
18010 EEM IELEETIOHS
```




```
EH GF:=1:GOTO 1BEEE
18040 GR=E
1G05G BR=GE+1:IF LEFT&(A&CDD,FL+GP),1)="
*" THEN GOTO 1EOEG
160EQ FOF K=FL TO C(CD)-GE-1:FCCD,KO=ACL
I|,K+GR): F* (CI, K)=F&(CD,K+GR):NERT
```



This module accomplishes any deletions specified in the previous module.

## Commentary

Line 18030: PL is set equal to the value of the loop variable in the previous module. In the case of sub-headings and single items, the
variable GR，which indicates the number of items to be deleted，is set equal to one．

Line 18040：In the case of main headings，the variable GR is incremented to take account of the main heading itself and all its sub－headings，since these must be deleted along with the main heading．

Line 18060：GR is used to determine how many items will be overwritten in the file and by how much the value in the relevant side of the array $C$ must be reduced．

Testing Modules 6．2．8－6．2．10
You should now be able to input data and to page through it，changing the associated amounts or deleting items at will．

MODULE 6．2．11


```
19Q1E FEM FFTHT FLIOLHTS
```



```
19GGO LET FFF="EFEIIT":IF GI=1. THEH FHW=
"DEEIT"
```



```
事;"年"
18050 FOP I=G TO OCTJ-1:TT=TT+FETD:I)
```



```
IHT "餪";
```



```
T
19@SG IF LEFT*GF#GCD,IO, 1%="束" THEH FRIH
T "䁏㣙;
19090 FPIHT MIDS(FABED,IO,2%
```



```
\square
```







```
S+F(OTM,I)
```



```
    THEH 191SE
```




```
19170 MM=SS:GOSUE21000:FRIHT M车:SS=0
19180 GET GO车: IF GMas="" THEN 19180
```





```
|目㴽";
19210 MH=TT:GOSUE 21006:FRINT M* 
19220 PRIHT "dFFRESS FH'T KE'T TO gUIT"
19230 GET G0%:IF GO&="" THEH 19230
19240 RETUFEN
19250 STOF
```

This module is parallel to the print statement module in the last program．

## Commentary

Line 19060：To ensure that it is clear which sum goes with which amount，items and their associated amounts are printed alternately in black and green．

Line 19070：A clear line is left before a main heading is printed．

Line 19080：Sub－headings are inset two spaces．

Lines 19100－19140：For sub－headings and single items，the item name and the associated amount are printed．Sub－heading amounts are printed in a separate column and the total of sub－items under a main heading is cumulated in SS．

Lines 19150－19170：At the end of a group of sub－headings the total for the group is printed．

Line 19180：Once again items are printed one at a time，with the next item awaiting the pressing of any key．

Lines 19200－19210：The total for the relevant side of the accounts is printed．

## Testing Module 6.2.11

Having input some data, you should now be able to display either side of the accounts. Note that only one side at a time can be displayed.

## Summary

By now you should be becoming familiar with the techniques involved in adding and deleting items without disturbing the overall order of the file. You will also have learned something of the sheer fiddliness of displaying even simple figures on the screen in well formatted form. It is worth reviewing some of the methods used here before continuing because in the next program we shall be dealing with and displaying data of much greater complexity than anything encountered so far.

## Going further

1) One useful added facility would be the ability to print the balance between the two sides of the account when either side is displayed.
2) As in the previous program, if you are going to store large numbers of items you will want to change the present user search module, which can only page through the items one by one. Be careful in doing this however, since the module must be able to detect the main headings as it passes through the file, especially for the purposes of deleting. Simply jumping through the file without regard for this need could result in disaster.

### 6.3 BUDGET

We now turn our attention to the most complex and difficult program you will encounter in this book. Budget is a powerful and flexible financial aid which enables the user to plan finances over a 12 month period and to examine the consequences of 'what ...if' decisions about income and expenditure. Intelligently used, it can provide some surprising insights into a family's finances over the year to come, quite apart from illustrating some of the problems of working with large bodies of numeric data. The arrays used by the program store some 800 different numeric values.

## Budget: Table of variables

| BA(1,11) | Cash balance for each month. |
| :--- | :--- |
| BD(1,11) | Balance of budgeted payments over actual payments. |
| C1(1,11) | Main income. |
| C2(1,11) | Supplementary income. |
| CU |  |

FO\＄Cursor control string used in formatting table．
$\mathrm{H} \quad$ Indicator showing which side of arrays is to be addressed．
I1 Variable used to ensure proper handling of 12 month periods which pass beyond end of calendar year．
M1 Temporary variable for month to start table display．
M2 Temporary variable recording change of current month．
MM
MO $(1,29)$
MO\＄（11）
MY
MY\＄
N（1） Current month number．
Average monthly payment for each payment heading．
Temporary variable used in calculating cumulative surplus／deficit． Month names．
Temporary variable used in formatting money figure． String storing formatted money figure．
Number of items on both sides of arrays．
PA（1，29，11）Amounts associated with payment headings．
PA\＄（1，29）Names of payment headings．
PP Temporary variable used to indicate position of item to be changed in array．
PT（1，11）Monthly totals of expenditure．
R\＄
T （1）
Temporary variable used to calculate total payments for items included in average budget calculation．
Y Month number of end of year．
MODULE 6．3．1


```
21010 FEEM DFTH FILES
```



```
2103g PRIHT ":FOSITIOH TFFE CORRECTLIT: T
```



```
2104Q IMFUT "MOTOF HILL ETOP RUTOMATIEFL
L'T:":OF:FOKE 192:7:FOKE 1.39
210SG FRINT "MFOMMFHIS FWFILGBLE:"
```



```
AD IAFTA"
21ETG INFUT "㙋ICH DO 'TOU FEDUIFE:";g:O
H Q GOTG 210Eg.21130:FETIFFH
210EO FOKE 1,7:FOR I=1 TO 20GE:HE%T
21日ge OPEH 1,1,1."EUDIGET":FRIHT#1,MM, R车:
r:FOR H=G TO 1:PRIHT#1,HOH
```

```
21104 FOF I=0 TO 11:FRIHT#1,G1(H,IO,R电,C
2CH,IY:HERT I
21110 FOR I=010 TOH)-1:IF FF*(H,I)="" T
HEN PR&CH:I`=" "
```



```
NT#1,FHCH,I,TY:HEMT J,I,H:CLOSE1:RETUFH
```



```
OR H=E TO 1:IHFUT#1,WCH
2140 FOF I=G TO 11:IHFUT#1,C1GH,I%,LECH
I ):FENT I.
21.5G FOF I=0 TO HCH-1
2116G IHFUT栍1,FH&(H,I):FDR J=0 TO 11:IHF
UT#1,PF(H,I,J):HEKT J. I
21170 GOSUB 1400G:HE%T H:CLOSE1:FETUEH
```

The complexity of this data－file module should convince you of the need to save data at regular intervals to tide you over the errors which are inevitable in entering a complex program such as this one．

MODULE 6．3．2


```
1101E EEM PEFH
```




```
THOME EUDIGET"
11日40 FRINT "RGWFHHTIOHE FUAILFELE:"
1105G FFIHT " Ei1\DISFLF'M MOHTHL..T' HHFLITSI
"
110GE PRIHT " 2SCHFNGES"
11870 FRINT " 3)|EN EUIIGET HERDIMGS"
11g80 PRIHT " 4)DELETE EUDIGET HEFIIHG"
1109G PRIHT " SJFEEET H'FOTHETIGHL FIGUR
ES
11100 PRINT " E\REEET MIHTH"
11110 FRIHT " 7ODATA FILEE"
11120 FRINT " EyINITIFLIEE"
1113G FRINT " GSTOP"
1114G THFUT "MFHHICH IU YOU FEQUIFE:";Z:
PFIHT "#";:IF 2GS THEH 1116贝
11150 OH 2-4 EOSUB 15000,17000.21000.120
60.11190:GOT0 11000
```



```
IHT "2)HHFQTHETICAL DFTA"
```

```
1117日 IHFUT "䣓HIEH IO TOU FEOUIFE:":H:I
F HO1 OE HO2 THEH 1117G
111Sg FRINT "G":H=H-1:0H2 GOEUE 130GE:1
9000,16000,26060:g0T0 11006
```



```
UDGET TEEMIHFTED":EHI
```

A standard menu module with the addition of the facility to define whether the real or hypothetical side of the arrays is being addressed. The distinction between these two will be explained later.

MODULE 6.3.3


```
IOU10 FEM IHITIFILISE
```



```
12030 ClF
12G46 IIM FHF(1,29, MOC1,29,FHC1,29,1,1)
FT(1,11),EDC1,11),E1(1,11%,EF(1,11)
12050 INM CE(1,11):8:=[HES(13)
```



```
MFT, TIDNE SULT, FUGUST:SEFTEHEEE
IEOTG DATA OCTOEER,NOMEMEF IEEEMEER
I2OSG DIN MOF(11): FESTOFE:FOR I=G TD 11:
FEFI MOECI):HEKT
120gQ IHFUT "gMFEE TOU LOMDIHG FFOM TAPE
    "THD:":OS:IF Q&="r" THEN GOTO 110GQ
121gE IWFUT "GFIHFUT HUPEEF DF CUFEEET M
```



```
1211E GOSUE 1BOGG:GOSUE 16EGE:GOTOL1GOE
Initialisation module.
```

MODULE 6.3.4


```
1g010 FEM IHCOME
```



```
1EQSG FRINT "HMRIFFUT MFIN IHCOME HS FOL
Luम5:"
1604G FOF I=FM TO 'T:II=I:IF I1>11 THEN I
1=11-12
```




```
1gGEG FRINT "TMOTHEF ANTICIFATED IHNOME:
"
1807Q FOR I=FM TO 'T:II=I:IF I.\11 THEH I
1=I|\cdots12
```




```
180gG GOSUE 1400G:FETUFH
```

This module accepts input of income under the headings of main income and supplementary income.

## Commentary

Line 18040: Whereas data is stored in the arrays in the order January-December, the 12 month period which the program is capable of covering can begin in any calendar month. Accordingly, the variable I1 is used to ensure that when the twelfth month is completed, the loop moves on to address the first month of the calendar year.

Line 18050: Note the way in which the variable $H$ is used to determine which side of the arrays is addressed.

Testing Modules 6.3.2-6.3.4
By inserting temporary RETURNs at 14000 and 16000 , you should now be able to input income data for the 12 months from your chosen starting month. For the moment, stick to inputting to the real side of the arrays-all will be made clear later.

MODULE 6.3.5


```
16010 FEM IHFUT DF FHMMENTS
```




```
:"
1GG4E PRIHT"GFRECEIE HFHME OF ITEM HITH F
    `* IF 'TOU","ID NOT WFHT IT EUDIGETED."
16050 FEINT "mETC"ZZZ* TG OUIT'"
16GEB IMFUT "MFHEFDIHG FOR EILL:":D车:IF
Qs="ZZZ" THEH GOSUE 140GU:FETUFH
16070 HCHO=HCH+1
16000 IF N(H)=SO THEH NCH:2G:PRIHT "HO
MORE RCMM":FOF I=1 TD EGGG:HENT:FETURH
16090 PHOCH:NGH-1)=0%:FRIHT "MPMPHTMEHTS
    UHIIEF ";D*:":照"
```

```
1G1EE FOF I=WN TO T:I.=I:IF ID\11 THEH I
1=11-12
```



```
:FHCH,HCH)-1,I1):HEKT I
16120 BITO 160日G
```

This module accepts the input of bill headings and associated amounts．

## Commentary

Line 16040：The program has the facility to calculate an average monthly figure which will cover the yearly total of payments under any payment headings．Preceding the payment name with a＊excludes the particular payment from this process－ie it is treated as a one－off item．

Line 16070：The variable H is used to increment one or other side of the 2 element array N ，which records the number of payments stored on each side of the array．

Lines 16090－16110；Having specified the payment title，input is requested for each of the 12 months in the period covered．

## Testing Module 6．3．5

You should now be able to input a number of bills and find them stored in the zero side of arrays PA\＄and PA－again sticking to the real side of the arrays．The temporary RETURN at 14000 should be retained for this test．

## MODULE 6．3．6



```
14016 FEM UFTATE BULIGET
```



```
\(140 \mathrm{TCH}=\mathrm{C}\)
```



```
末 4 H, I , 1)="来" THEN 14960
```



```
\(: W C H, I=E U, 12: T(H)=T(H)+H D(H) I)\)
1406 BE सET I
```



```
11):FTH.IL=E
```







##  <br> 141.10 HEST I: FETUFH

This module performs all the calculations necessary for the construction of the table of figures we are working towards.

## Commentary

Lines 14040-14060: Monthly average budget figures are calculated and stored in the array MO. The cumulative total for these figures is stored in the array T . The process is not carried out for payment headings commencing with $\mathrm{a}^{*}$.

Line 14070: Note the use of the logical condition (I> 11) to calculate the value of I1. If I is less than or equal to 11 then this condition will have a value of zero and will make no difference to the value of I1. When I is greater than 11 the condition will take on the value minus one and can be used to reset I1.

Line 14080: The total of all the bills to be paid in a particular month are cumulated in the relevant line of the array PT. TT is used to hold the cumulative total of these monthly totals.

Line 14090: From TT are now subtracted the amounts associated with any items that are not to be included in the average budget calculations. TT now contains the cumulative total of items which are included in the average budget calculation.

Line 141000: The balance of the budgeted figure over actual payments is now stored in the array BD by multiplying the average monthly payment by the number of months and subtracting the actual payments on budgeted items up to the relevant month. The balance of the two forms of income over the total actual payments for the month is stored in the array BA.

## Testing Module 6.3.6

It is difficult to fully test this module until the module which displays the table has been entered, but it is a good idea to enter some data since this will call up the module and check the syntax for you. If you are confident that the module is functioning correctly, then it is a good idea to save the data you have input on tape.

MODULE 6．3．7


```
20010 FEW FIHHTTIOHIGL SUEFOUTINES
```





```
22G4G RETINEA
```

A formatting routine which returns a four digit number with leading zeros in necessary．If the figure being processed is greater than $£ 9999$ it is displayed as＇\＃\＃\＃\＃＇to show that it is outside the range that can be accurately displayed by the program．The program calculations are unaffected by this．

MODULE 6．3．8


```
13010 FEN DISPLA'r FIGUFES
```




```
19E4E IMFUT"FIMEEF OF MOHTH TO START:":M
1:IF M1<1 OF M1>11 THEH 13040
```



```
EN M1=5M4-4-12*(1m45)
```




```
13070 FRINT" M% ";
```

13070 FRINT" M% ";
13060 FORJ=M1 TC M1+3:FFIHT "移竩":LEFT韦
13060 FORJ=M1 TC M1+3:FFIHT "移竩":LEFT韦
<0%(J+12*CI%1)%,3)

```
<0%(J+12*CI%1)%,3)
```







```
13110 FOR I=E TO HCH:1:IF IC\15 THEH 1S
1.40
1312G IHFITT "m*PETUFH回 TO CLEFF SCREEH A
```



```
13125 FOR T=1 TO 2G
13130 FEIHT "
                                    ":WERT T:FRINT "mumg"
13140 FPIFT " Harm":LEFT婁(FF象(H,I),12):FE
```



```
13150 FOR T=M1 TO M1+3:FFIHT "Hugm": :M'N=I
HTGFHCH.I,J+12*GT11;%):GO&|E 2eg30
```



```
13170 M%=FWTMMCH:IY):GOEUB 2eg30:PFIHT
M4手:烸KT I
131EG PFIHT " W%################################
<<%&####&##&%&"
13190 IHFUT "EFPESS 咋ETUFHW TO UISPLH'r
HWLPETS:";者
```



```
1.210 HEST I:PESTOFE:FOF J=1 TO 12:REAI
```



```
13220 IFTH TOTFL, EUIGET, EUIGET EFL, MAIH
    IHOUE: SUPF: IHOOME,TOTFL IWCONE
132SG DHTA CHEH BHLFHWE,CIM, EFLFHOE
```



```
H
```



```
###############" :HEMT I
```



```
13270 FOF I=|1 TO M1+3:I1=I+12*CI>11):FF
IHTT "sm|um"
132E0 PRINT FD&:"W䍃": :MT=FT(H,II):FRIHT
"m"::IF HYCG THEH FEIHT "F";
132G0 GOSUE 22G30:FFTHT M, W:FFIHT
```



```
:IF TMCG THEH FEIHT "ra";
13319 GOSUB Z2030:FRIHT H4*:FFIHT
```



```
"楽":IF MTGE THEH FRIHT "&";
13330 GOSUE 2EGSG:FRIHT MN:FRINT
```



```
""::IF M4CM THEM FRIHT "F";
1335G gחSUE 22GSE:PEIHT HT'&:FFIHT
```



```
"四":IF Mr'@ THEH PEIHT "的";
13370 G0SUE 22030:FFIHT H4*:FRIHT
```




```
133g% GOSUE 22gSQ:FRIHT HIN:FFIHT
```



```
g@:FFINT "葍": IF MHCO THEH PFINT "ram";
```





```
1343G GOEUE 22gSG:FRIHT MT: FPFINT
```



```
1345G THFUT "WIO TOU NISH TU FEUIEW FIGU
FEG (TM,M:"O$
13460 IF Q4="'r" THEN 13060
13470 FETILEN
```

In the last program we noted that display modules are often the most complex of a program whose task is to present a table of data, and this one is certainly no exception. Having said that, it should be noted that beneath the superficial complexity this is a relatively simple module which picks up figures which have already been calculated and places them on the screen. It looks complex only because of the sheer number of figures which are to be displayed.

## Commentary

Lines 13040-13050: The table displays the figures for four months from the month specified by the user. However, running over the end of the current 12 month period would make a nonsense of the table so, if a figure less than four months from the end of the period is input, the start month is reset.

Lines 13060-13100: The heading of the table is printed, consisting of the first three letters of the relevant months and a heading for the 'average budget' column.

Lines 13100-13170: Payment names are obtained from the array PA\$ and printed in the left-hand column. Following the name, the figures for the four months and the average budget figure for the item are printed across the screen, separated by graphics characters into columns, with the previous module being used to format the amounts with leading zeros if necessary. Fifteen lines are printed, with provision to clear the screen and print another 15 if that is not sufficient. The program can handle up to 30 payment headings.

Lines 13210-13240: The titles for the figures given in the second part of the table are read from the DATA statements and printed down the left hand side of the screen-the table heading remaining undisturbed (the budget column heading is now redundant but is not erased).

Lines 13260-13440: Despite its length, a simple routine which, using the string FO\$ to determine the position of the column, prints the relevant figures for each month down the screen opposite their headings. At the end of each month's column, five cursor right characters are added to FO\$
and the process is repeated in a fresh column for the next month. Note the use of the red and black control characters to show whether an item is positive or negative. Note also, in Lines 13380 and 13400, the temporary variable MY, from the formatting module, is used to add a figure to one previously printed. To do this the 10000 which was added in the formatting process must first be subtracted.

## Testing Modules 6.3.7-6.3.8

If you have some data stored you should now be able to display it on the screen. To check the table (apart from the fact that it is properly displayed) you must understand what the various figures mean:
TOTAL This is the total of all payments to be made in the month.
BUDGET The same for each month, this is the average sum that will have to be set aside in order to cover all the non-excluded bills in the 12 month period. An average budget will not necessarily cover all the payments up to any particular month (eg if all the payments were made in the first month). This figure records whether the amount set aside in the average budget is ahead or behind the actual payments it is meant to cover. At the end of the 12 month period it will be zero.
MAIN INCOME/SUPP. INCOME/TOTAL INCOME
These are self explanatory.
CASH
BALANCE The difference between income and outgoings for the relevant month.
CUM.
BALANCE The difference between total income and total payments since the beginning of the 12 month period.

Note that there will be small discrepancies since only integer figures are displayed, while the actual calculations are performed on the full figures. Thus the monthly budget for a payment of $£ 47$ will be displayed as $£ 3$ but this will not affect the proper calculation of the total monthly budget.

MODULE 6.3.9


```
1901G FEN THFHGES
```




```
ES"
19046 FEIHT "MROOMMFHIS FUGILFELE:"
```

```
1905G FFIHT " GHDHFHOE EUDIGET HENT"
1GGEG FRINT " 2OGHMUGE MAIN IWWOTE"
19GPG FEIHT : ODCHFHGE FOUITIOHFL. IHOOME
"
19GBG IHFUT "MaHHICH TIO TGU FEOUIFE:";OQ
OHtD0 gחSuE 19100.15190,19190
19090 FDEUE 1490E:FETUFW
1910G IHFUT "MFIRME GF EUGET HEFM TO EE
CHFH+GEI:"D员
19110 FOR I=O TO N(H)-1:IF 历SCFHOCH,I)
THEH 19130
19120 PF=I:GOTO 19140
13130 HENT I:FRIHT "MITEM HOT FOUHD":FOF
    I=1 TO 2GEG\FENT I:FETUFK
19140 FRIHT "TIN"FF&(H,FF':PRIHT "MEIINPI
T WEM FMOUNT OE ";" TO LEFME:W"
```




```
:"FHOH:FF:ID:IN:IFUT DF
15170 IF D$&"涑" THEN FHCH,FF:I1)=YFLCU&
)
191GO HENT I:FETINH
19190 IF DO-z THEH PRINT "MaNMAIH IHCOHE
:";
19209 IF GO=S THEN FEIHT "MFIMAIIITIOHFLL
IFCOME:";
192GS FRIHT " &"#" LEFWES IHCHFHGED""
19210 FOFI=MM TO 'T:II=I+12$CI%11)
```



```
:":
192SQ IF RQ=2 THEH FRIHT G1GH,II%;
19e40 IF DR=S THEH PRINT RCCH,I1%;
1925G INFUT DF:IF DSC>"*" FHN GD=2 THEH
C1CH,I1)=4FLCDक)
19260 IF Dt<"涑" FHI DO=S THEH Ce(H,I1)=
MLCO&)
19e7G HENT I PETUFH
```

If a change to an item already entered is required this module which allows the user to specify whether the item to be changed is a payment heading， main or supplementary income．The relevant figures are then displayed and the user can either confirm each figure by entering a＊or entering a new value．

MODULE 6.3.10


```
20010 REM LIELETE FUIIGET HEFT
```



```
2GOBG IHPUT "MRHFHE DF EUIGET HEAI TO DE
LETE:":0%
```



```
HEH 2G0EO
2007g HENT I:FRINT "SWITEM HOT FOUND":FD
F:T=1 TO EgEG:HEKT T:FETUFH
2006G H(H)=H(H)-1:FOR J=I TO N(H)-1:PH家
H.J)=FR&(H.T+1)
2GGG0 FOF K=0 TO 11:PACH,T,KO=PF|H,J+1,K
%:FEKT K,T:GOSUE 14GGE:RETUFH
```

This module allows any budget heading to be deleted.
MODULE 6.3.11


```
17E1G FEM FEGISTEF MUHTH
```




```
17E40 IHFIT "BEIHFIIT HLIMEEE IF GUEPEFHT M
OHTH:":ME:IF M2CG OP M2%12 THEN IPG4G
17050 M2=M2-1:IF M2=FM THEN FETINEM
170E0 IF MECMM THEN M2=H2+12
170TG FOR I=|N TO M2:II=I+12<<<I>11)
```



```
170G0 PEIHT "MmIHFUT IN FULL FHOUHTS FOR
    NE&T ";MO#CI1):":界"
```



```
    (":PHCO,T,I1;:"):";:IFFU|T PF(O,J,I1)
17110 HE%T J
17120 IHFIT "%GMIMIH IHCOME:";16G.ID%
17130 IHFIIT "WHADIITIGHFL INIOME:";CECQ
I1):WE%T I
```



```
    1400G:GOSUE 15GOG:FETUPW
```

The purpose of this module is to allow for changes of month. When the user specifies that the current month has changed then new figures are requested for each payment heading and the income types, for each of the
months which have passed and are now to be tagged onto the end of the 12 month period. Thus if the old period began with May and the new one begins with July, then the user will be requested to input figures for May and June only, since these now become the last two months of the 12 month period.

## Testing Module 6.3.11

You should now be able to change the figures for payment headings or income, to delete payment headings and to change the period which the program is set to cover. To test the last module you will need to insert a temporary RETURN at line 15000 .

MODULE 6.3.12


```
15G10 REM SET UP SHRDOU ARFRHG
```



```
15080 T(1)=T(0)
```



```
3:MOC1.I = =roce,I)
15050 FOR J=0 TG 11:FFG1,I,J:=FF(E,I:J):
HEXT I,I
15GG0 FOR J=G TO 11:FTG1,JOFTGQ,J):EDG1
,T=ET(D,T):C1(1,J)=[1(0,J)
1500 EF(1,T)=EF(0,J):NENT J:NG1)=N(G%:R
ETUF:+
```

This simple module is one of the most important in the program. What it does is to copy the data you have input to the real side of the arrays, into the hypothetical side. One of the main points of this program is that you can choose to input data to the hypothetical side of the arrays to test the effects of a financial decision, and this will have no effect whatsoever on the real data.

All the operations of the program can be performed on hypothetical data and, when you are satisfied, all you have to do is to call up this module and the data in the hypothetical side is instantly reset to the real data. This module is automatically called up when the month is reset, otherwise the two sides of the tables would be working on different periods.

Testing Module 6.3.12
In fact you can now test the hypothetical sides of all the functions simply by specifying hypothetical data when the functions are called up. Add and subtract items from both sides, then use the table display to check that
neither side is affecting the other. Then use this module to copy the real data into the hypothetical side. Note that the hypothetical side is empty on first initialising the program.
If the hypothetical side functions work properly then the program is ready for use.

## Summary

This long program is powerful, properly used, although it takes practice to get the most out of it. Taken seriously it can give you some surprising information about the state of your finances throughout the year-when things will be tight and when there might be a little to spread around, how payments might be re-arranged to ensure a little more at Christmas or for holidays, what might be the overall effect of a new commitment or of increased income.
Remember, however, that this book is intended to set your 64 to work for you. If you have successfully overcome the problems of debugging this program then there is no reason why you should not go on to adapt it to other uses which require flexible input and manipulation of data, together with clear presentation in the form of tables and the possibilities of running two sets of data at the same time. The program can be looked upon as a foundation for putting your 64 and your new found confidence to work.

## Going further

1) The program might be more useful if you had the facility to copy the hypothetical arrays into the real ones, once you decide to go ahead with something you have assessed. This should only involve a tiny change to one module.
2) Savings in the length of the program could result from cutting down the number of arrays by packing the same amount of data into fewer but more complex arrays. You might then be able to print the data with a small number of loops.
3) If you wish to change only a single value for a payment or for income, you have to work through all twelve payments. Try adding the facility to jump into the middle of the period and to escape from the series when you have completed the change you want to make.

## CHAPTER 7

## Music

One of the joys of the 64 is the way in which the quality and sheer cleverness of the sound capabilities open up a whole new world of possibilities for home micro- owners. In the not too distant future whole books will no doubt be written on the uses of the 64's Sound Interface Device (SID) chip.
The sheer complexity of the SID chip's capabilities means that no one program can do full justice to them and one chapter of a general work cannot serve as more than an introduction to the almost infinite combinations of sounds available. Having said that, however, the program presented here is one which provides a firm foundation for future experimentation and creation. The purpose of the program is not simply to allow the user to input and play tunes (which it does) but to allow every part of the SID to be directly available to the user. Most things that the SID is capable of achieving can be done quite simply using the program as a tool.

The first thing to remember is that a normal musical note is not simply a vibration of a certain frequency, it is in fact a combination of different frequencies, high and low. To create a note therefore requires the input of two separate frequencies, one high and one low. Each of the SID's three voices has provision for these two inputs for each note that is played. The program must be capable of accepting notes in a way comprehensible to the user and then translating the notes into a form usable by the SID.

Secondly, the intensity of any particular note varies in a complex way as the note is played:
a) The first phase of the note is known as the ATTACK. This is the speed with which the sound rises from nothing to its peak. The shorter the period of the attack, the more twangy the quality of the note.
b) The second phase is called DECAY and during this phase the note falls away from the original peak.
c) After this first falling away, the note enters the SUSTAIN phase, which determines the length of the main body of the note.
d) Lastly, the note fades away in the RELEASE phase which, like the ATTACK, can be sharp or gradual.

Different musical instruments have different qualities of tone, quite independent from the notes they play and the shape of those notes. These
differences depend upon the waveform of the sound produced by the instrument.

The SID permits each of its three voices to produce any one of three musical waveforms and another white noise waveform which is useful in the creation of sound effects.

Of the three musical waveforms one, the pulse waveform, is itself capable of a considerable degree of variation by changing the length of the pulses which go to make up the waveform.

Having finally produced the desired frequency, tone and shape of note, the SID chip allows the notes to be filtered. This means that different frequencies within the note can be reduced in loudness, while others are left untouched.

## Music: Table of variables

FI\%(3): $\quad$ Filter characteristics for the three voices.
HF\%(2,
1000): High frequency values for each note in tune to be played.

IN: Initialisation pointer.
LF\%(2,
1000): Low frequency values for each note in tune to be played.

R\$: Separator for data files.
NL: Length of note.
$\mathrm{NO} \%(1,95)$ : High and low frequency values for the 96 notes available.
NT: $\quad$ Note value taken from Appendix M of user manual.
VO\%(2,6): User-defined values to be POKEd into the SID chip to determine sound characteristics of the three voices.
VS(: Address of the start of a voice in the SID.
WF\%(2,
1000): $\quad$ Waveform values for each note to be played.

WW: Waveform value for each individual note.
MODULE 7.1.1

11010 REM MEFU

11030 FDKE 53281:15:PRIFT "


11050 PRIHT "噌1) SET YOIEE"
11050 PRINT "QEDFLF'T FFESEHT TUNE"
11070 PRIVT "K3DLNFILE TUFE"
11080 FRINT "䚵)DFTH FILES"
1109 PRIHT "MEDIHITIFLISE"
1110 FRIWT "QEDSTOF

```
11110 IHFUT "GFMHICH DOG YOU FEDUIFE:":Z:
FFINT "##":
11120 IFIN=GHHIICZ6)THEHFFIHT"WHOTIHITIF
LIEEI!":FORI=1TO2GGO:FENT:GOTG 11GGO
```



```
12060.11140:00T0 11060
```



```
Ma|HISIG TEFMIHATED":EHI
```

A standard menu module.

```
MODULE 7.1.2
```



```
1BE1Q FEM DFTF FDF FOTE TFELE
```



```
1OGGG FEN HOTE FFEGUEHCIES
18G40 DHTH 26G.284,301,318,837,358,379,4
61,4251,451,477,566
```



```
0G.851,902,955,1012
10G6 DATH 1572,1136,1204.1275,1351.14%2
,1517,1607,17g5,1804.1911,2025
```



```
,3054,3215,340,3648, 282%,4550
```



```
,605,64%0,6%2,7217.7647,8101
```



```
4% 1213% 12850, 15%5,14435,15204,15203
```




```
1811E THTH S24O7
```



```
45850,4855E,5144%,54502.5774%,51176
1ELE DHTA 54S14
```

The data in this table is simply a shorthand way of entering the high and low frequency note values. Each number represents 256 times the high frequency note value plus the low frequency value.

[^3]

```
12010 FEM SET UF TAELES
```



```
12OSG [LE:DIM HONG1,GS%:FOF I=G TO 95:FE
```




```
12050 DIM M0%2,6%,FI%G%,LF%C,1006%,HF
*2,1000),4F%(2,1000)
12070 IH=1:F$=CHF$613)
120E0 GOTG 11005
```

The use of the main variables defined here is explained in the table of variables.

## Commentary

Lines 12030-12040: High and low frequency values for each of the 95 notes are read and decoded. They cannot be stored in single number form in the array, since it is an integer array and can only hold numbers up to 32767. The note values are placed into $\mathrm{NO} \%(0)$ for high and $\mathrm{NO} \%(1)$ for low.

## Testing Module 7.1.3

After calling up this module, you should be able to read from the table high and low frequency values approximately the same as those in Appendix $M$ of the User's Manual. Note that they will not be exactly the same since the values used here are taken from the Programmers Reference Manual whose table differs slightly.

MODULE 7.1.4

|  |  |
| :---: | :---: |
| 15010 | FEM WICE SETTIHSE |
| 15020 |  |
| 15030 |  |
| F $\quad 41$ | OF 4\% THEM 15030 |
| 15049 | $45=5472+7$ ¢ $6-1$ |
| 15650 |  |
| 15050 |  |
| 15070 |  |
| 15080 |  |
| 150 |  |
| $={ }^{\prime} \mathrm{HL}$ ¢ | 年 |
| 15106 |  |
| 15110 |  |
| $15120$ |  |



```
=WFLCO%
```



```
1515GT1:="FFHDOM NOISE HF (1=OH,G=OFF;
:"
15160 PRIHT TLS:GMGM-1,4) AHD 12E%128
;:口未=""
15170 IHFUT D⿻三人:IF E&`"" THEH YO%(U-1,4)
```




```
15190 T1专"FULSE W'F < 1=0HMG=DFF%:"
```



```
Q⿻三丨""
15210 IHFUT D*:IF Dt`"" THEH GOM(4-1.4)
```




```
15230 T1:="SFHTOOTH W'F & L=OH,G=OFF::"
15240 PRIHT T1*:(WWG4-1.4) AHI 22%,22;:
抹=""
15250 IHPIT Da:IF Qte"" THEH YOFCV-1.4)
```





```
15280 FFIHT T1年(GOGO-1.4) AHD 16%16;:
Q龵=""
```





```
15B0S T1&="DISHELE THIS WOIDE ¢1=TESrg=\
0j:"
```



```
=""
15320 IHFUT D&:IF D& %"" THEH WOF(Q-1,4)
```




```
15940 T1:="EIHG MON, "+STF生(%)+" HITH"+ST
Fक(y-1-3*(4=1) )+"(1=0|+G=0FF):"
```



```
#""
```





```
158S0 T1年="STMCHEONISE"+STF{(Q)+" WITH"+
```




```
=1"
```



```
=(wO%(4-1,4) FHI 25G) OR WHL(DS)婁
```



```
15420 T1年="ATTACK ETCLE (0-15):"
15430 FFIHT T1S:MOF(w-1.5) AHID e40%1G:
:Q生""
```



```
=(WO%(U-1,5) FHD 15) OE WHLCDS%*1E
```



```
15460 T1吕WECH'T ETCLE (G-15):"
```




```
=(4OP(4-1,5) FHT 240) OF YFL(DL)
```



```
15EgU T1急"SUETAIH ETELE (G-15):"
15510 FRIHT T1F:(40%4-1.6) FHI 246%,1E;
|\mp@code{@=""}
15520 IHFUT Q⿻: IF D⿻三人"" THEH पO%CU-1,E%
```




```
15540 T1:="FELEABE CTELE &G-15):"
```



```
155ER IHFUT D*:IF D* ("" THEN MO%(V-1.6)
=(VO%(U-1,E) FHIT 24E) OR WHLCD&)
```



```
15EGG T1专="FILTEF LOH CUTDFF (G-7):"
155g0 PRIHT T1事;FI%C0) FHI 7:O事""
1560日 IHFUT Q&:IF Q&%"" THEH FI%CQ)=EFI
F(0) AHII 24B) DF WAL(0$)
```



```
15G20 T1%="FILTEF HIGH CUTOFF (0-255):"
```



```
15E40 IHFUT g东:IF D&%"" THEH FJ.%(1)=%FL
0%)
```



```
15GEG T1F="FILTEF RESDHPHCE (G-15%:"
```



```
1/ |
```





```
15706 T1.##"FILTER THIS YOICE GI=YESIG=HO
```

```
j:"
```



```
4-1%:D古=""
```





```
15F40 IF 4, % THEH 15%gQ
```



```
"
```



```
=111
```



```
GOy HHIL 127% DF ,'HL (D*)*12G
```



```
15TGE T1手="HIGH-FHSS FILTEF &1=0HYG=DFF;
:"
```



```
|
1515 IHFUT D主:IF O**"" THEN FIFG3:GFI
```





```
:"
```



```
"
```






```
!
```



```
1!
15890 IHFUT Q各:IF D*<""" THEH FI%G3%=6FI
#O) HHT 2马G% OF UHL OQ%%1E
```



```
15@10 T1专=",GLUTE SETTIFG &E-15%:"
```




```
O% OF ,MLOD*
154F FDF I=0 TD E:IF WM%GM-1,I%%ES THE
H FOTO 15GTE:HENT
15G50 FOE I=0 TO S:IF FIVCIJ%S5 THEM GO
TG 15GTE:HENT
15gEG FETIIFH
```

```
15970 FRIHT "SORR'! THEFE'S FHA EFFOR IN
TOUFE IHFUT"
1EGBE FEIHT "FLEFEE GO THROUGH THIS VOIE
E FBAIM."
15900 FOF I=1 TO 200G:HEKT:GOTO 15000
```

Though this module looks dauntingly long, it is in fact extremely simple. Its purpose is to allow the user to address all the relevant functions in the SID chip separately. The values are then stored in the arrays $\mathrm{VO} \%$ and FI\% until such time as a tune is to be played.

## Commentary

Lines $15030-15040: \mathrm{V}$ is set equal to the voice number which the user desires to set. The address 54272 is the start of the SID chip, with the main parts of each voice taking 7 bytes of data, so that the start position of the relevant voice is calculated by 15040 .

Lines 15060-15130: These two routines set the pulse width if the user wishes to use the pulse waveform. The current value of each is displayed and is left unchanged if RETURN is pressed.

Lines 15140-15170: This routine sets the random noise waveform for the voice. Notice that here we are addressing, not the whole of a byte in the computer, but one bit (there are eight bits, or on-off switches, in each byte). In order to do this we make use of the AND and OR functions. To show whether a particular bit is set we print the value in the array ANDed with 2 to the power of the number of the relevant bit-the bits being numbered from 0 to 7 in increasing value from right to left. If the bit is set (on) then the same value is returned, if it is not set then the value zero is returned. In order to render the value returned either a zero or a one, it is divided by 2 to the power of the bit number. To change the value of the desired bit requires that the value of the whole byte is ANDed with 255-2 [bit number.: this results in the desired bit being set to zero, and all others being unchanged. The individual bit is now ORed with the 1 or 0 input, thus setting its value to either 0 or 1 as desired.

Line 15170: Note that though the bit we desire to set is number 7 (value 128), we actually OR the byte with 129 , thus setting bit 7 and bit 0 . This is because the waveform values do not actually produce a tone unless bit 0 is set.

Lines 15180-15290: These three routines perform the same function for bits 6-4, the three other waveforms.

Lines 15300-15400: These two routines allow the user to modulate the output of this voice with the waveform and note shape of another voice with often surprising results. The other voice need not be set to actually play, but it must have waveform and note shape values entered. The use of these two functions will only be discovered by experimentation.

Lines 15410-15560: These four routines allow ATTACK, DECAY, SUSTAIN and RELEASE to be set. Note that in these routines, instead of setting individual bits, we set groups of four bits. ANDing the byte value with 240 , then ORing it with a value from $0-15$, acts upon bits $0-3$. ANDing the byte with 15 , then ORing it with a value $(0-15)^{*} 16$ acts upon bits 4-7.

Lines 15570-15680: The frequencies at which the SID's filters operate can be set by the user using these three routines. These values will then apply to all voices for which filters are set.

Lines 15690-15890: The remaining sections allow the user to set the three types of filter available either to on or off. The high pass filter passes unchanged frequencies above the previously set value. The low pass filter performs the same function for low frequencies. The bandpass filter allows through a band of middle range frequencies. If all three filters are set then the volume of the whole note will be reduced. The user has the choice of whether any particular voice will be filtered or not.

Lines 15730-15770: In the case of voice 3 there is a special bit which allows the output of the voice to be cut off.

Lines 15910-15930: The volume at which notes are played is set for all voices simultaneously.

Lines 15940-15990: Since there are no error checks on the input of values up to this point, the contents of the arrays are checked in order to determine that there are no values greater than 255 , since trying to POKE such a value into a single byte would result in the program stopping.

## Testing Module 7.1.4

It is not possible, at this point, to fully check the module, since there is no routine to actually play a tune. However a reasonable check can be made by carefully noting the inputs made and then, with the help of the listing, printing out the values in the arrays $\mathrm{VO} \%$ and $\mathrm{FI} \%$ to check that they correspond with what has been input. For instance, if the maximum value is input for each prompt, with the voice being set to 1 , then $\mathrm{VO} \%(0,2-6)$ should contain 255.

MODULE 7.1.5


```
13010 FEM SET IJF TUHE IH FREP'r
```



```
13030 FESTORE:FOR I=A TO G5:FEAT A:NENT
13040 TL=0:FOR I=0 TO 2:YL=1
13G50 FEFT NT,HL:IF NT=0 THEH 13140
130E0 WH=WO%CI,4):IF NTCO THEH HT=-HT:MA
=1
13665 HT=12*IHT(HT,1E)+NT-16*IHTGUT/16)
13076 IF NL<\1 THEH 13096
```



```
1,HT\:|F%CI,VLD=HM:YL=,L+1:GOTG 13050
13090 FOF J=1 TG NL- 1:HF%CI.VLY=HO%G,NT
```



```
13100 YL=ML+1:HENT J
```




```
1312g IF WF%CI,VL-19CO THEH WF%GI,VL-1)=
1
13130 GOT0 13050
13149 IF YL\TL THEH TL=WL
13150 WEXT I
131EO FETURH
```

This module takes the tune specified by the user in the form of data statements, and compiles it into a form which is playable by the SID. The reason that this is necessary is that it allows the program to cope with different note lengths. The actual notes played by the program are all the same length, dictated by a timing loop. Longer notes are played by running together a series of notes to the required length-no division between the individual parts of the notes is discernable. Note lengths can vary from voice to voice but obviously must be such that all the voices being used are co-ordinated.

To set up the data for a tune, all that is necessary is to record, for each note, its number in Appendix M of the User's Manual, and its length. The units in which length is recorded will depend upon the shortest note it is desired to play. By shortening the timing loop at Line 14180 it will be possible to play shorter notes, but this means that longer notes will have to be made up of more of the shonter units. The drawback to this is that each individual unit of a note, no matter how short or long the timing loop makes it, takes up a space in each of the arrays LF \%, HF\% and WF\% so that as the timing loop shortens, so the memory required to hold a tune of a given length increases proportionately.

## Commentary

Line 13030: As the voice settings and note values are changed during the development of the tune, it will be necessary to read the tune data several times. Since the table of note values is placed before the actual tune data, it is necessary to reset the DATA pointer using RESTORE and to READ through the note table to the beginning of the tune data each time. The DATA pointer cannot be set to any particular desired point in the program, it can only be reset to the beginning of the data or left pointing to the item of data following the last one read.

Line 13040: This loop will ensure that the tune data for each voice is compiled. The variable VL is used to store the length of the tune for each particular voice.

Line 13050: Note value and note length (NL) are read from the tune data. If the note value is zero, then the program takes that voice's data to be complete and moves on to the next.

Line 13060: The value for the waveform of the current voice is read from the array $\mathrm{VO} \%$. If the note value is a minus number, then the waveform value is reduced by 1 , thus turning off bit zero of the waveform value, which will give a silence of length NL rather than a sounded note.

Lines 13070-13080: If note length is 1 , then the high frenquency and waveform data are stored in the relevant arrays and the voice length is increased by 1.

Lines 13090-13130: If the note length is greater than 1 , then NL-1 successive spaces in the array are filled with the frequency and waveform values. On the last unit of the note, the waveform value is reduced by 1 , thus allowing the note to fade away naturally. If no data other than 0,0 are entered for a voice (ie you do not wish to use that voice) then it is possible for the waveform to have a value of -1 , which would stop the program if it were attempted to POKE it in. Line 13120 checks that this does not occur.

Line 13140: The length of the tune for the current voice (VL) is compared with TL, which contains at first zero and, subsequently, the length of the longest voice/tune. This ensures that, when the tune is played, it does not stop before the full content of each voice/tune is exhausted.

## Testing Module 7.1.5

Once again, this module cannot be fully tested until the tune is actually played. However, if some tune data such as that given in Module 8 is entered, with a waveform set for at least voice 1 , calling up this module should place the correct high and low frequency values into HF\% and $\mathrm{LF} \%$ and the waveform values into $\mathrm{WF} \%$.

MODULE 7.1.6

1481 EEEN FLHT TUHE


$14040 \mathrm{FOR} I=0 \mathrm{TO} 2: \sqrt{6}=54272+7 \mathrm{C} I$

14060 FORE प5+3. प0\%CT. 3
14070 FOKE पS+5, पOMCI.5
140 EO FDKE पS+E. YOKC. H
1409 AEFT I
14100 POKE 54293.FI\%(0)
14110 FOKE 54294.FI\%C1)
14120 POKE 54295,FI\%(2)
$14130 \mathrm{POKE} 54296, F I \% 3)$
$14149 \mathrm{FOF} \mathrm{I}=1 \mathrm{TO} \mathrm{TL}$
14150 FOKE 54272.LFZC日, I):FOKE 54279.LF\%
(1.I):FOKE 54286.LF\%C2.I)

1416 FOKE 54273,HF\%CE.IY:POKE 5428日.HF\%
(1.I):FOKE 542B7,HF\%(2,I)

1417Q PDKE 5427E. WF\%CQ. I :POKE 542B3. WF\%
(1.I):FOKE 542OQ, WF\%C2,I)
$1418 \mathrm{FOR} T \mathrm{~T}=1 \mathrm{TO}$ EQ:HEXT TT, I
 14200 FOKE 54276.1:FOKE 542ES.1:FOKE 542
90.1

14210 FETURH

This module POKEs the voice characteristics set in Module 4 into the SID, then successively POKEs in the high and low frequencies, together with the desired waveform to produce the notes that make up the tune.

## Commentary

Line 14030: The SID chip is initialised by POKEing zero into each of its locations.

Lines 14040-14090: The voice settings specified in Module 4 are POKEd into the SID.

Lines 14100-14130: Filter settings are shared by each voice, they are POKEd in only once.

Lines 14140-14180: For each note, up to the tune length (TL), the high and low frequency values are placed into the first two bytes of each voice
location of the SID，followed by the waveform into the fifth location of each voice．This activates the desired note，which is played for as long as the loop at 14180 lasts．

Line 14190：At the conclusion of the tune a slightly longer loop is used to allow the sound to die away，then the three waveforms are set to silence．

## Testing Module 7．1．6

Quite simple．If you have entered some tune data，initialised the program， set at least one voice and then compiled the tune，you should now be able to play your creation．The specimen data given in Module 8 plays a scale of $C$ with the first two voices．

MODULE 7．1．7


``` 1701 E FEM DATH FILES
```



``` 17GSE IHFUT＂MFOEITIDH TAFE THEN WEETUF
```




```
170SG IHFUT "EMHIOH IN TOU FEQUIRE:";D
170G0 OH a GOTD 17070,17130:RETURN
1PG7G OFEH 1:1,2,"MUSIE":FFIHTA1,TL
17GEG FOE I=G TG 1:FOF J=G TG OS:FEIHT#1
,HOECI,J):HERT J,I
17090 FDR I=G TD 2:FOR J=0 TO E:FRIHT汼1.
WO%CI,I%:WEMT T,I
171GG FOR I=0 TO S:FRIFT兆1.FI%(I):HEMT
17110 FOF I=W TG 2:FORT=GTOTL:FRIHT#1,LF
```



```
1712G ELOEE1:RETINFH
17130 OPEN 1,1.0."MUEIC":IHFUTT#1:TL
1P149 FOR I=Q TO 1:FOR T=G TO SS:INFIJT#1
HOMEI,T):PEMT J,I
1715E FOR I=G TG E:FDP I=E TO S:IHPUT井1.
WORCI.J):HENT J.I
17160 FDR I=0 TD 3:INFUT#1.FI%CI):NEXT
1P170 FOE I=O TO E:FORJ=QTOTL:IF|PUT#1.LF
#CI,I%,HF#CI,T%,HF%CI,J):WEXTJ.I
171BG CLISE1:RETUFH
```

This is a standard data－file module which allows the tune data to be stored on tape．

MODULE 7.1.8

##  <br> 1901 E FEM TIATH FOF WIEE 1 <br>  <br> 1952 DHTH 54, 2, 34,2,39,2,41,2,43,2,39,1 <br> ,36.1,35,2,48.1:43,1,0.0 <br>  <br> $2 G 110$ FEM IFTF FOF WOICE 2 <br>  <br> 2008 DRTH $3,2,38,2,46,2,41,2,43,2,45,2$ <br> .47.2.4E.2.0.0 <br>  <br> 2101E FEM IATH FCF WDICE 5 <br>  <br> 21090 THTH O ㄷ

## Commentary

Lines 19000-21030: Specimen data to play a scale of C. Note that if you wish to use a voice you must still enter 0,0 for it.

## Summary

This program will only be the beginning of your adventures with the 64's sound capabilities. It is a workhorse which will allow you to develop your own music, which can then be transferred to other programs, using only the arrays in which it is stored and Module 6 , which actually plays the tune.

## Going further

Provided that you do not run into too many limitations of memory, there are several ways in which this program could be extended:

1) Why not give yourself the ability to enter the waveform for each note, rather than simply for each voice? It is simply a matter of including a third value for each note to be played.
2) If you want to play longer tunes, why not adapt the program so that it uses a variable length loop to dictate the length of the note, thus saving massively on the amount of array space needed. All that would need to be stored in the final array would be the note value and its length, the latter being used to dictate the duration of the timing loop. Unfortunately this can only be done for one voice, since the timing loop dictates the length of the note for all three voices.
3) If you want longer tunes with more than one voice, what about giving the program the capability to compile parts of a tune which can be picked up later by a playing program which has no need for the memory consuming DATA statements.

The Working Commodore 64 is based on a collection of solid, sophisticated programs in areas such as data storage, finance, graphics, household management, education and games of skill. The programs have been designed to make the most of the CBM 64's special features.

Some of the more advanced programs include a word processor and text editor, a music and sound synthesiser program, a sprite editor and a program which allows the user to enter high resolution graphics mode. This is not available in the standard Basic.

Each of the programs is explained in detail, line by line. And each of the programs is built up out of general purpose subroutines and modules which, once understood, can form the basis of any other programs you need to write.

Advanced programming skills spring out of the discussion explaining each subroutine. The collection also leaves you with a wide range of practical applications programs which might otherwise only be available on cassette.
The author, David Lawrence, is the author of several books on home computing and is a regular contributor to Popular Computing Weekly.

## Sunshine Books

## £5.95 net


[^0]:    
    13010 REM EIIT LIHE

[^1]:     11010 REEM MEFH
    
    
    
    

[^2]:    
    13010 FEM DISFLFT CUEPEHT LIST
    

[^3]:    MODULE 7.1.3

